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ABSTRACT OF THE DISSERTATION

A Programmable Microfluidic Finite State Machine for the Autonomous Lab on a Chip

By

Siavash Ahrar

Doctor of Philosophy in Biomedical Engineering

University of California, Irvine, 2015

Associate Professor Elliot E. Hui, Chair

Microfluidics is an adaptation of semiconductor technology to the creation of circuits of gas and liquid. They have enabled the establishment of mechanical and liquid circuits with complexity similar to integrated electrical circuits. However, while the microfluidic chips have been miniaturized, their external governing systems have remained unchanged. This lack of embedded control transforms the small chip into a large and often cumbersome system.

Next generation of microfluidic systems will allow reduction or removal of these controllers. Various successful microfluidics for reduction of these external requirements has been demonstrated. However, an autonomous, self-contained, programmable microfluidic finite state machines (FSM) that only requires power to operate has remained absent.

In this work, we present sequential logic circuits implemented in microfluidics rather than electronics for the autonomous control of liquid networks. We demonstrate microcontrollers, simple pneumatic computers, built entirely out of microfluidic parts. We also demonstrate a programmable FSM, first programmable microfluidic computer, built out of pneumatic Boolean logic gates and channels.
We show a 6-bit asynchronous pneumatic counters, useful as an embedded timing reference. Added to the controllers we create liquid systems such as a 7 stage 1:1 serial diluter system, i.e. serial dilution ladder. Finally, we integrate liquid networks with these controllers to create self-contained microfluidic systems.
Chapter 1

Computation, Control, and Microfluidic

1.1. Microfluidics regulation with embedded controllers

Microfluidics is an adaptation of miniaturization and micro-technologies to circuits of liquid and gas [1-3]. Numerous advances in microfluidics have provided previously impossible opportunities in the fields: of biology [4], chemistry [5], medicine [6], and global health [7,8] by enabling precision manipulation of liquids that were otherwise impossible. Miniaturized manipulations provided by microfluidics include metering [9,10], mixing [11,12], trapping [13], filtering [6], separation[14,15], dilution [16], encapsulation [17] and reaction[18]. Automation of these operations through microfluidic large-scale integration (mLSI) under the control of computers, pressure tubes, and their associated interfaces has proven to be a robust and scalable approach specifically in laboratories with microfluidic expertise [19-22]. The best example for the application of the mLSI is perhaps in the area of single cell profiling, where the enabled science through this technology is of great interest [23].

To operate these systems, traditionally a small mLSI chip, the same size of a credit card, is connected to a mesh of tubes to solenoids and manifolds. Solenoids are in turn controlled by electrical computers [24]. This requirement for the external controllers, with often large size, cost, and tedious interface with the chip itself have precluded the application of mLSI technologies to the clinical point of care application. This is of particular interest since application of microfluidics to the global point of care detection of diseases, i.e. contagious epidemics, can one day revolutionize health care, specifically in the resource-limited regions
Thus, a reliable, robust, portable, and affordable mLSI applied to the point of care can act as an ideal system. A possible soliton to this challenge is via replacing the external controllers with embedded controllers made out of microfluidic parts themselves [24, 26]. With this approach, the complex external regulators are replaced by embedded, monolithic controllers that would render the entire mLSI systems self-contained. An added advantage is the potential cost reduction due to the monolithic manufacture of the entire system. However, ultimately paper microfluidic systems could prove to be the most cost effective approach in point of care detection of diseases [27].

To create a self-contained, self-regulating microfluidic system first Boolean logic gates are required. These gates can then be combined to make combinatorial [26] or synchronized sequential circuits. In other words, to automate microfluidics a simple computer, i.e. a Finite state machine (FSM), that can store different steps of an assay and encodes transitions between them is required. Microvalves much like electrical transistors are integrated and combined with pneumatic channels to create finite state machines alongside the fluid handling systems such as pumps and liquid networks. Figure 1.1.1 describes the block diagram representation of this approach. Through this integration, the complexity of the regulators can seamlessly be removed and transferred from the user and world chip interface to the chip itself. This transfer is much like the transition from large computers, electrical (ENIAC) [28] with their convoluted connections to integrated electronic circuits such as Intel® 4004 microprocessor [29]. To examine the importance of this transition further a brief examination of the history of early computers can be helpful.
Fig. 1.1. **Finite state machine block diagram.** A state transition sequence can be encoded with an embedded controller such as a finite state machine (FSM). FSM is composed of state registers and a next state logic. Liquid networks can be regulated via valve control logic that is instructed by the FSM.

1.2. **Computing, a brief historical examination**

Charles Babbage’s designs for the unfinished mechanical Analytical Engine has shaped the foundation of modern computing. Analytical Engine was the generalization of Babbage’s earlier Difference Engine, and it included both memory and a processor [30]. Inspired by Joseph Jacquard’s mechanical loom, which used sets of hole-punched cards to weave various patterns, Babbage proposed using read only punch cards to store programs. Punch cards were also to be used to interface the computer for data input and output. In fact, a program to compute Bernoulli numbers using Analytical Engine was proposed to Babbage by Lady Ada Lovelace [30, 31]. However, physical manufacture and realization of the entire Analytical Engine remained elusive
and impractical. These challenges with reliable manufacturability and the physical realization would represent a historic barrier for many computers.

By late 1920s, major breakthroughs in practical computing were realized through analog computers e.g. Vannevar Bush differential analyzer, which could solve sixth order differential equations [31]. This computer was both mechanical and electrical. It contained wheels, disks, gears, relay and vacuum tubes[31, 32]. A breakthrough in modern computing was in fact realized by Claude Shannon while working on the differential analyzer. Claude Shannon developed the foundation of digital design by implementing Boolean operations out of arrangements of relay circuits, i.e. electrical switches [33]. The major insight in Shannon’s work was perhaps the realization of the importance of switches for the formulation of all combinatorial circuits. Concepts such as: digital sequential circuits, universal machines, and programmable computers, and the breakdown of various units inside a computer were then soon to follow through the works of Turing, Zues, Atanasoff, Von Neumann, and others[31,34]. However, major problems with the operation of early computers due to their interface and connections precluded their transfer application to everyday life.

The majority of these breakthroughs were accomplished in computers that used electrical signals to transfer and store information, and actuate switches. Miniaturization and integration of electrical switches, from relays to vacuum tubes to ever smaller transistors inside integrated circuits, has paved the way for the success of modern electrical computers [31, 35]. Recently scientific reports regarding the establishment of carbon nanotube-based computers and nanotube finite state machines suggest the continuation of this trend and possibilities of even smaller and more integrated electrical computers [36, 37]. This reliable miniaturized manufacture has been
the key to advancing electrical computers. Today the electrical nature of computers are taken for
granted; however, fluidics circuits both analog and digital offered an alternative to control and
manipulate fluidic and hydraulic systems.

1.3. Fluidics, an alternative to electrical computation and control

Fluidic circuits were once (1950-1970s) considered as an alternative to electrical computers
for the autonomous regulation of physical systems [38, 39]. Many Fluidic elements: oscillators,
combinatorial logic gates, flip flops and even integrated sequential systems a card based fluidic
controller for precision positioning of a radial drill were successfully demonstrated [38,40].

Both pure fluidic system and fluidic systems with moving parts were developed. Fluidic
amplifiers that required turbulent flow were the most successful. For example in one system,
turbulence amplifier, a transition between the laminar to turbulent flow constituted the transition
from an output signal from ON to OFF. Theses systems could operate with pressures as low as
0.5 psi and switch states as fast as 2 msec. Other variations such as turbulent reattachment
amplifier could switch faster than 1 msec; however they came at the expense of higher pressure
requirements, e.g. 1 to near 15 psi. Various logic gates and Counters out of pure fluidics and
moving parts such as gears were created. Of particular interest was the work at the University of
Birmingham in precision control of a drill with all pneumatic machine tools that could be
programmed with punch cards [38, 40]. However, miniaturization of semiconductors resulted in
the ultimate success of electronics by addressing their reliable manufacture and tyranny of
numbers problem.
1.4. Microfluidic Control

Microfluidics have enabled miniaturization and integration of fluidic circuits [1]. However, miniaturization of embedded logic can provide the much needed autonomous control to microfluidics and the integration of the entire system[24]. Early microfluidic memory and control elements were directly inspired by the miniaturization of Fluidic circuits [41]. However, the lack of mixing and laminar flows associated with microfluidics here manifested as a challenge to the operation of these systems that requires a turbulent flow. Alternatively, some have taken advantage of capillary actions in microfluidic channels to create Boolean logic and timers [42]. Hydrogels have been also used as valving elements [43]. Computation and logic with Droplets are another active and successful area of investigation. Here a droplet can represent a physical bit of information. Early droplet logic where mostly combinatorial, some demultiplexing systems i.e. asynchronous shift registers were also demonstrated [44,45]. Recent droplet flip flops use external coordinating element to create synchronized droplet gates and systems [46].

As compared to other options creation of Boolean logic made out of microvalves controlled by gas or liquid, analogous to transistors, has offered the most intuitive, cascade-able and scalable solution[26]. Often valves or a series of valves are addressed by dedicated external pressure signals, Fig 1.2. The creation of combinatorial embedded logic e.g. 8-bit adder [47], addressable demultiplexing systems and latching memory [48], pneumatic flip flops and integrated system [49] and even a 12-bit pneumatic shift register has simplified the external control requirements [50]. Each of these efforts represents important advances towards fully self-contained microfluidic logic. However, they depend on accepting an external serial signal, o
Fig. 1.2. **Addressable, serial, and embedded control of liquid networks.** Addressable systems accept instructions from external controllers and distribute them to the liquid networks. These external controllers suffer from the lack of miniaturization. An embedded controller, finite state machine, can autonomously encode state transitions independently from external controllers.

Often already coded, which is then redistributed in parallel through on-chip demultiplexers [24]. Thus, the electronic computer are required for signal coding and transfer.

A true stand-alone and programmable finite state machine can overcome the challenge of encodings states on the chip itself. Here we summarize major contributions provided by us and others prior to the establishment of finite state machines.

Through the application of their normally closed valves, Mathies laboratory first demonstrated microfluidic platforms that function under the direct instruction of external controllers such as pumps [51-53], and a serial dilution circuit [54]. Soon integrated on-chip systems, i.e. latching multiplexer [48] and combinatorial circuits such as ripple carry adder was demonstrated [47]. The combinatorial logic demonstration was in fact a major first step that hints at the feasibility of the establishment of embedded logic with Mathies and Grover valves.

Burns laboratory used a similar approach to that of Mathies normally closed valves and using a vacuum signal as a digital logic high, to create a great example of multiplexed embedded system. Burn microfluidics technology was entirely made out of PDMS. An on-chip oscillator,
gates, memory elements and finally shift registers were successfully demonstrated[49]. Through the configuration of these parts, Burns demonstrated the ability to accept an external serial trigger pulse, which is translated into a parallel operation of valves using the shift register approach. Unger and his group also expanded on this concept of shift register driven logic, but instead of vacuum they used positive pressure as their signal. They demonstrated a 12-bit shift register that can be addressed by external controllers that can translate trigger signals and patterns into on-chip valve control [50].

Weaver and company have also contributed the implementation of on-chip serial instructions. They have constructed a four layer PDMS system that uses a rigid disk to create gain that is required for valve actuation [55]. Finally, Takayama’s group created a creative alternative method that uses hydraulic pressure and constant flow to create oscillators and temporal control of valves[56, 57]. Specifically by combining switching and check valves flow of liquids is restricted and released to create oscillation of pulses of liquids. This system seems to be particularly useful for embedded control of biological assays such as cell culture [58].

Our group have previously demonstrated tunable ring oscillators, timers, self-driving peristaltic pumps [59] and a semi-autonomous rotary mixing pump that required an off-chip controller for state selection[60]. Here we present a programmable finite state machine (FSM) built out of pneumatic boolean logic for the autonomous regulation of microfluidic liquid networks. Finite state machine (FSM) is a microcontroller built around the concept of stepping through a series of program states. The FSM stores the current state and calculates the next state from a set rules that can consider a user input plus the current state to enable branching decision making.
Chapter 2

Microfluidic Finite State Machine

Finite state machine (FSM) is a digital microcontroller built around the concept of stepping through a series of program states [61]. This simple synchronized computer encodes sets of states and the correct transitions between them. In the microfluidic context, these states are the steps of an assay, i.e. meter and mix. However, the architecture of an FSM is agnostic to the nature of the states. There is two essential compartment to a State machine these are state registers, or memory block of the circuit, and a next state combinatorial branch Fig. 2.1. The combinatorial branch is akin to a set of rules, a book of rules, that are used in combination with the current state of the machine to determine each following step. While not essential an input, from a user, can enable branching decision-making. Branched decision making is the ability to jump in between steps in a previously defined manner.

Fig. 2.1. Finite state machine is a simple computer that can encode a sequence of operations. An FSM uses its combinatorial branch and its stored states to calculate the transition in between a set of steps.
Additionally, the set of rules that are implemented in the combinatorial branch of the FSM can be either fixed, one machine a single sequence, or reconfigurable. The ability to program a machine was once described by Alan Turing as providing the machine with a new rulebook each time to execute a given task. Thus by enabling the exchange of the rules it is possible to render an FSM programmable. To better communicate the breakdown of an FSM control of a system, and design process for this control is next detailed.

A traffic light regulated by an FSM is a common example [61] that is used to illustrate the application of control elements. We first consider a traffic light that is independent of a user, e.g. pedestrian, input. Here there are 3 states that FSM controls:

{Green Light, Yellow Light, Red Light}

The proper transition between these states is best described the flow diagram, Fig 2.2, known as state transition diagram. At each clock transition FSM will recall its current state, e.g. Green, and calculates where it should go next, e.g. Yellow. To use digital logic then we assign each state with a unique binary identifier. For example, Green light will be state 001, Yellow light state 010, and Red light state 100. While this allocation is not the most optimal state implementation, it serves well as an example. The first constraint arising from this allocation is the requirement for 3 individual memory elements for storing each bit of the states. Then the state are rearranged in a
table format commonly known as a truth table or transition table Fig. 2.2. Where the states S2, S1 and S0 current state of the FSM and states N2, N1 and N0 are the next states of the system.

<table>
<thead>
<tr>
<th>Current States</th>
<th>Next States</th>
</tr>
</thead>
<tbody>
<tr>
<td>S2</td>
<td>S1</td>
</tr>
<tr>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
</tr>
</tbody>
</table>

Fig. 2.3. Truth table-1 is a re-arrangement of the state transition which is used to calculate the excitation equations. Excitation equations implement the next state logic in the FSM.

Then using Boolean arithmetic the table can be translated into a set of equations, where:

\[
\begin{align*}
N_0 &= S_2 \text{ not}(S_1) \text{ not}(S_0), \\
N_1 &= S_0 \text{ not}(S_2) \text{ not}(S_1), \\
N_2 &= S_1 \text{ not}(S_2) \text{ not}(S_0).
\end{align*}
\]

These equations are referred to as excitation equations, and they will shape the combinatorial branch of an FSM. Assuming that the inverse of the states, e.g. \text{not}(S_0), are readily available 3 x 3-input AND gates are required to implement the next state block of this circuit. We designate the number of switches - valves in microfluidics transistors in electronics- required in the next state block as the logical effort. Assuming 3 switches required for AND gates here logical effort is 9 switches. Minimizing logical effort can be important when implementation of a circuit is “expensive” due to constraints such as limited space.
Now we consider a case where a user input, e.g. a pedestrian attempting to cross the road, is added as a constraint. The state transition diagram is re-arranged such that when input from the sensor is activated the traffic light should switch to red, independent of the previous state. We have arranged this transition inside another truth table Fig 2.4.

Where the states $S_2, S_1$ and $S_0$ current state of the FSM and states $N_2, N_1$ and $N_0$ are the next states of the system.

<table>
<thead>
<tr>
<th>S2</th>
<th>S1</th>
<th>S0</th>
<th>Input</th>
<th>N2</th>
<th>N1</th>
<th>N0</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

Fig 2.4. **Truth table-2** An input from the user can reset the FSM.

Then using Boolean arithmetic the table can be translated into a set of equations, where:

$$A = \text{Input},$$

$$N_0 = S_2 \text{ not}(S_1) \text{ not}(S_0),$$

$$N_1 = S_0 \text{ not}(S_2) \text{ not}(S_1),$$

$$N_2 = S_1 \text{ not}(S_2) \text{ not}(S_0) \text{ not}(A) + A \ S_0 \text{ not}(S_1) \text{ not}(S_2) + A \ S_1 \text{ not}(S_0) \text{ not}(S_2) + A \ S_2 \text{ not}(S_0) \text{ not}(S_1).$$

Assuming the inverse of the states are readily available, the circuit requires:

- 4 x 4-input **AND** gates,
- 1 x 4-Input **OR** gate.
Thus the logical effort for the new circuit is 20 switches, and the circuit complexity has increased. Later in this chapter, we examine a case where space efficient circuit designs can be achieved by minimizing logical efforts.

2.2 Microfluidic finite state machine

The next generation of microfluidic systems are expected to include self-regulating controllers. To this aim, we demonstrate the implementation of microfluidic FSM as a robust, scalable, approach Fig 2.5. We first present an FSM with no user input. Then to enable branched decision making we demonstrate an FSM with this option. Finally, we present an asynchronous counter, which can be used as a timing reference or a microfluidic controller.

Fig. 2.5. Normally closed valves are the basic building block of pneumatic Boolean logic. Valves are normally closed. Vacuum applied to their gate input will deflect the membrane sandwiched between two glass layers and will open the valve. Valves can be arranged to create a pneumatic gates such as an inverter. A side by side NMOS electrical inverter with a pneumatic inverter is presented.

The basic building block of our microfluidic technology are normally closed valves pioneered by Grover, and Mathies lab [47,52]. These normally closed valves can be combined to create various gates and systems. These pneumatically actuated valves are closed at rest and can be opened by application of vacuum to their gate input. There is a great one to one analogy
between these valves and NMOS only transistors and their logic family Fig 2.5. We can replace transistors with valves, and wire and resistors with channels to establish Boolean logic.

Replacing electric potential, with a pneumatic potential we can establish pneumatic inverters Fig 2.5. We define vacuum as digital logic 1 or high and atmospheric pressure as digital logic 0 or low. Application of input 1 opens the valve and connects the atmospheric ground to the output while the long resistor channel shields the output from the vacuum supply. Application of logic 0 will keep the valve closed, which connects the power to the output of the inverter. We have demonstrated that valve transfer function exhibits good non-linear gain as oppose to hydraulic valves. Moreover, the valve provides good noise margins for safe transition between the open and closed states. By cascading an odd number of these inverters, i.e. typically 3, we have previously demonstrated tunable ring oscillators with oscillation frequencies spanning from 5-50 Hz [60]. Through the geometric arrangement of these valves, other gates such as NAND, NOR, AND, OR, and XOR can be built to create a logic complete family of logic[47,59,60]. These individual gates now can be integrated to create governing systems.

To create a self- regulating microfluidic system, we first identified the following steps as desirable steps in a microfluidic assay, these are:

\{\text{Meter, Mix, Incubate, Flush}\}

Fig. 2.6. **State Transition Diagram**, for a simple microfluidic assay with 4 states.
We first considered a case where the regulation of the system is independent of the user input and branching decision making is not possible. The state are then arranged inside the following state transition diagram Fig 2.6, where transitions between steps occur after each clock transition. Since there are four required steps in the state transition diagram a 2-bits of memory is sufficient for the FSM implementation. Next we have to assign numeric (binary) state allocators to each one of the assay steps. Since there are 4 states, there are 4! = 24 unique arrangements possible. Perhaps the most intuitive state assignment is:

\{1. Meter (00) , 2. Mix (01), 3. Incubate (10), 4. Flush (11)\}

<table>
<thead>
<tr>
<th>S1</th>
<th>S0</th>
<th>N1</th>
<th>N0</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

Fig. 2.7 **Microfluidic assay truth table-1** demonstrates an inefficient state encoding

We calculate the excitation equations:

\[ N_0 = \text{not}(S_0), \]
\[ N_1 = S_0 \text{not}(S_1) + S_1 \text{not}(S_0). \]

Assuming the inverse of the states are not readily available, the circuit requires:

3 NOT gate,
2 x 2-input AND gates,
1 x 2-Input OR gate.

Resulting in the logical effort of 9 valves (switches) totals in the combinatorial branch.
Now we consider an alternative state encoding where only one bit of information changes during each transition. With this approach the assignment can be:

\{1. Meter (00), 2. Mix (10), 3. Incubate (11), 4. Flush (01)\}

<table>
<thead>
<tr>
<th>S1</th>
<th>S0</th>
<th>N1</th>
<th>N0</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>1</td>
<td>1</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

Fig. 2.8 Microfluidic assay truth table-2 demonstrates an efficient state encoding.

We calculate the excitation equations:

\[ N_0 = S_1, \]
\[ N_1 = \text{not}(S_0). \]

Assuming the inverse of the states are not readily available, the circuit requires only one additional valve (switch) in its combinatorial branch. Thus, the second sequence due to its less expensive logical effort is a more attractive option for state encoding.

Our second consideration was in the architecture of the memory elements that store the elements. We first considered level sensitive latches, where writing and changing memory is accessible throughout the period that clock input is enabled. While the level sensitive systems are not robust and are sensitive to clock requirements the small circuit footprint offered an attractive first step.

Device fabrication in the glass is previously described in detail elsewhere [60]. Briefly, microfluidic channels and valves are patterned via photolithography and photomasks on the glass
substrates (Telic Co., Valencia, CA, USA). Then the wafers are developed and etched with concentrated 48% HF acid wet etching. Holes, i.e. access ports for pneumatic power or atmospheric grounds, are manually drilled in glass using diamond grinding point bits. Vias in the PDMS membrane are bored using blunt needles prior to the assembly while the membrane rest on one of the two glass plates. Then the two complementary parts are aligned and brought together by hand under a dissection scope. Device behavior and characterization are achieved by video recording and video analysis. Specifically light reflection off of individual valves in an operating circuit is recorded and analyzed using a script that plots pixel intestines of selected regions of intensities over the course of the video.

While successful as a rudimentary system as predicted the choice of level sensitive D Latches for the memory block rendered the FSM sensitive to the shape and duration of operating clock. Only open clock cycles as long as 0.1-0.15 seconds would enable correct operations Fig. 2.10 This is however independent of the duration that the clock signal is left off.

Fig. 2.9. **First microfluidic FSM with D latches.** A rudimentary FSM was established using level sensitive registers known as D latches.
To overcome this limitation, the next generation of the FSM were designed with 2-stage master-servant D flip-flops, also known as master-slave, registers where memory allocation is only accessible during edges of clock transitions.

We then demonstrated the implementation of the proposed FSM using D flip-flops, Fig 2.11. The operation of the FSM were verified against various clock conditions, and as long as valve could be physically actuated the D flip-flops and the FSM were operational (0.05 seconds on, 0.05 seconds off). Since D flip-flops are stable memory elements the stored state are kept as long as the power to the circuit is present. While few version of the circuit was implemented, Fig. 2.11, represent a space efficient and compact version of the circuit. In the following chapters we demonstrate the application of this circuit topology for the autonomous regulation of a rotary mixing liquid network.

Fig. 2.10. **FSM time trace**, was measured using video and intensity analysis the recorded videos from the circuit operation. We measured and quantified light reflection from the state indicator valves opening and closing. Note that noise in the measurement is due to optical artifacts such as background light.
The ability to accept user input is also a desirable feature of the FSM architecture. This addition can enable branching decision making. To demonstrate the feasibility of addition of input to the system the following sequence was put together. To make detection of the states visually more appealing, we decided to divide the state transitions such that the states are either out of phase or in phase.

![Finite state machine with D flip flops](image1)

*Fig. 2.11. Finite state machine with D flip flops.* Block diagram and physical representation of an FSM using robust memory elements known as D flip flops. Time trace characterization of the circuit behavior.

The ability to accept user input is also a desirable feature of the FSM architecture. This addition can enable branching decision making. To demonstrate the feasibility of addition of input to the system the following sequence was put together. To make detection of the states visually more appealing, we decided to divide the state transitions such that the states are either out of phase or in phase.

![Finite state machine with input](image2)

*Fig. 2.12. Finite state machine with input,* branching decision making is enabled by providing an input from a user.
Transitions between these two branches of the state transition could only happen under specific conditions. The device was fabricated, and its operation verified (Fig 2.12). We later demonstrate more sophisticated state transitions with user input in the programmable FSM chapter (chapter 3).

2.3. Asynchronous microfluidic counters

Synchronized systems such as FSM are controlled by a governing clock that coordinates their operations. Their design provides them with stability and robustness to noise, and race conditions. However, asynchronous sequential circuits, e.g. up counters constructed out of T flip flops are an attractive alternative particularly when used as timing elements, Fig.2.13. Oscillators can serve as clock signals, but a counter is required if keeping track of passage of time is needed. This for example could arise when a reaction needs to be timed on chip itself. To this aim any number of T flip flops can be cascaded and each time the input of the first bit is toggled one passage of time is added to the tally of oscillations in the system. It is note worthy to add that we created T flip flops from existing D flip flops by providing the out put of the circuit as an input for itself. So each time the clock is activated the stored bit of informations is toggled to its opposite state.

![T Flip Flop Diagram](image)

**Fig. 2.13. T. flip flops** are the building blocks of counters. A block diagram and gate level diagram of a T. flip flop. Time trace of a single T. flip flop is measured using video analysis.
Here we demonstrate a 6-bit counter that can operate with input frequencies as fast as 1/3 Hz. this means 64 unique individual states can be uniquely identified and the transitions from the first state, i.e. 000000, to the last state, i.e. 111111 takes about 3 mins. Since T flip flops are static memory elements the states are held as long as power is provided to the system. 6-bits is the maximum number of bits that we have been able to place on a 4x4 inch on the glass wafer that holds both complimentary portions of the circuit. Using alternative manufacturing technologies particularly micro-machining of plastic substrate our lab has been able to create a 12-bit counter with an are of 360 mm2. The reduction in size also enables the system to operate at the maximum frequency of 6 Hz [62].

Fig. 2.14. **6-bit counter** constructed out of cascading T flip flops. A counter can enumerate passage of time, by tallying each time an input is presented. Time trace analysis of the circuit behavior, from state [000000] to the state [111111].
Chapter 3

Programmable microfluidic finite state machine

3.1. Programmability and addressability

Alan Turing once described programmability as the ability to provide a system with a set of rule to accomplish a certain task added with the ability of exchange of those rules [34]. Up to this point all the demonstrated FSMs had a single state transition diagram embedded in their next state block. Previously if a change in the state transitions was required a new circuit has to be designed, and fabricated. This is not desirable. However, it is possible to create a programmable FSM by replacing the next state block with a programmable circuit.

It is important to note that while previously many microfluidic devices have been called programmable, they have been rather addressable [63-65] and the programmability have been provided through electronic computers. These are powerful microfluidic platforms; however, they often require the electronic computers and their connections. Another class of microfluidic devices that are controlled by shift registers are among other addressable microfluidic devices. Here temporal signals are generated, i.e. programed, with a computer and then tallied into an addressable shift register[50]. This approach again depends on encoding of information through conventional electrical computers. Here we describe an embedded microfluidic system that can be programmed via re-configuration of the microfluidic circuit itself.

3.2 Programmable logic array

We decided to replace the next state block of the FSM with a Programmable Logic Array (PLA) that can be configured to capture a versatile range of state transitions. Similar to the field
programmable logic arrays (FPGA), a PLA is typically an array of AND gate banks followed by an array OR gate banks. In electronics, two wire networks could represent circuit nodes that can be connected to implement boolean equations, i.e. a sum of products combinations. Fig.3.1 represents both the [AND, OR] gate level implementation of the circuit. A variety of next state transitions can be encoded through the use of PLA. To implement we the microfluidic PLA we constructed a design entirely out of NAND gates.

Fig. 3.1. **Programmable logic Array** (PLA) can replace the hardwired combinatorial branch of an FSM to render it programmable. To implement a new FSM.

To allow the programmability of the FSM state transitions, we first implemented a 6-input, 2-output programmable logic array. The circuit employs 6 NAND gates and is designed to be integrated into a 2 bit FSM that can also accept a bit of user input. PLA was programmed by boring via holes in the membrane either by manual punching or laser ablation. Here the channels on complementary Each pattern of holes enable a unique connection of nodes in the circuit, bringing etched glass plates together from opposite glass plates, and that encodes for state transitions. Fig 3.2, and Fig 3.3 represent example state transitions mapped into the PLA and its operation verified by the visual truth table.
Fig. 3.2. **PLA-Next state-1** To program a PLA circuit first a state transition is designed. Then the excitation equation are calculated. Based on the equations the connections are mapped onto the gate level diagram of the PLA. Blue dots are the connections, bringing nodes of the circuits together. The gate level mapping is then translated into the actual circuit.

Fig. 3.3. **PLA-Next state-2** An alternative next state for a second FSM is implemented using the same chip only by changing the location of via bores.
We first tested two unique state transitions in the stand alone PLA and verified the full 8-row truth table, given that there are 2 states and 1 user input, for each Boolean expression. Thus, we demonstrated that we can program two unique and correct transitions inside the PLA by boring the membrane. The PLA was then added to the state registers to enable sequential transition between these states. The approach of programming the microfluidic state machine with the bored membrane is similar to using punch cards in early computing.

Fig. 3.4. Visual truth tables are presented side by side to demonstrate the programmability of the PLA.
3.3 Programmable Finite State Machine

To demonstrate the first programmable microfluidic computer, we then integrated the programmable logic array with two state registers, i.e. D flip flops, and a bit of user input. Here the user input is manually provided. To program the machine again vias were bored in proper locations connecting various channels that are equivalent of circuit nodes Fig 3.5.

First we implemented the simple state transition sequence with a lean logical effort. This sequence doesn't take advantage of user input, i.e. demonstrate branching decision making. However it was important to first establish the possibility of the operation of the device with small logical efforts implemented within the PLA Fig 3.5. The system’s operation was verified by video recording. We confirmed that the programmable FSM can operate robustly with clock frequencies as fast as 5Hz.

Fig. 3.5. Programmable FSM is implemented by integration of the PLA with D flip flop based state registers. State transition-1 is implemented inside the circuit by boring the membrane on red-dot. Using an external clock operation of the circuit was verified.
Then we designed 3 programs to demonstrate the wide range of State programs that can be implemented with the programmable FSM Fig 3.6-3.8 The first program well demonstrates the ability of branching decision making. The second program demonstrates the ability to hold a given state given a certain condition. Finally the third program demonstrates the ability to rest a sequence to its starting state each time the user provides an input.

Fig. 3.5. **Programmable FSM - Branching code.** Using the programable FSM the blue branching state transition diagram is implemented. The patterns of bores is represented in the matrix of circles where empty circles represent boring the membrane. Time trace from the circuit is calculated using video analysis and measuring valves opening and closing. This sequence best demonstrate the branching decision making ability of the PLA FSM.
Fig. 3.6. **Programmable FSM - count and hold.** Red state transition diagram is implemented inside the FSM by boring membrane in correct spots on the PLA matrix. Time trace from the circuit is again calculated using video analysis.

Fig. 3.7. **Programmable FSM - Reset code.** Above state transition diagram allows a user input to reset the next state of the FSM to state 00 (similar to the traffic light example from chapter 2). The correct connections are then identified and pattern of vias are mapped inside the PLA’s connection matrix. A segment of the state transition diagrams is represented with the time trace.
Chapter 4

Liquid network

4.1. Introduction

Microfluidic large-scale integrated systems can enable complex and sophisticated on-chip control and manipulation of liquid networks [26]. Precision metering for assays such as protein detection via ELISA [66], mixing[67], dilutions [54] and reactions can be controlled in a repeatable, high throughput, and scalable fashion. However, the cumbersome external control elements and their interface with the microfluidic chip itself have often precluded their application outside of the laboratories with microfluidic expertise. This interface problem, i.e. the maze of tubing that address the liquid networks, can be compared to the early days of electronic computing and the famous tyranny of number problem [24, 26]. Taking inspiration from the electronic integration of control elements and their interconnects, application of embedded logic with microfluidics can address the proposed challenges.

Using this approach we have previous demonstrated two major contributions in liquid handling systems. These are: tunable self-driving peristaltic pumps governed by ring oscillators [60], and a semi-autonomous liquid handling systems [59]. Self driven peristaltic pumps is a major block of most of the integrated liquid network in our systems. Leveraging the highly frequency tunable ring oscillators efficient self driving pumps were demonstrated. We also have demonstrated that pumping patterns, added to tuning frequency or speed, can be adjusted by embedded pumps. The second contribution from our group is the semi-autonomous fluid handling system. This system combined oscillator-driven peristaltic pumps with simple
combinatorial logic to encode fluid handling operations with a state selector. Here 31 valves are coordinated together to accomplish mixing and dilution by using a self-driven rotary pump system [60]. While the instructions for this system are time-invariant constant signal, i.e. governing patterns are created on the chip itself. This system however still required an external control. In this chapter we first present a stand alone serial dilution system that is compatible with our microfluidic controllers. Then we demonstrate an entirely self-contained rotary mixer system that is governed only by a microfluidic FSM. Additionally this device uses a finger actuated button as a clock to advance in each program state.

4.2. Serial dilution - microfluidic background

A serial dilution is among the most common and fundamental laboratory processing. It is often used to create a logarithmic range of solution concentrations. Serial dilution can be used to create standards for diagnostics, a range of test solutions for chemical synthesis, or incredibly diluted working solutions for single cell studies or in-vitro directed evolution of molecules. In a typical lab setting the procedure requires a set of pipetting operations that must be performed with accuracy. While this process is tedious, it is straightforward for an experienced technician. However, it is beyond the capability of untrained users, and thus automation of serial dilution, specifically in point-of-care settings is an attractive alternative.

Some prior microfluidic systems for serial dilutions have been reported. These systems can be divided into three major categories: continuous flow approaches [16, 68], valved systems [54], and droplet-based dilution systems [69-71].

Continuous flow approaches often use a tiered network of fluidic resistors to mix 2 fluids at ratios established by the circuit designs. Continuous flow systems are a generalization of the
gradient generating microfluidic chips. These devices output an entire dilution series in parallel and are composed of simple channel networks and require no moving parts. These systems are well suited for continuous cell culture microfluidic systems for examples in organs on a chip. However, the need to sustain the continuous flow requires a relatively large initial sample volume, 5-100 µL, and long channels that are needed to accomplish the fluid mixing [16, 68]. Additionally, the total fluidic resistance of this approach increases nonlinearly as the number of dilutions. Therefore the scaling potential is unclear.

A second approach uses integrated valves to measure and mix defined volumes of sample and buffer. Here the dilution ratio again is predefined, repeating the same pattern combined with partial sample recovery could further dilute a sample. For example, Paegel and colleagues [54] implemented such an approach bases on peristaltic pumping around a single ring mixer. A small sample (400 nL) was diluted by a fixed ratio during each step, in which a volume of buffer was metered into the ring and circulated until the liquids were fully mixed. This recirculation eliminates the need for long mixing channels and thus results in a compact device (1 cm2). Due to active sample retrieval there is no upper number of dilutions; however, this comes at the expense of lack of solution storage. Thus, only the final dilution was stored, and the intermediates steps were discarded.

Jensen et. al. also demonstrated a 8 x 8 [64,67] valve grid structure that is extensively capable of sample mixings and dilutions. This platforms is extremely versatile and is capable of complex liquid manipulations. The device can, in fact, dilute a small working sample down to multiple stages of dilution and store the intermediate steps. However, it doesn't lend itself well to total automation scheme with microfluidic controllers such as FSM. These platforms also uses
both positive and negative pressure for their operations which is not entirely compatible with our approach. Never the less this 8 x 8 addressable automata is a strong platform for sample preparations and dilutions.

Serial dilution through the application of droplets is another strong and alternative platform for serial dilution [70]. As with our method, these approaches are capable of processing small samples and can store each stage of dilution in an individual droplet. Some droplet systems have the advantage of simplicity and no moving parts; however, there are valved microfluidic systems. However, if serial dilution is not the end goal but the beginning of a multi-stage process, the required liquid-handling manipulation may be complex enough that valves become required. Additionally, droplet systems require off-chip pumps and regulators and particular liquids that add to the complexity of the total system. In our approach, the pumps are integrated into the platform itself.

4.3 Microfluidic serial dilution ladder

Our dilution ladder represents an evolution of the Paegel [54] dilution ring that is capable of storing every stage of dilution. As demonstrated in Fig 4.1 a series of chambers are arranged like

---

Fig. 4.1 Dilution ladder topology using ladder topology a sample can be 1:1 diluted and stored by connecting and mixing two subsequent steps of the ladder together
rungs in a ladder and primed with a buffer solution. A small sample volume approximately 240 nL is loaded into the first rung.

Fig. 4.2. **Dilution ladder** - with valves on all steps. Dilution ladder can dilute and store a sample here up to 7 stages in a 1:1 dilution system. The Chambers inside the ladder help with liquid movement during valves opening and closing. Device behavior is first demonstrated by dilution of food dye inside water.

Fig. 4.3. **Dilution ladder pumping pattern** is demonstrated. The four pneumatic valves are actuated at a rate of 3 Hz, meaning the valves cycle through the four state three times every seconds. The liquid is circulated around the two steps, similar to a rotary pump, until they are mixed together.

To begin the dilution process, the top two rungs are connected to form a loop, and the liquid contents are mixed by peristaltic pumping to accomplish a 1:1 dilution. The second and third rung are then connected and mixed to perform a subsequent dilution, and the process is repeated...
all the way down the ladder. When accomplished, the full dilution series is stored on the rungs of the ladder. The design is readily scalable, as addition stages can be added with extra rungs. We here demonstrate a 7-stage dilution in an active area of (1 cm²). We demonstrated two generations of these systems. First design uses mixing valves, valves at the center of each rung, which are spaced in every step of the ladder Fig. 4.2. Second is the design that uses a mixing valve on every rung Fig. 4.4. Valves from both systems were individually addressed with external controllers and solenoid valves under the control of LabView software (National Instruments). Fig 4.3 represents the pattern of actuation for the second generation dilution system. The four pneumatic valves are actuated at a rate of 3 Hz, meaning the valves cycle through the four state three times every seconds.

Fig. 4.4. **Dilution ladder with alternative valves.** Liquid movements and mixing in this design is harder than the design reported in figure 4.2. However this ladder requires fewer valves, i.e. states. Therefore, it and is a better suited for integration with FSM controllers.

Briefly, the dilution ladder devices use a normally closed valve technology as previously reported. Valves and channels were patterned in a glass wafer (Telic Co., Valencia, CA, USA) with photolithography and 48% HF wet etching. The wafers were diced and drilled for ports fluid access through the glass with diamond-tipped grinding bits (McMaster-Carr). The typical 250 µm thick silicone membrane (HT-6240, Rogers Corp.) was used to enable valve operation.
Adhesion between the glass and PDMS was sufficient to hold the membrane together. Two patterned glass layers were then sandwiched around a 250 µm thick silicone membrane (HT-6240, Rogers Corp.) and held together reversibly by adhesion. Via ports in the membrane were formed with a biopsy punch prior to assembly. Valve actuation was accomplished by deflecting this layer pneumatically. For handling reagents that are not compatible with silicone exchange of alternative membranes: Teflon [72] or polyurethane[73] is a possibility.

We have added a set of fluid expansion chambers that help with better liquid movement in the ladder. The liquid volume is not conserved as the dilution ladder switch between the resting and pumping state. At rest, all four valves in a loop are closed, but during pumping, two valves are open at all times. To accommodate this change in volume, two chambers were added to each rung. Each chamber is similar in structure to a valve but has no pneumatic connection. In each chamber, a flexible silicone membrane separates a volume of liquid and a volume of air. As the liquid volume increases or decreases, the membrane can deflect to accommodate the change.

Food dye was first diluted into water to facilitate visualization of device operation. Next, to quantify dilution efficiency, fluorescein was diluted into TE buffer and imaged by fluorescence microscopy. The log2 plot of fluorescence intensity for each dilution stage showed excellent linearity (R2 = 0.995 to 0.997 over 3 trials), demonstrating that the device can perform a 7-stage 1:1 serial dilution with high accuracy. Briefly 400 µM fluorescein sodium salt (Sigma Aldrich) was diluted into TE buffer with 0.2% Triton-X at pH 8.3. Fluorescein concentrations were visualized with a 4× objective on a Nikon Eclipse TE200 microscope with a QIClick CCD camera (QImaging). Image quantification was performed with ImageJ software (NIH). For each rung of the dilution ladder, the average and standard deviation of fluorescence intensity were
calculated from measurements of six regions distributed across the rung. Dilutions were plotted as the base-2 logarithm of fluorescence intensity for each stage, and linear regression quantified the accuracy of dilution.

Currently the ladder is under integration with a FSM controller. While 1:1 dilutions is not always the desirable ratio outcome, the topology of the circuit is such that other ratios can be easily enabled. For example, to accomplish 1:10 ratio a pattern of 1:10:1 can be repeated to enable dilutions.

4.4 Self contained rotary mixer

A major goal of our work has been autonomous regulation of microfluidic systems via FSM. In order to create a self-contained platform that only accepts power as an external supply. The idea here is that the governing patterns are generated locally with the embedded controller itself. Here we demonstrate two autonomous systems, first is a self-contained rotary pump mixer that is controlled by a 2 -bit FSM with 4 acceptable states (Fig 4.7). The 2-bit FSM is the same circuit topology that was demonstrated in both chapter 2 and 3. The other is a 3-bit FSM with only 3 acceptable states for their operation.
Fundamentally both systems are similar in their governing principle were set of two valves enable access to a rotary pumps. The first system provides a mixing state, while the second design provides 3 sequential washes.

**Fig. 4.7.** Self contained rotary mixer is controlled by a 2-bit, 4 states, FSM. Program states advance each time when a user manually “clicks” (cover and release) a pneumatic clicker. 4 unique program states including a mix state is possible with this system.

A major component of both systems is a pneumatic clicker that connects a source of vacuum signal (cover and release) to the clock input of the machine and enable advancing to the next program state. The self-contained rotary circuit can meter 2 independent liquids. In one state it is possible to meter half or the entire chip with the desired reagent. The two metered liquids can be then mixed together via rotary pump circulation.
The sequential wash system is not much different from the rotary mixing circuit. Here however, only 3 states of a 3-bit FSM is used to regulate allocation of 3 different liquids inside a rotary mixing circuit.

Fig. 4.7. **Self contained sequential wash system** is controlled by a 3-bit FSM with only 3 acceptable states. System sequential routes 3 independent fluids through the same liquid loop.
Chapter 5

Conclusions and future directions

Application of digital pneumatic circuits and mLSI for automation of biology and chemistry have gained popularity over the past decade. However, autonomous regulation of these systems have been absent. Here we demonstrated pneumatic microfluidic finite state machines, simple computers, to autonomously regulate these systems to reduce or remove the external controllers and tubing that is associated with these controllers.

We first demonstrated a simple and robust finite state machine (FSM) that steps through the series of program states. These states correspond to the steps of a microfluidic assay. We the demonstrated that by adding a user input to the architecture of the FSM, we can enable branching decision making. An asynchronous counter, a timing reference or a controller, was also demonstrated.

Next we demonstrated programmability with re-wiring of the next state block of the FSM, which was replaced by a programmable logic array(PLA). First the stand alone NAND-NAND based PLA was established. Programmability was achieved by boring vias within the membrane inside the system. Then through the integration of the circuit with state-registers the programmable circuits was demonstrated. 4 unique and different FSMs were created with the single programmable chip. We demonstrated circuit operation with clock frequencies as fast as 5 Hz.

Finally we established liquid networks and new topologies that are compatible with our controllers. A 7 stage 1:1 dilution ladder was demonstrated. Automation and integration of this
system is currently ongoing. We then demonstrated an entirely self-contained rotary mixer. Using
embedded pump and a 2-bit FSM we demonstrated autonomous regulation of this system.
Currently, we work towards autonomous control and regulation of an ELISA assay with these
controllers.

These embedded microfluidic controller can simplify and ease the need for external
collectors associated with mLSI. They can enable the application of the mLSI outside of
sophisticated laboratories, for example to point-of-care detection of diseases. While the glass
micro fabrication of these technologies have enabled all the current advances in the microfluidic
finite state machine and microfluidic computing, the technology does not scale well. Fortunately,
we have demonstrated the alternative manufacture of this system [62] by micro-machining
plastic substrates. This alternative manufacture enables both higher circuit densities and faster
operation frequencies. For example, 6-bit glass counter could operate as fast 1/3 Hz, while the
plastic system can operate as fast 6 Hz.

Advances in circuit architecture and circuit topology, such as the programmable FSM,
coupled with the advances in manufacturing of these circuits strongly suggest the possibility
translation of mLSI from scientific laboratories to for example global health diagnostic
applications.
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