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Abstract

Improving Traveler Information and Collecting Behavior Data with Smartphones by
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Doctor of Philosophy in Engineering – Civil Engineering
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Professor Raja Sengupta, Chair

The recent growth of smartphones along with cheap, scalable cloud computing infrastructure has allowed for a plethora of new applications to be built. In transportation, two main efforts have been greatly impacted by this, delivering better traveler information to users, and collecting travel behavior information for researchers. This thesis describes 4 major efforts along these two themes; the development of a real-time transit trip planner, the evaluation of the value of real-time data, the development of a smartphone based automated travel diary system, and the design and evaluation of a behavior change experiment using the travel diary system. The first half of the thesis describes the technical development of the real-time transit trip planner along with experiments showing the positive impacts to travelers. Prior to this work, transit trip planners primarily used schedule data to route people through a transit network. This work is the first solution to the K-shortest paths problem to use real-time transit arrival data retrieved from a third party API. The algorithm then was implemented in an application called BayTripper, which serves over 1,000 users in the San Francisco Bay Area. The second half of the thesis describes the technical development of the automated travel diary system, which consists of battery efficient smartphone applications, server infrastructure to process data with trip determination algorithms, and web tools used to evaluate the accuracy of the system. The contribution to the literature is a catalogue of problems and related algorithmic solutions to building an end-to-end, battery efficient, automated travel diary. A behavior change experiment was designed and run using the automated travel diary system, which showed the potential for changes in users’ awareness of their travel behavior, intentions to change, and short-term behavior change. This experiment represents a large scale test of the automated travel diary system, as well as a demonstration of using behavior change techniques, feedback and comparison, to promote sustainable travel behavior.
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1 Thesis Introduction

1.1 RECOGNIZING OPPORTUNITIES IN TECHNOLOGY

Development of technology is often the result of recognizing opportunities - when creative ideas become technically feasible to solve problems in the world. Examples include the birth of search engines used to index the world’s information on the internet, or in-car navigation units which displaced maps once GPS technology became public. My work over the past few years, summarized in this thesis, is the result of four trends which started around 2007, which opened up opportunities at the intersection of mobile technology and transportation. The technology that I’ve developed stands on the foundation laid by others who worked in these fields.

• Proliferation of Smartphones. Smartphone usage has been growing at a rapid rate since 2007. Smartphones offer more advanced computing ability, with features such as touch screens, cameras, GPS, and accelerometers, which have been used by human computer interaction designers to implement persuasive technology.

• Open Transportation Data. Since 2007, hundreds of transit agencies have released their schedule and route configuration data in a popular format called GTFS. Many of those agencies have also made available real-time positions of buses and released open Application Programming Interfaces (APIs). Mapping data, thanks to Open Street Map and the USGS has allowed for developers to enhance transportation datasets to deliver innovative routing applications for ordinary citizens.

• Persuasive Technology. Persuasive technology is broadly defined as technology that is designed to change attitudes or behaviors of the users through persuasion and social influence. This technology focuses on the design, research, and analysis of interactive computing products created for the purpose of changing people’s behaviors. Although behavior change methods have been used by psychologists for years, only in the past few years have these techniques been implemented on computing devices, delivering information in an automated manner.

• The Quantified Self. The concept of the Quantified Self describes applications which enable the process of recording behavior, processing the data collected, and feeding it back to the individual or group so that they can better understand the patterns of their activity and eventually adapt their behavior more intelligently than they would without these augmentations. As smartphone usage has increased, the launch of applications on smartphones has increased to track and study many features of people’s daily lives (i.e. fitness, mood, spending habits).

The first trend is the most significant - smartphones and mobile technology have lead to far reaching advancements in many fields. Specifically in the field of transportation, mobile phones have lead to applications which help people get directions on the go, retrieve real-time
transit information, check traffic conditions, hail taxis, and tools that help planners learn about travel patterns and route choices, amongst other things. Some of the aforementioned applications have been enabled as a result of the second trend, the release of transportation data to the public, and a number of mapping related tools developed by both private industry and open-source communities.

The first two chapters of my thesis take advantage of the first two trends. At the time I developed a real-time transit trip planning application, NextBus, had just installed GPS devices on public buses and released the position information and estimated arrivals on the web. Google had just developed a format by which to encode transit routes and schedules called GTFS, and about 10 agencies had packaged their transit data into GTFS and released it to the public. The “app economy” had barely started, as Apple had just released their SDK (Software Development Kit), Android did not exist, and mobile Java development for phones existed for a few games. The work that was put together thanks to open transit data and smartphone app development was a real-time transit trip planning application that used the positions of buses to determine the quickest route between origin and destination. Chapter 2 describes the algorithm and evaluation of the system, while Chapter 3 describes the value of real-time data in trip planning. This work represents the design and implementation of the first transit trip planner to use real-time data instead of schedule data to route people in a transit network. Prior to this work, there did not exist an algorithm to fuse real-time information from a third party API with transit trip planning, and more importantly, there did not exist an actual application that users could run to route themselves with real-time data. The application that was developed, called BayTripper, was an implementation of the real-time routing algorithm and serves over 1,000 active users in the San Francisco Bay Area daily.

1.1.1 Influencing Mode Choice

The second half of thesis is about using these trends and technology to influence mode choice behavior. Mode choice behavior refers to understanding the way people use transport, where they go, what mode they take, and the reasons why they make these decisions. There is a large body of work dealing with the modeling of transportation behavior and also attempting to influence travel behavior. It was recognized that there now exists an opportunity now to advance that body of research even further because of advances in technology over the past few years. The latter two major technological trends have given rise to advances in psychology and human computer interaction which has lead to a growth in academic research involving new methods of behavior change.

The first step to changing behavior is understanding the person’s current travel behavior - which has been done in the past with manual pen and paper travel surveys. These travel surveys have started to take advantage of new advances in technology, namely GPS, current solutions are not ideal due to the burden of carrying around additional devices or still having to log information. With smartphones being equipped with multiple sensors, the manual work of recording travel diaries has been enhanced with GPS traces. Chapter 4 describes my work in automated travel diaries on smartphones, and the challenges of working with the limited battery life of smartphones. The result of that work is a system that generates travel diaries, which can be used for experiments to influence mode choice behavior. The
contribution to the literature is an end-to-end, battery efficient, automated travel diary system using smartphones, and a catalogue of the challenges of using smartphones as the primary data collection tool with solutions to these problems.

Smartphones, persuasive technology and apps around the Quantified Self movement have already been recognized by industry and the academic community, leading to new research in the fields of health and fitness, as well as environmental conservation. Those trends have advanced the fields of behavioral psychology by using technology; the aim of my research is to advance the body of knowledge around influencing transportation mode choice behavior. Chapter 5 describes the first step to achieving this; the development of a website called “The Quantified Traveler” which uses the automated travel diary system to provide feedback to users about their travel habits in an easy to understand graphic interface. Results on changes to users’ awareness of their travel behavior, intentions to change behavior and actual measured behavior change show that there is more potential for behavior change experiments.
2 Mobile Transit Trip Planning with Real–Time Data

2.1 INTRODUCTION

Mobile phones equipped with GPS and Internet access are promising platforms upon which future transportation information will be shared and collected. With these devices, real-time monitoring of the transportation system will become not only feasible, but ubiquitous. Numerous emerging traffic monitoring applications use vehicle probe data collected from on-board GPS devices to reconstruct the state of traffic (for example, velocity or density maps). This information is used to predict travel time of vehicles in the transportation network. Some emerging examples include Mobile Millennium [1, 2], CarTel [3], JamBayes [4], TrafficSense [5], and systems for surface street estimation [6].

The Internet has expanded these capabilities significantly, with various mapping providers (i.e. Google and Navteq) merging static and real-time traffic data to help drivers make the most of their commute. Yet, relatively little attention has been paid to public transportation and real-time data applications. Services such as 511.org and Google Transit allow users to plan public transit trips by generating routes based on static scheduling data. A multi-modal trip planning system was developed by Rehrl et al. [7] to address the increased complexity and lack of information required by travelers. Their platform includes directions for public transit based on published schedules, as well as transfer directions between different transportation modes. An open-source multi-modal trip planner, Graphserver, has also been developed by the online transit developer community to address the same issues [8]. However, buses and trains do not always run on time. Some transit agencies, TriMet in Portland, Chicago Transit Authority, Bay Area Rapid Transit, and King County in Seattle have responded by releasing real-time bus arrival feeds online, allowing application developers to use this data in new, novel ways.

BayTripper is a real-time public transit trip planning system accessible on mobile devices designed to use this information. It combines a user’s geographic location with real-time transit information provided by transit agencies to determine the fastest route to a desired destination. It fuses real-time data feeds with the existing technology of schedule-based transit trip planners (TTPs) currently available online. To the best of our knowledge, the research is the first instantiation and evaluation of a real-time TTP which uses the predicted bus arrival feeds to route users on mobile devices.

This article is organized as follows. In Section 2.2 the challenges and previous work with real-time information in transit. In Section 2.3, we describe the system architecture of BayTripper, which has been deployed to serve transit networks in two metropolitan areas. We describe the dynamic K-shortest paths algorithm with predicted link travel times in Section 2.4. Using data from hundreds of trips planned in San Francisco, we evaluate the performance of BayTripper in comparison with a schedule-based TTP in Section 2.5. From analysis of the data, we describe areas of research to improve the accuracy and optimality of the system.

2.2 NEED FOR REAL-TIME INFORMATION IN TRANSIT

Annual system reliability reports are published by most transit agencies to address the issue
of schedule adherence. Measured at terminals and intermediate points, system reliability of a public transit network is defined as the percentage of vehicles that run on time according to schedule (up to four minutes late and one minute early) [9]. Schedule adherence in the San Francisco area is estimated to be 70% [9]. For the past two years, official Metropolitan Transportation Authority (MTA) numbers for New York, show a system reliability of 80% for subways and 66% for buses. In such cases, real-time information may be used to reduce time wasted waiting for delayed transit vehicles, and it can also enable users to take faster alternative routes. Hickman and Wilson [10] analyzed the benefits of real-time information, limiting the assessment to look at travel time improvements, and concluding that real-time information systems may only lead to marginal travel time benefits from improved path decisions. Their conclusion was supported by the development and subsequent evaluation of a dynamic path choice problem, in which a mathematical optimization reflects the decision of a transit rider to board a transit vehicle based on the availability of real-time information. Mishalani [11] et al. developed an evaluation method for the value of real-time information and noted that the value of information to passengers is affected by the type of available information as well as operations characteristics. The research lead to the development of a piece-wise linear function to model passenger utility, taking into account waiting times at stops as well as projected waiting times given by an arrival time engine. Surveys conducted by Caulfield et al. [12] suggest that users are generally unhappy about the on-time performance of public transit vehicles, and that the bulk of those surveyed would use real-time information if it were available.

The need for real-time data stems from the unreliable nature of bus schedules, which a number of researchers have explored. [13, 14]. One significant problem is the phenomenon of bus bunching, in which multiple buses on the same line arrive at a stop concurrently, followed by no subsequent buses for a significant amount of time [15, 16]. This can lead to travel delays, as some passengers experience longer wait times than predicted by the published schedules. Various control schemes have been proposed to combat this issue, the most popular of which allots slack time in the routes in a procedure known as holding [17]. By building some wait time into the schedule, a bus can wait at a stop if it is on time or ahead of schedule, or skip the waiting process if behind schedule.

The present chapter does not attempt solve the bus bunching issue, but rather aims to enable commuters to make informed decisions based on the inherent variability in the system, and to quantify the discrepancy of travel time as predicted by published schedules and real-time data. This work provides a tool which enables a commuter to use real-time information to find an optimal route in the transit system. BayTripper leverages bus arrival estimation engines developed by NextBus, TriMet, and other agencies which provide a real-time feed for bus arrival predictions.

Previous studies have focused on transit vehicle arrival prediction, which convert real-time bus locations to predictions for arrivals at downstream transit stops. However, none of the studies have consider applying the research into a transit trip planning tool. Previous work by Jula et al. [18] used historical and real-time data to show that travel times can be estimated confidently along arcs of dynamic stochastic networks. Ignoring correlation between adjacent arcs on a network, the authors employed a technique based on a predictor-corrector form of the Kalman filter, in which historical data were used to predict travel time, and real-time measurements were used to correct the predictions at each time instant.
Shalaby and Farhan [19] used two Kalman filter algorithms for the prediction of running times and dwell times alternately in an integrated framework. Separating the bus dwell time prediction from bus running time prediction in this modeling framework captures the effects of lateness or earliness of bus arrivals at stops on the bus dwell time at those stops, and hence the bus departure from such stops. Other models were developed by Abdelfattah [20] and Chien [21] which used a large number of parameters such as live traffic volumes, speeds, and passenger counts. In the previous two papers, very comprehensive models were developed, although many of those parameters featured in these models may be difficult to measure in real-time and consolidate for a user-application for transit trip planning. The chapter does not propose new estimation algorithms; it uses the information as provided from the online real-time data feeds.

2.3 SYSTEM ARCHITECTURE

This section presents the architecture for BayTripper, a real-time transit trip-planning system developed for mobile devices which incorporates data from a variety of sources. Unlike traditional schedule-based services, BayTripper integrates a user’s origin obtained by GPS destination select on a map with real-time transit vehicle arrival time estimates, allowing transit riders to plan trips from their current location. The prototype system relies on three components, described in the following sections and illustrated in Figure 1:

1. Clients: Travelers using location aware mobile devices (such as GPS or cell tower based location technology).

2. Server: A routing engine which determines the K-shortest paths between an origin and destination

3. Third Party static and dynamic information providers:

   • A transit vehicle arrival prediction system generating estimates from GPS equipped mass transit vehicles
   • A set of static schedules from which to build the transit network graph.

2.3.1 Client Side: Mobile device implementation

BayTripper was developed on two client-side platforms: the iPhone (programmed in Objective C), and JavaScript enabled web-browsers. The two implementations feature a user-interface overlaid on top of a map, which eases the use of mass transit without requiring significant knowledge about a particular geographic area. Users select their origin and destination, either by using the mobile device’s on-board GPS, tower based triangulation, or by manual entry into the device. The origin and destination points are geo-coded into latitude and longitude points and submitted as a query to the server.
Upon receiving the above request, the server creates an XML response which contains information for the five fastest routes. XML provides a simple, open, and extensible format to encode pertinent information about a user’s trip, including such as walking directions, location of stops and transfers, and the duration of the trip. Although the application has been developed on two platforms, the same XML feed can be generated in response to a request from any mobile device or phone, thus making the underlying technology portable to multiple platforms.

2.3.2 Server Side: Routing Engine

The web server contains a routing engine written in Java and deployed as a web application using Java Server Pages. The routing engine determines the optimal routes by performing a database look-up on a set of feasible routes, which are generated from static schedules and route configuration information. The routing engine then communicates with external servers to obtain feeds for real-time bus arrival predictions. The construction of the optimal routes is described in detail in Section 2.4. The routing engine was implemented on a Linux version 2.6 server, with a QuadCore 64-bit processor, 1024 MB RAM, 400GB of storage, a MySQL database infrastructure, and a Jetty 6 web application server. Tests of the application server were conducted in New York City during the ITS World Congress on November 14-20th as part of the Federal Safe Trip 21 program. Over five days, approximately 1000 transit riders used the iPhone application to plan trips around Manhattan and the five Burroughs with requests processed within five seconds. Additional load testing and benchmarking of server performance revealed that 72% of that process time is due to communication with the 3rd party real-time data feed. An additional experiment of the first prototype of the system was performed and filmed in Berkeley, CA, which is available online at YouTube [22].
Figure 2: iPhone and web-browser implementation. Markers on screen indicate transfer points, and clicking on the markers or swiping the bar at the bottom of the screen reveals more information, such as the name/location of the stop and waiting times. The arrows on the top right of the touch screen can be used to toggle between different routes, while an information panel displays the total travel time for a selected route.

2.3.3 Third Party Information Providers

2.3.4 Static Information

BayTripper’s routing engine requires a transit agency’s static schedules and route configuration. With the growth in popularity of Google Transit, many transit agencies offer this data in the format specified by Google called the Google Transit Feed Specification (GTFS) [23]. The type of data needed to by the routing engine is a subset of the Google Transit Feed. Within the GTFS format, the data required for each bus stop in the network includes: names of routes which serve the bus stop, latitude, longitude, the scheduled times each bus arrives at the stop, and an identifier - typically the name of the closest intersection to give directions to transit riders. Other transit agencies store the static information in a proprietary format which is parsed into the GTFS format to create the routing engine.

The first implementation of BayTripper system was tested in three agencies in the San Francisco Bay Area, the San Francisco Municipal Transportation Agency (SFMTA), AC Transit, and Bay Area Rapid Transit (BART). For SFMTA and BART, the data was provided in the GTFS format. The Metropolitan Transportation Commission (MTC) provided the data for the AC Transit network, which serves Oakland, Berkeley, and other cities east of San Francisco Bay. BayTripper was also implemented for TriMet, which serves the Portland, Oregon area and publishes its static data using GTFS.

2.3.5 Dynamic Information

While static information allows for the transit network graph to be constructed, real-time information is required to update the wait and travel times between links. This real-time information is provided in the form of bus arrival predictions from external servers, which
aggregate bus data from locations of GPS equipped transit vehicles and generate predictions.

For SFMTA, roughly 1,000 buses equipped with GPS units operate 87 different routes, broadcasting their position at approximately one minute intervals to NextBus, a private company, which performs bus arrival predictions and provides the real-time estimates via an XML feed. NextBus also provides real-time data for a subset of routes run by AC Transit. Delays due to factors such as traffic are calculated by NextBus and incorporated into the bus arrival predictions that are used by the BayTripper routing engine. Some transit agencies internally operate their own real-time data feeds which are made available to the public, such as TriMet.

BayTripper is able to serve any transit agency that provides both static schedule information along with an interface to real-time bus arrival information.

2.4 ROUTING ALGORITHM

This section describes the construction of the routing engine running inside the web server described in Section 2.3.2. The routing is solved using K-shortest path techniques specific to this problem, outlined below. The algorithm determines k-shortest paths instead of a single shortest path in order for the user to decide between a set of optimal routes, possibly using personal preferences not captured by the algorithm. The set of optimal routes is constructed in two steps. First, we construct a graph representing all possible ways to go from any point in the network to any other point. The construction of the graph requires static schedules and the resulting graph is stored in a database. Next, the dynamic updates of the graphs are constructed using real-time information in the form of updates to the static graph. The routing operations on the graph utilize the user inputs (origin and destination), obtained from geo-positioning. This method was chosen to minimize computation time when responding to a real-time query while shifting the computation time to the process of pre-calculating the feasible routes in the graph with static information. In this implementation, the dynamic updates are received from a third party source - thus, the problems of finding K-shortest paths and estimation of bus arrivals are decoupled. The bus arrival estimates which update the graph are received from online feeds. They do not take uncertainty into consideration; this is a limitation of the real-time data feeds available online, which only produce a single estimate for an arrival time.

2.4.1 Static network flow framework

Using a technique similar to time-expanded graphs [24], we construct the transit network as a directed graph. In this graph, the shortest path represents the minimum time to reach a target from a given starting location. For this, we introduce the set of time-indexed vertices $V \times T$. A vertex $(v, t) \in V \times T$ corresponds to a physical location $v$ at a given time $t$. Edges can thus be defined to model motion between the different vertices. Three types of edges can be constructed:
- **Waiting.** The action of waiting at vertex \( v \) from time \( t \) to time \( t' \) is encoded by an edge \( e_{(v,t),(v,t')} \). This mode occurs when someone is waiting for the bus at a bus stop.

- **Walking.** The action of walking from vertex \( v \) to vertex \( v' \) starting at time \( t \) can be encoded by an edge \( e_{(v,t),(v',t+d(v,v')/w)} \) where \( d(v,v') \) is the distance between \( v \) and \( v' \) and \( w \) is the walk speed. It is assumed that the model works in integer increments, i.e. that \( d(v,v')/w \in \mathbb{N} \) for all \( v, v' \).

- **Riding.** The action of taking a transit vehicle from vertex \( v \) to vertex \( v' \) starting at time \( t \) can be encoded by an edge \( e_{(v,t),(v',t+d(v,v')/r_{v,v',t})} \) where \( r_{v,v',t} \) is the average ride speed between \( v \) and \( v' \) at time \( t \) (note that \( r_{v,v',t} \) depends on \( t \) since transit buses’ travel times are contingent on traffic conditions).

We introduce the cost of an edge \( e_{(v,t),(v',t')} \) as \( c_{(v,t),(v',t')} = t' - t \), which is the time to travel from \( v \) to \( v' \) using the edge \( e_{(v,t),(v',t')} \), if this edge is allowed. We first construct a static network problem encoding published schedules as follows. Let us introduce \( \mathcal{T} \) the set of times considered for the scheduling problem.

- **Waiting subgraph.** It is always possible to wait everywhere: \( \forall v \in \mathcal{V}, \forall t < |\mathcal{T}| - 1 \), assign \( c_{(v,t),(v',t+1)} = 1 \).

- **Walking subgraph.** For every pair \( (v, v') \) connected by a physical road walkable in time \( d(v,v')/w \), assign \( c_{(v,t),(v',t+d(v,v')/w)} = d(v,v')/w \) for all \( t < |\mathcal{T}| - d(v,v')/w \). This encodes that it takes \( d(v,v')/w \) time units to walk from \( v \) to \( v' \) and thus that this option is open any time until \( |\mathcal{T}| - d(v,v')/w \) (after that time, the walk exceeds the duration of the considered period).

- **Riding subgraph.** For every pair \( ((v,t), (v', t + d(v,v')/r_{v,v',t})) \) of the graph connected by a transit option at time \( t \), assign \( c_{(v,t),(v',t+d(v,v')/r_{v,v',t})} = d(v,v')/r_{v,v',t} \).

The published transit graph, which encodes all possible options of a pedestrian starting at any vertex \( v \) of the physical graph is the union of the waiting subgraph, the walking subgraph and the riding subgraph. A path from a given origin \( o \in \mathcal{V} \) at time \( t \), \((o,t)\) to a destination \( d \in \mathcal{V} \) at time \( t' \), \((d,t')\) on this graph corresponds to a feasible way to travel from \( o \) to \( d \) in \( t' - t \) time units, and is given as a sequence of vertices \( \{(o,t), \ldots, (d,t')\} \). Given an origin node \( o \in \mathcal{V} \) at time \( t \) and a destination node \( d \in \mathcal{V} \), the smallest \( t' \) such that a path \( (o,t) \rightarrow (d,t') \) exists defines the fastest route \( t' - t \) to go from \( o \) to \( d \) at time \( t \). Assuming all static schedules are known in advance, riding edges are constructed using \( d(v,v')/r_{v,v',t} \) as the cost for these edges. The construction of the shortest path for the static (published) schedule can be computed using standard dynamic programming tools to answer questions such as the shortest path problem \([25]\), the all points shortest path problem \([26, 27]\), and the \( k \) shortest paths problem \([28]\). The set of edges constructed from the static (published) schedule is denoted \( \mathcal{E}_s \).
2.4.2 Dynamic network flow problem

As time $t$ is marched in $\mathcal{T}$, transit schedules are updated based on knowledge of delays from online data feeds which run an estimation engine, predicting the arrival time of the transit vehicles.

When the knowledge of a delay appears at time $t$ in the system, the corresponding edge of the transit vehicle in question must be updated. If the vehicle which left stop $v \in \mathcal{V}$ at $\theta \leq t$, scheduled to arrive at $v' \in \mathcal{V}$ at time $\theta' = \theta + d(v, v')/r_{v,v',\theta}$, incurs a delay $t_d$ (known from a transit monitoring system), the edge $e_{(v,\theta),(v',\theta')}$ is removed and replaced by $e_{(v,\theta),(v',\theta'+t_d)}$ (the length of the corresponding edge is thus extended by $t_d$). Similarly, adjacent edges $e_{(v',\theta'),(v'',\theta'')}$ which represent the same vehicle scheduled to leave $v'$ at $\theta'$ to a third vertex $(v'',\theta'')$, are removed and replaced by $e_{(v',\theta'+t_d),(v'',\theta''+t_d)}$ (the corresponding edge is shifted later in time).

The full dynamic graph is represented similarly to the static graph, using a union of a waiting, walking and the updated riding subgraphs. The walking and waiting subgraphs are identical to the static network; it is always possible to wait everywhere, and walking is always allowed on roads which can be physically walked. The static schedule graph is thus updated for all $\mathcal{T}$, leading to an online (time varying) set of edges denoted by $\mathcal{E}_t$, where $\mathcal{E}_t$ is revealed at time $t$.

2.4.3 Online shortest paths implementation

A variety of methods have been proposed for computing the solution to shortest path problems on a dynamic graph. A brute force implementation involves recomputing the shortest paths after every update, using static algorithms such as the all pairs shortest path algorithms of [26, 27], for all $t \in \mathcal{T}$. Alternatively, one can dynamically maintain the all points shortest paths on the dynamic graph as the edges are added and removed [29, 30, 31]. The efficiency gain is made by recomputing (or updating) the solution of the all pairs shortest path problem using the previous solution.

Another implementation technique leverages an offline pre-computation of feasible paths on the graph [32]. Since the feasible paths, denoted by the set $\mathcal{P}$ are precomputed, the shortest path $p_{(o,t),(d,t')}$ in the set of feasible paths $\mathcal{P}_{(o,t),(d,t')} \subseteq \mathcal{P}$ for an origin destination pair $(o, t), (d, t')$ can be computed by updating the costs on the feasible paths at the time the user query is generated. Thus, the update step is completed on all paths for a given origin destination pair, then the fastest path is returned. This implementation has two advantages for the system presented in this article. First, the main computation expense is paid once upfront. Second, when the number of updates to the graph is large relative to the number of queries, the algorithm is likely to be more efficient than algorithms which place the computational burden on the update step.

In the current system, a pre-computation method is selected. Using the static transit graph, a list of feasible paths from all pairs of vertices is computed. When a transit vehicle is delayed, the specific feasible path on the static graph becomes infeasible (because the $e_{(v,t),(v',t')}$ edge is removed), but a new set of feasible paths can be constructed using the new edge $e_{(v,t+t_d),(v',t'+t_d)}$. We wish to maintain a list of feasible paths on a dynamic graph by modifying the feasible paths on the static graph when updated edge data becomes available.
The static feasible paths are updated with dynamic information as follows. When an edge from the static graph is updated, it is replaced by a new edge. If the new edge begins at a later time \( t_d \), and \( t_d < |\mathcal{T}| \), then it is feasible to wait for the later edge. Similarly, at the destination end of the edge, if the destination vertex appears in the static feasible path, then the new dynamic path remains feasible, and the path is successfully updated. If the destination vertex is not in the static feasible path, the new dynamic path is infeasible.

Since the look up cost of the shortest paths in the pre-compute algorithm is linear in the number of feasible paths in the dynamic network, we implement two techniques to decrease the number of feasible paths which are stored after the pre-computation step. First, we remove all paths which exceed a maximal number of transfers. Second, for a fixed origin destination pair, we remove all paths whose fastest historical time is longer than another path’s slowest historical time, since no series of updates will likely ever lead to the dominated path becoming the shortest path. These steps reduce the size of the database while still maintaining a list of feasible paths.

### 2.4.4 Routing engine summary

To implement the routing engine, we build the published graph from the transit schedules. Then, we compute all of the all pairs feasible paths on the static graph, and store them by origin destination pair. Then, for each origin destination pair, paths which have more than three transfers, or paths which under no edge update scenarios could ever be fastest are removed. The remaining edges are stored permanently. At each time \( t \in \mathcal{T} \), the new edge information is obtained. The first time a given origin destination is queried at \( t \), the set of static feasible paths and their costs are updated to find dynamic feasible paths and their associated costs. The shortest \( k \) paths are cached for other queries at \( t \) for the same origin destination pair, then returned to the user.

### 2.5 SYSTEM EVALUATION

In this section we present an evaluation of the BayTripper system. In order to quantify the effects of real-time data in trip planning, a schedule-based transit trip planner (TTP) was developed using the same routing algorithm as the real-time trip TTP. The two TTPs differ in two aspects, the sources of data for the wait times at bus stops, and the travel time between bus stops. The schedule-based TTP uses a static database of bus schedules, while the real-time TTP obtains estimated wait times from a real-time bus prediction engine. The real-time TTP takes a snapshot of the actual state of the system at the time the user makes a request, and uses historical data to predict the evolution of the network, and the user’s trip. By comparing two nearly identical TTPs, we can examine the scenarios in which real-time data more accurately estimates travel times and more frequently predicts the optimal route.

This section is organized as follows. First, we present a description of an experimental evaluation of the system using the transit system in the San Francisco Bay Area. Next, we characterize the accuracy of the transit vehicle arrival estimates provided by NextBus, on which the real-time TTP relies. For each TTP, the accuracy of the estimated trip travel time along a fixed path is assessed by comparing the estimated travel time given by the TTP at the start of the trip to the observed travel time to complete the trip. Because of the errors in the estimated trip travel times, the TTPs do not always select the optimal (shortest
Figure 3: Estimated arrival time error. The error in minutes in the estimated arrival time for 23,349 estimates, as a function of the estimated arrival time. X-axis: estimated arrival time in minutes. Y-axis: error in minutes. Points of the negative half of the Y-axis correspond to bus arriving earlier than predicted, while points on the positive half correspond to the bus arriving later than predicted.

2.5.1 Experimental setting

Over six-hundred trips were planned using the schedule-based TTP and the real-time TTP using real-time data from San Francisco Municipal Transit Authority buses and light rail trains running 87 routes across the city. The trip origin and destination pairs were generated using a spatially uniform random distribution over the city. The trips were planned over the period of July 23 - 28, 2009 at various times throughout the day.

Because each transit vehicle is tracked using the on-board GPS receivers, the actual travel times along each path between the origin-destination (O-D) pairs can be determined after the trip is completed. These travel times serve as a ground truth upon which the transit vehicle arrival predictor (NextBus), the schedule-based TTP, and the real-time TTP are benchmarked. These GPS tracks also allow for the actual optimal (fastest) route to be determined between the O-D pairs.

2.5.2 Accuracy of the estimated transit vehicle arrival engine

The performance of the real-time TTP is dependent on the estimation of the transit vehicle arrival times at its upcoming stops, which is provided by NextBus. NextBus generates predictions by using historical averages of travel times between segments, calculated at different times of day. Fig. 3 shows the error of the arrival time estimate for 23,349 queries to NextBus. Each time NextBus is queried, an arrival time is estimated, and the error is
calculated after the bus arrives at that stop.

Estimated arrival times between 0 and 10 minutes have a median error of zero, and the interquartile range (the middle 50% of estimates) tend to fall within a minute of the true travel time. However, a small number of outliers, specifically for small arrival times, can potentially cause significant challenges if the information is used to determine if a transfer between buses can be made. As the estimated arrival time increases, variance in error also increases. This variance effects the results of real-time TTP in two ways: determining the travel time of the bus to the transfer point, and determining the wait time at the transfer point for the next leg of the trip. In the set of six-hundred trips planned, there existed over four-hundred trips which required transfers over 10 minutes past the time the trip request was made.

2.5.3 Accuracy of the estimated trip travel time

The accuracy of the travel time estimate along the paths suggested by schedule-based and real-time TTPs are compared to the ground truth travel time along the same paths. Fig 4 characterizes the amount of uncertainty in the estimated travel times, divided by the number of cases in which the planned trip required zero transfers, one transfer, or two transfers. Evaluated over all the cases, real-time data increases accuracy for travel time prediction, most noticeable in trips requiring transfers. The Wilcoxon signed-rank test was used to test for statistically significant difference between the two trip planners. The Wilcoxon signed-rank test evaluates the null hypothesis that two related samples have the same distribution. The data compared were the percentage error of the travel times returned by the schedule-based and real-time TTP, each verified against the actual travel times. The median error of the schedule-based TTP is 14.9% vs 11.7% for the real-time TTP. Statistical significance was defined as $z = 4.08$, $P < .00001$ two-tailed, thus the null hypothesis is rejected. It is concluded that the use of real-time data reduces travel time prediction error. However, the small difference between the errors show that the improvement in travel time accuracy is marginal.

2.5.4 Route selection optimality

The main functions of the TTP are to provide an expected travel time from origin to destination as well as suggest a set of routes based on the state of the transit network at the time of the user’s request. The routing algorithm calculates the K-shortest paths and returns the five fastest routes to the user. This allows the user to make a decision based on the total trip time, as well as personal preferences such as walking distances and number of transfers and other variables which the application does not factor in. In this analysis done in this section, only one route predicted by each TTP - the expected optimal route determined by the shortest travel time, is evaluated. The predicted route by both TTPs is compared to the ground truth - the actual optimal route, obtained by tracking the position of multiple buses over the duration of the trips.

Table 1 summarizes the route selection optimality of the TTPs. The percentage of cases in which the two TTPs accurately predicted the actual optimal route was determined. These cases are split into three rows, when both TTPs predicted the optimal route, and when
Figure 4: Effect of travel time accuracy when using real-time data. Positive values on the Y-Axis refer to cases in which real-time TTP more accurately predicted total travel time. Trips with zero transfers: 40 (41.6%) more accurate, 38 (39.6%) less accurate, 18 (18.8%) same prediction. Trips with one transfer: 232 (51.3%) more accurate, 190 (42.0%) less accurate, 30 (6.6%) same prediction. Trips with two transfers: 58 (48.8%) more accurate, 47 (39.5%) less accurate, 14 (11.8%) same prediction.

only either one of the TTPs made the correct route prediction. If neither TTP predicted the actual optimal route, the actual travel times of the predicted routes were compared. The next three rows show the percentage of cases in which one of the sub-optimal routes resulted in a shorter actual travel time, or if the same sub-optimal route was predicted by both TTPs. The results are split into four scenarios: long trips (trips longer than 30 minutes), short trips (trips shorter or equal to 30 minutes), trips in which a transfer was involved, and trips which required no transfers. In most cases, the real-time TTP outperformed the schedule-based TTP by a small margin.

<table>
<thead>
<tr>
<th></th>
<th>Long</th>
<th>Short</th>
<th>With transfers</th>
<th>No transfers</th>
</tr>
</thead>
<tbody>
<tr>
<td>Both predicted optimal</td>
<td>27.3</td>
<td>44.4</td>
<td>20.5</td>
<td>75.0</td>
</tr>
<tr>
<td>Only real-time predicted optimal</td>
<td>20.3</td>
<td>16.7</td>
<td>23.8</td>
<td>0.0</td>
</tr>
<tr>
<td>Only schedule-based predicted optimal</td>
<td>14.1</td>
<td>11.0</td>
<td>15.6</td>
<td>4.1</td>
</tr>
<tr>
<td>Neither predicted optimal: real-time faster</td>
<td>12.5</td>
<td>11.2</td>
<td>13.9</td>
<td>4.2</td>
</tr>
<tr>
<td>Neither predicted optimal: schedule-based faster</td>
<td>10.2</td>
<td>5.6</td>
<td>11.4</td>
<td>0.0</td>
</tr>
<tr>
<td>Neither predicted optimal: same prediction</td>
<td>15.6</td>
<td>11.1</td>
<td>14.8</td>
<td>16.7</td>
</tr>
</tbody>
</table>

Table 1: Optimality of fastest route returned by the schedule-based TTP and the real-time TTP with respect to the observed fastest route. Values represent percentage of cases.
2.5.5 Implications for further research

The study shows that the inclusion of real-time information in the BayTripper system provides two benefits over schedule-based TTPs: more accurate predictions for total trip times, and a larger number of cases in which the optimal route was suggested. However, these benefits were found to be marginal, leaving room for improvement in three areas: removal or detection of outliers as shown in Figure 3, improved long-term estimation of buses arriving in over 15 minutes, and incorporation of uncertainty into bus arrival estimates.

Currently, BayTripper is dependent on third party data sources to perform bus arrival estimation, which is based on time-of-day historical averages of segment trip times. As described in Section 2.2, newer estimation algorithms exist which take into consideration factors such as real-time traffic, but have not been tested in the context of a trip planning application. As shown in Figure 3, NextBus accurately predicts bus arrivals when the expected arrival time is under 15 minutes, with the exception of outliers in 1-5% of cases. However, the incorporation of real-time data into a trip planner requires estimation of bus arrivals at transfer points, which often occur greater than 30 minutes from the time the trip is initially planned. In these problems, the current estimation engine is less accurate in predicting bus arrivals, leading to missed transfers and large discrepancies in estimated trip times and optimality of suggested routes. Further studies will be done to incorporate more advanced bus arrival estimation techniques into the BayTripper application, while characterizing uncertainty into the predictions to compensate for potential missed transfers.

In addition, the experiment examined the ability of the TTP to determine the optimal route based on information only at a single time instant prior to the trip. Table 1 showed that the real-time TTP performed better in shorter trips. Larger errors in estimation for the total time of longer trips, and trips which include transfers, lead to greater number inaccuracies in the suggestion of optimal routes. The conclusion from these results is that accuracy drops with respect to the amount of time into the future the TTP must predict the state of the system. A solution to this problem is to allow for the algorithm to re-calculate the expected optimal route after the trip has been planned, allowing a user to receive updated information about their route as the state of the transit system evolves. As more recent information becomes available, users will receive new estimates for their route travel time. It is also possible that the prediction for the optimal route may change after the user has reached a transfer point, or even while riding the bus. Further evaluation of the system includes re-calculating the optimal route at different stages of a trip, and examining the accuracy of the total travel time at these stages.

2.6 CONCLUSION

This chapter described an implementation of a transit trip planning system, which includes an application developed for mobile phones, a routing engine running a K-shortest paths algorithm, and interfaces to bus arrival prediction engines provided by third parties. It was discovered through over six-hundred experiments in San Francisco that the real-time data provided marginal improvements to current schedule-based trip planners. The study showed that there is potential for much improvement in transit trip planning by using real-time data in conjunction with more advanced estimation techniques which focus on solving long term
estimates for bus arrivals, and characterizing uncertainty into the predictions. The growth of geo-positioning systems in transportation and the availability of real-time data feeds from transit agencies and other transportation modes is promising, as more opportunities for research are opened in the field of real-time transit, and multi-modal navigation.
3 Algorithm for finding optimal paths in a public transit network with real-time data

3.1 INTRODUCTION

The focus of the chapter is the introduction of a new algorithm which overcomes the problem of computing shortest paths in a transit network which pulls real-time data from a third-party Application Programming Interface (API). Over a web-based or smartphone interface, a user enters a geo-coded origin and destination (O-D), and the algorithm must respond by returning K-shortest paths based on the real-time state of the transit network. Thus, our principal performance measure is the time elapsing between input of the O-D and output of the path, which we call the path computation time. Web usage studies show this time should be less than 7 seconds [33, 34].

Paths cannot be wholly pre-computed since the aim is to return results based on real-time state, which needs to be acquired at run-time. We call the time required to get this information the real-time state acquisition time. Industry Service Level Agreements (SLAs) create constraints on how this real-time state can be acquired. The industry appears to be evolving towards an open model where the public agencies are making real-time bus data available on the web, allowing third party developers to use this data to provide transit information via web-based services or native applications on smartphones or over the web. The real-time data needs to be consumed through web-based APIs that limit the amount of data per request to the transit agency web server and the number of requests per second. For example, NextBus, a provider of real-time data in 61 cities, limits real-time data to 300 stops per request.

Data analyzed for this chapter showed that in most transit networks, running a common K-shortest path algorithm after obtaining predictions for all transit stops in a network is not feasible. For example, the Washington DC transit network has 28,627 stops, which takes an average of 75 seconds to acquire the real-time data for the entire network. Moreover, the 75 seconds does not account for the request rate constraint, 1 request every 10 seconds, imposed by the data provider[35]. It takes 96 requests to get all the Washington DC data, which adds at least another 9600 seconds to the time required to acquire the data for the entire network. This time is long enough for at least some portion of the data to become obsolete by the time the data for the entire network has been acquired. The transit routing algorithm in this chapter needs to acquire its real-time data and compute with the K-shortest paths in less than 7 seconds. Thus, we need an algorithm able to route each trip by acquiring the real-time data for only some small part of the total network.

Fortunately part of the literature is helpful. The obvious approach might be to model the transit network as a graph, albeit time expanded [36, 37, 38, 39] or time dependent [40, 41, 42, 43], and run one of the widely used shortest path algorithms on it [25, 44, 45]. There has been research on speed up techniques [46, 47, 48] to Dijkstra’s algorithm as well as heuristic algorithms developed [49, 50, 51, 52]. The literature also covers the K-shortest path [53, 54, 55, 56] and reasonable (multi-objective) path computation [57] problem. This literature helps with schedule based transit routing, i.e, when the edge costs of the graph are single numbers known a priori. The purpose of the discussion in this paragraph is to show
the real-time transit routing problem is not easily reduced to this case. These algorithms
require that all link costs (travel time) in the network are known at all times. However,
this time required to acquire the edge costs for the network graph from the transit agency
web servers is the major bottleneck due to the software architecture of implemented transit
information systems today. Thus, the run-time of traditional K-shortest path algorithms in
this problem is extremely slow.

There is also literature on routing in transit networks formulated as shortest path prob-
lems in stochastic and dynamic networks [58, 59, 60, 61, 62]. This literature helps consider
the reliability of travel time as well or other measures of robustness. These methods could
be blended to improve the algorithm in this chapter to optimize higher moments of travel
time. In this chapter we do not leverage this literature.

Feder [63] addresses the routing problem when edge costs are approximately known but
can be made more precise at run-time at a cost, a parallel to the problem of determining
the wait and travel times at bus stops by accessing a real-time API. Likewise, Pallottino
developed an algorithm for transit graphs where the edge costs are known, but subject to
small changes (i.e. updates in real-time information) [64]. Though this chapter is about
a problem similar to the ones in these papers, we use a different solution technique, one
leveraging off-line pre-computation in a manner similar to Bast, Sanders, and Schultes[65, 66],
for routing in road networks.

Through 770,000 simulations covering transit networks in 77 US cities, we find this ap-
proach is able to keep the real-time data acquisition time under 1.5 seconds and the total
path computation time less than 3 seconds for 99% of the O-D requests.

The structure of the chapter is as follows. Sections 3.1.1 and 3.1.2 provide further infor-
mation on open transit data and the routing methods of Bast et al, respectively. Section
3.2 describes our algorithm. Section 3.3 is the evaluation. We evaluate the algorithm by
doing 10,000 simulations of trip requests for each transit network in 77 cities. Worst-case
bounds on path computation time, real-time data acquisition time, off-line pre-computation
time, and run-time memory requirements, are based on all 770,000 simulations. We measure
the time required to service it by actually executing the request that communicates over
the Internet in real-time to the transit agency data server for the city relevant to the O-D.
Since execution times are machine dependent measures, we also provide histograms show-
ing machine independent measures determining the complexity of our algorithm. The route
computation time depends on the size of a database of paths produced by pre-computation
plus the real-time data acquisition time. The real-time data acquisition time depends on the
number of bus stops per transit trip request. We present histograms on these measures for
Washington DC. The DC transit network turns out to be the most complex of the 77 cities,
including Los Angeles, Chicago, and San Francisco. Section 3.4 concludes the chapter.

3.1.1 Recent Trends of Open Data

The development of a real-time transit routing algorithm has been spurred by two trends in
public transportation technology: open data, and real-time tracking of buses.

Starting in 2007, a growing number of transit agencies have packaged their route con-
figuration and schedule data into a format called the Google Transit Feed Specification
(GTFS)[23] in order to have trips planned by Google Transit. The benefit of this was the in-
tegration of public transit into online trip-planners, but more importantly, the release of the GTFS data by transit agencies has allowed for a plethora of innovative apps being created by third party and independent developers. For example, an open-source multi-modal trip planner, Graphserver, was developed and has been embraced by the online transit developer community. Last year, our research group introduced a system for real-time transit trip planning on mobile phones called BayTripper. The potential travel time benefits for incorporating real-time data into travel time predictions were evaluated[67, 68]. As of July 2010, BayTripper is the only real-time transit trip planning application released and available to the public.

The second trend is the use of GPS to track buses, not only for transit agencies to monitor their fleet, but to open the data up for users to code with. Pioneered by TriMet in Portland Oregon, transit agencies have begun to not only release route configuration and schedule data, but also real-time feeds of the location and expected arrival time of their transit vehicles. Transit agencies throughout the United States have slowly been opening data to the public. As of July 2010, there exist 787 transit agencies in the United States, 107 of which provide open data and a small fraction those agencies provide open real-time data. This number has been growing, as has research involving the value of real time data[69].

3.1.2 Relation to Transit Node Routing in Road Networks

Although there has been an enormous body of work on routing in public transit networks, the algorithm we developed takes cues from the work of Bast, Sanders, and Schultes, who developed an innovative algorithm for routing in road networks. Their algorithm, called Transit Node routing is currently the fastest static routing technique available [65, 66]. The main observation of theirs was something intuitively used by humans: When you drive to somewhere far away, you will leave your current location via one of only a few access routes to a relatively small set of transit nodes interconnected by a sparse network relevant for long-distance travel. Likewise, in public transit networks, when you travel to a destination that is not served by a bus/train route near your origin, you will look at a set of potential transfer stations to change buses. Transit Node Routing precomputes distance tables for important (transit) nodes and all relevant connections between the remaining nodes and the transit nodes. As a result, the difficult problem of finding shortest paths on extremely large road networks is “almost” reduced to about 100 table lookups. This lookup table only stores data for a certain subset of points to speed up the performance of the algorithm, which is a major innovation. The same strategy is used in the real-time transit routing algorithm presented in Section 3.2. We calculate a set of feasible paths for only a subset of nodes in the transit network and store the results in a lookup table.

3.2 ALGORITHM IMPLEMENTATION

As described in Section 3.1.2, the algorithm takes cues from Transit Node Routing. The Transit Node Routing algorithm has a pre-computation step to store distances between important nodes. The nontrivial concept is defining ‘important’ nodes such that optimal routes are found. In our routing algorithm, the ‘important’ nodes to perform the pre-computation are defined by the following statements about routing in transit network:
1. If the origin and destination are not served by the same bus route, humans intuitively plan trips by finding transfer points to connect between bus routes.

2. The set of feasible paths from any bus stop along Route X to any bus stop along Route Y is a subset of all feasible paths from the origin station of Route X to the terminus station of Route Y.

Statement 2 defines the important nodes that are precomputed; it is only necessary from the origin node of each bus line to the terminus of every other bus line to create a lookup table the size of the number of total bus routes squared. Statement 1 defines the process by which the pre-computation is done: storing transfer points to build a sequence of locations of where to transfer to reach the terminus of the bus line. In this chapter, a feasible path is defined as any path that can be traversed by taking a series of buses between an O-D with a maximum of four transfers. The constraint of four transfers puts a cap on the number of paths needed to be precomputed, and prior research has shown that the accuracy of real-time data deteriorates significantly when predicting arrival times over 20 minutes into the future, well over the time a fourth transfer would be made [68]. Any O-D query that requires more than four transfers cannot be computed by the algorithm.

The routing algorithm is broken up into three steps: preparing the schedule data received from third-party providers, building a lookup table of feasible paths from a subset of O-D pairs, and dynamically performing the real-time calculation of the K-shortest paths using the lookup table. These steps are shown in a flowchart in Figure 5.
3.2.1 Preparing Data

Software was built to convert schedule data to build a graph of the network with no link travel time data as shown in Figure 6. Link travel time data is only known at real-time by accessing an API over the internet. Although the amount of data that is needed to be transferred to deliver all real-time predictions for all bus stops in an entire network is not large, today’s API’s are not designed to do this. Until the groups that perform the real-time arrival predictions create a standard for this, this chapter presents a solution that is implementable immediately to perform routing with real-time data.

3.2.2 Convert Open Transit Data To Route Configurations

Transit data is read into the system from two different sources, Google, and NextBus.com. Google has established a standard for encoding transit data, GTFS, which can be converted into route configuration files that store the following relevant information in the structure specified in Figure 7, the route name, direction name, stop / intersection name, latitude, longitude, stop sequence, and agency name.

A route configuration is categorized by a route, direction, and agency name. Each configuration specifies a set of stop names with corresponding latitude and longitude points in the sequence which the bus traverses the route. Configurations with the same route, direction, and agency name are grouped together.

3.2.3 Link Bus Stop To Real-Time Feed

GTFS does not have a specification for a real-time data format, thus, each stop must be
linked to a real-time URL by an unique stopcode. This assignment is done by matching the route configurations with the real-time feeds provided by Nextbus.com and Portland TriMet. Real time predictions are accessed through HTTP by specifying the agency name, bus route, direction, and stopcode.

Not all transit agencies that have released open data in the GTFS format are served by NextBus.com, however any future real-time feeds provided by those agencies can be integrated into the algorithm.

3.2.4 Refine Route Configurations

Most train routes only run in two opposing directions, however there are numerous cases in which bus routes have different route configurations but run under the same route name. The transit routes are broken up into segments as described in Figure 8 such that each unique segment defines a route configuration that all buses follow. If the set of stations in a configuration that a bus follows is a subset of another configuration of stops, the two are considered the same. Whether or not a bus stops at every station is determined at run-time.

3.2.5 Pre-computation of Lookup Tables

The pre-computation step generates three tables, a path lookup table, a bus service-time table, and a geolocation table, which are defined in the following sections.

3.2.6 Find Transfer Points and Routes

The entire set of stops is sorted by either latitude or longitude, and stops within a reasonable distance are stored as a potential transfer points between the two routes. In the implementation, the reasonable transfer distance is arbitrarily chosen at half a mile. Previous research has shown that transit riders’ preference for walking between transfers varies quite a bit, and
Figure 8: Example of a bus route with two termini. This particular route is broken up into three segments.

is dependent on many variables, including land use, open space, and topographical features [70]. In a future implementation, this transfer distance can be varied to account for these variables.

Bus routes are often designed to share common stations, such as in a trunk-line configuration. In these route configurations, there exist a large number of potential transfer points between lines, which increases the size of the lookup table linearly. To address this scenario, all transfer points between the two lines are removed except for the optimal point. This optimal point is defined by the station with the lowest probability of missing a transfer as specified by the GTFS schedule.

3.2.7 Build Path Lookup Table

A set of feasible paths is built from the origin stop of every bus route to the terminus of every bus route in each direction and stored in a path lookup table. The set of bus routes is iterated through to create a list of reachable routes in one to four transfers. For each O-D pair, the transfer points corresponding to each of the list of reachable routes are stored in the path lookup table. Paths that require more than four transfers will not be found, and thus not stored in the database.

The size of this database grows polynomially with the number of bus routes in the transit network, as shown in Figure 11. The potentially infinite size of this database is limited in two ways: by setting the number of possible transfers at four transfers, and excluding paths that take two transfers more than any existing feasible paths between an O-D. The second limitation measure is based on an analysis of GTFS schedule data, which shows that a direct route between two points is always faster than a route with two additional connections with
no waiting time at transfer points.

3.2.8 Build Service-Time Lookup Table

The lookup table includes paths from all bus routes in the transit agency’s network. However, not all bus routes are in service at the same time: there are often nighttime or rush hour only routes being run. The final step in the pre-computation of routes builds a “service-time” table of hours in which each bus route is in service. In real-time, the bus service table used to remove any paths which include a bus route not in service.

3.2.9 Build Geolocation Lookup Table

All bus stops from the route configuration files are aggregated and a geolocation table is created to store the set of all transit stops in the entire network, indexed by their latitude and longitude.

3.2.10 Real-Time Queries

The following section describes the algorithm when it responds to real-time queries from users. A query is a request for the shortest path between an O-D, specified by a latitude and longitude point. The process is very simple: a set of paths is retrieved from the lookup table, the travel times are accessed from the real-time API, and the total travel times for each path are calculated and sorted. Thus, in real time, the computational complexity of this algorithm is linear in the number of paths retrieved from the lookup table.

3.2.11 Find Nearest Stops

Transit routes in a half-mile walking radius of both the user’s origin and desired destination are looked up from the geolocation table. For each route, the stop nearest to the user is saved, and all other stops are not considered. If no stops are within this distance, the search radius is increased until a bus route is found.

3.2.12 Retrieve precomputed paths

Precomputed paths are retrieved for each O-D pair of bus routes retrieved from the geolocation table. When the query is made in real-time the set of transfer points is sent to the real time API to retrieve bus arrival predictions at each node. Every time a query is made by a user, new real-time arrival predictions are sent to the real-time API, retrieving the latest data for each user request. Thus, the algorithm instantly handles changes in bus arrival predictions: even in major situations such as a bus breaking down, or multiple buses bunching together, such that the wait time at any bus stop is greater than the specified headway.

3.2.13 Remove irrelevant paths

As described in Section 2.2, the precomputed lookup table contains the superset of all feasible paths from the origin station of every bus route to the terminus station of every bus route. Therefore, not all paths retrieved from the path lookup table are physically possible to be
made and are thus ignored. In addition, paths which include a bus route not in service are removed.

### 3.2.14 Retrieve Real-Time Information From API

The set of feasible paths contains information for all bus stops to board, get off, and transfer. These stops are all bundled into a HTTP request to the real-time API. At this point, the algorithm is dependent on the speed at which the third-party server can process the bus arrival predictions and internet traffic between the third party server and the localhost.

The total time of each path is calculated, all paths are sorted and returned to the user.

### 3.3 PERFORMANCE AND RESULTS

The real-time routing algorithm was tested with transit data from 77 different cities. The data was obtained from GTFS Data Exchange [71], an online aggregator of GTFS files, NextBus [72], and Portland TriMet [73]. For each transit agency’s network 10,000 simulated queries for real-time paths were made. The 10,000 different O-D points were randomly drawn from the set of bus stops served by each agency. As described in Section 3.2.11, the K-shortest-paths algorithm computes paths to all bus stops within a half-mile walking distance of the random O-D. In the implementation of the iPhone application, only the five shortest paths are displayed for each request in order to provide users with a variety of options to reach their destination.

The route computation time depends on the size of a database of paths produced by pre-computation plus the real-time data acquisition time. The real-time data acquisition time depends on the number of bus stops per transit trip request. The tradeoff of using the real-time routing algorithm is the time to precompute the lookup table and size of the table, versus the reduced time to respond to queries in real-time. To evaluate this trade-off, we collected data for four metrics:

1. **Number of paths.** We show that the algorithm searches through a set of paths that is tractable at runtime, and even in the worse case scenario it responds to queries in a timely manner.

2. **Number of requests sent to real-time API.** We show that our algorithm makes a small number of queries to the real-time API for all networks analyzed.

3. **Number of total paths stored in precomputed lookup table.** We show that the size of the lookup table is small enough to be loaded into memory to run on a server on even a home computer.

4. **Time to generate precompute lookup table.** We show that the time to compute the lookup table is small: under 1 minute for most networks, with a worst-case of 100 minutes.
3.3.1 Implementation Details

The simulated queries were run on an Amazon EC2 server located in Northern California. Amazon EC2 is a cloud computing service that allows users to rent virtual machines called “instances”. The algorithm is running on the smallest instance available, which provides 1.7 GB memory, 1 EC2 Compute Unit (1 virtual core with 1 EC2 Compute Unit), 160 GB instance storage, on a 32-bit platform at a cost of 4 cents per hour. In addition to the tests run for the purpose of this chapter, the server is used daily 350 times daily by 600 active users as of July 2010 via the BayTripper iPhone application. The EC2 server serves requests from the iPhone application and the web for real-time routing on the BART and MUNI systems in the San Francisco Bay Area.

3.3.2 Real-Time Algorithm Performance

In the following section we present histograms of metrics 1 and 2: the number of paths and requests to the real-time arrival API. We also focus on discussing two worst-case scenarios found in all 770,000 simulated queries, the O-D pair that requires computation of travel times amongst the largest number of paths, and another scenario that requires the largest number of hits to the real-time API. In both the worst-case scenarios the algorithm computes the K-shortest paths problem in less than 3 seconds, while taking 1 second to query the real-time API in 99% of cases. The speed of the algorithm is affected by the number of precomputed paths retrieved from the lookup table. The larger number of paths, the more estimates for wait and travel times are needed to be retrieved from the real-time API, the bottleneck in the system.

Both of the worst-case scenarios were found in Washington D.C., the agency with the largest number of bus stops and routes served that we tested. The worst-case scenario for number of feasible paths retrieved from the precomputed lookup table is 10,127. The worst-case scenario for number of total hits to the real-time API was 127. Figure 9 shows a histogram of the number of paths computed in real-time, generated from 10,000 simulated queries. Washington D.C. is presented because to demonstrate that even in the worst-case the algorithm computes in under 3 seconds.

The performance of the system is a function of the real-time API and constraints placed on accessing the API. In current real-time APIs the number of stations able to be queried in a HTTP request is limited to 300 bus stops per request, and 10 stops per bus route. Additionally, consecutive requests cannot be made more often than every 10 seconds. Thus, as the number of hits required to the API increases, the response time grows approximately as a step function. The worst-case scenario for number of queries to the real-time API was 127, in Washington D.C. Figure 10 shows a histogram of the number of hits to the real-time API for the simulated queries in Washington D.C. The number of bus stops in the worst case scenario, 127, can be made in a single request and fits well within the limitation of the real-time API.

The real-time algorithm makes a new request for bus arrival estimates to the real-time API every time a user request is made, ensure the most up to date estimates are used in the algorithm. As a comparison, the total number of stops in the network is 28,627; the time
to query this is 75 seconds. The alternative of querying every route in the system for this network and running Dijkstra’s algorithm on the transit graph is infeasible, as bus positions update more frequently than every 75 seconds.

3.3.3 Pre-computation Performance

In the prior section we demonstrate that the real-time performance of the algorithm returns results in 3 seconds in the worst-case, with 1 second being spent with the real-time API query, versus 75 seconds to query the entire network. This performance comes at a cost of having to precompute a lookup table.
3.3.4 Memory Usage

Each path takes on average 20 bytes to store. The size of the path lookup table that has to be loaded to memory ranges from .664KB to 1.2GB for the largest transit network we analyzed. The geolocation and bus service tables range from 8KB to 2MB.

As shown in Figure 11, the size of the lookup table increases polynomially as the number of routes served by a transit agency grows.

3.3.5 Pre-computation Time

The largest region we analyzed, Washington D.C. took 99 minutes to precompute 63,308,845 paths, while 70% of all other cities took under 1 minute to complete. Every time a transit agency makes a route configuration change, the lookup table must be re-computed.

3.3.6 Sensitivity Analysis

The number of paths searched through at runtime is dependent on the distance a person is willing to walk to his origin, and from the last bus stop to his destination. Although the previous simulations were made with a fixed half-mile distance, the distance can be varied per the user’s request. Figure 12 shows a histogram of the number of bus stops sent to the real-time API for three different walking distances, .5 miles, .75 miles, and 1 mile. With a 1 mile walking radius, the number of hits to the real-time API increases, but never exceeds 140 requests. The response time from the server for 140 requests still is 1 second on average, thus there is a negligible increase in the time to compute the K-shortest-paths with this walking distance.

Additionally, the number of paths searched at runtime is dependent on an even greater
Figure 12: Histogram of number of bus stops sent to real-time API per O-D query in Washington D.C. for three different walking distances X-Axis: Number of hits to real-time API. Y-Axis: Frequency of occurrences

variety of specific features of transit agencies and metropolitan regions, such as number of bus stops served, number of transfer stations, as well as geographic locations and spatial distribution of these stops. These factors affect the following performance metrics of the algorithm in ways which have not been fully explored, but are important to consider for future implementations of the algorithm in larger-scale metropolitan transit networks than Washington D.C.

3.4 CONCLUSION

This chapter presented a new algorithm for calculating K-shortest paths in a transit network with real-time data. We describe that the modeling of this particular shortest path problem is a result of the state of technology used by transit agencies to disseminate information today. It was shown that pre-computation of a lookup table for paths between certain transit stops significantly reduces the run-time speed of responding to user requests. Transit data in 77 cities was precomputed into lookup tables, and 10,000 simulated user requests for each transit agency were made, showing that in the worse case scenario, the algorithm computes K-shortest paths in 3 seconds. Based on these results, additional testing is proposed to investigate the performance of the algorithm in larger regional transportation areas which include multiple transit agencies and intercity networks.
Overcoming battery life problems of smartphones when creating automated travel diaries

4.1 ADVANCEMENTS IN AUTOMATED TRIP DIARIES WITH SMARTPHONES AND GPS

Collecting data on the way people travel has been a longstanding research problem; the information is incredibly valuable, can be applied in a variety of industries and research fields, but obtaining a rich dataset is not simple. In the transportation community, work on travel survey innovation has been researched for years, and today behavior modification programs such as travel feedback programs is a growing research topic.

Travel surveys and data collection are essential for travel behavioral studies, which are used to understand individual travel behavior, collecting socio-economic and demographic data, household and vehicle data, alongside travel diaries listing all trips the individual made in a day. The data is used to estimate transportation planning models, which forecast traffic, land use patterns, changes to the transportation infrastructure, and policies. The problem with the current state of practice is that household travel surveys are expensive and do not capture people’s lifestyles[74]. These traditional data collection methods with paper surveys are expensive and require survey subjects to constantly record data, disrupting their normal behavior. Therefore, these surveys are typically only carried out with small sample sizes, at intervals of 10 – 15 years, covering 1 – 2 days of travel. With these sparse amounts of data, models are derived for 20 to 25 year forecasts of both transportation and land use conditions, making strong assumptions to cover for the lack of long-term data (e.g., that work location follows residential location choice). As an example, the San Francisco Bay Area travel survey (BATS) was last conducted in 2000 and only covers two days per study participant in 15,000 households and is used for long-range transportation planning in the entire Bay Area. Researchers have recognized that this style of data collection: running 48-hour surveys with a large sample population does not provide as much value as travel diaries over longer survey periods but with small sample sizes[75]. Because of these difficulties of running surveys, there is a limited amount of data available for travel behavior modeling. It has been suggested for some time that addressing the data collection pain-point is the role that such technology can play [76, 77].

For decades, researchers have been using GPS technology to supplement travel diaries, and have shown the benefits of using GPS location data to create travel surveys as a result of the increased accuracy. Many early studies focused on using independent GPS devices [78, 79] and validating conventional diary surveys with these devices. These studies started with participants in the range of 100 persons and have expanded to as many as 1500 with the French National Travel Survey and 2200 households in Halifax [80].

Starting in 2007, researchers began looking at smartphones as a potential tool to perform travel survey studies. There are many advantages of using a smartphone versus a separate GPS device. First, the smartphone is a ubiquitous device used by over 200 million Americans. Of the 450 million mobile phones used everyday, 46.8% are smartphones [81]. This number is expected to grow to 70% by 2015. Thus, running a large-scale travel survey is much more feasible and affordable for researchers and local governments. Another advantage is
the distribution of travel surveys - instead of GPS devices that have to be sent to people, installing an application on a smartphone is quick and cheap, and more importantly it is a concept that people are already accustomed with.

Unfortunately, smartphones cannot collect location data in the same way wearable GPS devices collect data because they were not designed for that purpose. Smartphones cannot constantly collect location data due to the power usage of location based services and the limited battery capacity of phones; a battery will be drained in 5 hours if the phone’s GPS sensor continuously collects location points [82]. Between running apps, surfing the internet, writing emails, and talking on the phone, there is a limited power budget that a smartphone can use for the purpose of collecting location data for travel studies. On top of that, people are very concerned about the battery life of their phones, are aware of the power consumption of their apps, and actively manage applications running on their phone to minimize battery drain [83]. People have regular charging patterns, and it is the opinion of the authors that any system for creating automated travel diaries must do so in a battery efficient manner that does not change the user’s behavior and interaction with their smartphone.

There is a solution: the battery usage of phones can be managed by sampling various sensors on the phone very infrequently. By doing this, it is possible to collect a small amount of location points without draining the user’s battery, and still recreate trips using as little data as possible from various sensors: GPS, WiFi radio, and accelerometer. With sparse data, determining trip attributes, even as simple as the start time and location of trips become more complex.

Thus, the challenges of building a travel behavior data collection system is thus two-fold. First, developing an application which gathers location data in a battery efficient manner, and second, developing algorithms to translate sparse location data into accurate trips. Fortunately, there exists a large community of researchers focused on solving the location tracking problem in a battery efficient manner. In fact, many of these researchers had already nearly solved the problem of collecting location data that can be applied for the purpose of generating trip diaries.

Using the ideas developed by this community, a smartphone app was developed to track a user’s movements and locations. The smartphone app sends data to a server which runs a trip determination algorithm that outputs the following details of a person’s trips taken daily: trip start/end times, start/end locations, route taken, and travel mode used. The trip data is displayed on a web site or can be downloaded to analyze and run travel models on.

In theory, solving this automated travel diary problem is not complex - if phones behave as expected and provide sparse, yet accurate data, and if users never shut off their phones or turn off location services, this research simply combines the work of the battery research community with the research done to determine travel mode on smartphones. However, in practice this is not the case. The number of external variables: types of phones, geographic locations, topographies, user behaviors, users’ phone settings, and many more, require a robust solution to the problem.

To learn about these externalities, a lengthy evaluation of the system was conducted, with 125 users providing data on 21 different phones in 20 different states featuring many types of topographies - amounting to a total of over 120,000 user-hours of data recorded. The data provided insight into the issues of various phones, the effect of different types of geographies on the accuracy of data, and smartphone habits of users which affected the
quality of the location data. In addition, the quality of the trip determination system was evaluated: a set of metrics is proposed as the standard to evaluate any automated travel diary system, and a detailed evaluation of 1850 trips made over 3 months was conducted, consisting of a thorough daily review of trips made.

The chapter is outlined as follows: Section 4.1.1 gives a history of travel studies using GPS devices. Recent work in the field of travel mode determination on smartphones is described in Section 4.1.2. The vast field of research of battery usage in smartphones is discussed in Section 4.2. Section 4.3 describes the architecture of the travel diary system, and the algorithms which process the location data into trips made are described in Section 4.4. The evaluation of the system is described in Section 4.5 and Section 4.6 outlines the research areas needed to take the project further.

4.1.1 Trip Determination with GPS devices

Starting in the late 1990s, researchers began incorporating GPS devices into travel diary studies[84]. Transportation researchers recognized that pen and paper travel surveys were not providing accurate enough data in an efficient manner[85], and attempted to use new technologies to improve the state of tracking individual travel behavior.

The first GPS enhanced travel diary studies started with tracking driving movements only. A proof of concept in-vehicle GPS logger was first demonstrated by Wagner [86, 87] in 100 household vehicles in Lexington, KY. In this study, any many subsequent studies, a personal digital assistant (PDA) was used as the data recorder. Respondents were asked to enter such information as the identity of the driver of the vehicle, the purpose of the trip, and the identity of other persons accompanying the driver. Further studies were conducted with subjects in the range of 100-200 participants [88, 84]. The GPS devices showed many flaws in the traditional methods of collecting travel data: the standard trip-based CATI survey conducted in the US under-reports travel by about 20–25% [89], short trips lasting 10 minutes or less are likely to be unreported [90].

Portable GPS devices were developed to capture a person’s activity throughout the day, not just while driving. Initial devices were bulky, heavy, had issues with battery life [91], but future iterations lead to smaller, lighter, and battery efficient devices. These devices captured all trips, even non-driving trips, and as a result significant research has been made to develop algorithms that automate the identification of trip details, including trip purpose and travel mode [92, 76, 93, 94, 95, 96]. Studies with wearable devices ranged from small studies of 100-200 people to much larger studies of 2,000 people of varying time periods [91, 97].

Many studies required participants to enter information into PDAs or write down their trips in addition to carrying around GPS devices [98, 99, 100]. Participants experienced fatigue in recording their travel activity, thus some studies were performed with passive devices: users were required to simply carry the device with no data entry needed. The data from the passive device was collected, processed, and only in some studies the user was asked to respond to a prompted recall survey [101, 102, 103, 104, 79, 89]. In these GPS-based prompted recall studies, the data was processed then presented back to the respondents for confirmation and/or correction of derived trip details and the completion of other traditional elements that cannot be derived from GPS data, such as number of travel companions and
destination activities. [105]

4.1.2 Trip Determination with Mobile phones

4.1.3 Prior to smartphones

Before the widespread popularity of smartphones, researchers explored using mobile phones as a data collection tool, using GSM technology (Wermuth et al 2003). An electronic questionnaire on mobile phone was also used to record the trip purpose, travel mode, and start and end time of the trip. Locations, which were derived from phone communication towers rather than GPS, were successfully used for estimating travel patterns in a region [106]. Building on these studies, more technology solutions were explored, include Bluetooth, WiFi, RFID, and smart-cards as a replacement, or enhancement to location gathered by GPS [107].

In Japan, PHS (personal handyphone systems), which work by gathering locations from base stations, similar to how location via WiFi beacons work today, became popular for doing geo-location in cities [108, 109]. More than 20 case studies using PHS technology with participants of up to 100-300 were conducted in Japan since 2003 [110, 111, 112, 113].

One problem with these studies is that there have been varying levels of validation performed to date on GPS processing software, with a general lack of ground truth datasets available to perform this critical task [84]. Although mobile phone technologies seem to be an obvious method for collecting travel data, only a handful of studies have verified the accuracy of automated processing algorithms on GPS data from mobile phones.

4.1.4 The smartphone era

An increasing number of researchers have worked on the problem of inferring modes of transportation using smartphones, both in real-time [114, 115] as well as via post-processing [116, 117]. This research attempts to differentiate a person walking, biking, driving, taking a bus, or some subset of these five modes. Common to all previous work is the extraction of significant attributes from the raw sensor data, using a training set of data, and building a model with a classification algorithm. One of the earliest systems predicted not only mode of transportation, but destination, and route taken in real-time with a hierarchical Bayesian network [115]. Greater classification accuracy was reached when post-processing GPS data was enhanced with mapping data [116]. However, compared with the previous works, the highest levels of accuracy were demonstrated by combining GPS and accelerometer data to determine mode of transportation in real-time [114].

Determining the transportation mode cannot be done with the GPS sensor alone - data about the underlying transportation network is required to differentiate driving with transit trips. Stenneth proposed and validated a method which separated walking, cycling, driving, and public transit (Stenneth 2001). One problem that has plagued both standalone GPS devices and smartphones is problems getting GPS signals in certain regions (near high rises). By augmenting GPS-based positioning with network-based localization to the impact of missing GPS signals is reduced and transportation modes can determined in a more robust manner [118].
However, creating a solution for automated travel diaries using smartphones is not only about determining the mode of transportation a person takes. It is also necessary to determine the time of the trip, route, and trip purpose among other things. A system called CTrack was developed, which recreated trajectories from GSM data only, due to the battery constraints of keeping GPS running constantly - a major issue in the use of smartphones as data collection tools which is discussed in great detail in Section 4.2. [119].

The reported accuracy of these algorithms is very high - over 90% in nearly every case - which shows that data collection for automated travel diaries can be done. However, these algorithms have not been used in long-term studies to analyze two things:

1. Battery consumption of the application on smartphones

2. Accuracy of determining characteristics trips made, which include more than just travel mode: start/end times, start/end points, route, and trip purpose among a large dataset.

4.2 CONCERNS ABOUT BATTERY CONSUMPTION OF SMARTPHONES

When collecting data to generate a person’s travel history, location-based services on smartphones are required to be turned on. The use of these location-based services is a major limitation: constant tracking with GPS drains smartphones batteries very rapidly, allowing only for a few hours of usage, and making users very unhappy. The issue of battery life is of major concern: the smartphone is not solely a travel diary tool and for the system to work the travel diary application cannot be a burden to the user. Our philosophy when designing the system was: If one is to develop a system that uses smartphones as a tool for automated travel diaries, the system cannot change the regular habits of the person using his smartphone.

4.2.1 Users care about battery life

Battery consumption on devices used for travel surveys is a major issue. Researchers in the travel behavior community have also been concerned with the battery life of standalone GPS devices. Stopher did a test for average battery life of various GPS devices, finding that the average was 22:46 hours [120]. Battery consumption on smartphones is an even more serious issue. Previous research has shown that existing battery interfaces present limited information, and, as a consequence, users develop inaccurate mental models about how the battery discharges and how the remaining battery percentage shown in the interface correlates to application usage [121].

Rahmati[122] coined the term Human-Battery Interaction (HBI) to describe mobile phone users’ interaction with their cell phones to manage the battery available. According to a survey they conducted, 80% of users take measures to increase their battery lifetime, and maximizing battery life will continue to be a key concern for users due to the major usability issues involved in this task. Further studies analyzed user charging characteristics and how users consume battery in their devices [123, 122].
According to the study done by Ferriera, users avoided lower battery levels, with the daily average of the lowest battery percentage values being 30%. In addition, the majority of the charging instances occur for a very small period of time (up to thirty minutes) or between one to two hours, which is the average required time to recharge completely a battery. The charging habits were found to be erratic by time of day, but maintained the average battery percentage greater than 30%.

The result of these studies show that it is important for the travel behavior application on the smartphone to not have a noticeable effect on the battery life of the phone and be able to last throughout the day or longer.

4.2.2 Prior research on everyday location monitoring

Outside of the transportation community, many researchers and businesses are also interested in monitoring users’ mobility during daily life. Understanding human mobility provides useful information in a variety of fields [117, 124, 125], and as a result there has been significant research in identifying a person’s places of interest using smartphones, often called “everyday location monitoring”. This research in this field has direct applications to the travel survey community.

For the everyday location monitoring researchers, the major problem that must be solved is minimizing energy consumption of the smartphone while providing accurate location readings. Continuous measurement of a user’s position is possible by keeping the GPS on, however, smarter solutions exist to balance the need to obtain GPS data with extending the life of the smartphone battery. First, instead of simply using GPS, Wireless Positioning Systems (WPS) using cell towers and Wi-Fi access points (AP) are technologies used to provide a user’s raw coordinates [126, 127]. Also, rather than simply sampling the GPS, or the other location sensors at a constant rate, new algorithms have a variety of strategies to minimize the amount of time the GPS samples location. In nearly all studies, a movement detector is used, either by using the accelerometer[128, 129, 130, 131] or a combination of sensing WiFi and GSM networks[132]. An an adaptive scheduling policy is also used to adjust sampling rates for the various sensors, depending on the objective of the algorithm: to minimize location error[133, 128], minimize energy consumption[134, 130], or maximize place detection. In a few studies, a mobility predictor is also used to estimate times when a person is likely to move, and adapt the sampling rate based on these predictions[133, 134, 132]. These studies have been used to collect significant locations, or points of interest which a person travels to, and similar innovations are used in our design the system to not only detect significant locations, but also the mode of transportation used by individuals. This requires higher sampling rates and levels of location accuracy while a person is in motion.

This prior research shows the problem of tracking and monitoring a person’s meaningful places (points of interest) using the regularity of individual mobility pattern has been solved. Thorough evaluations of the energy consumption of mobile phones and the various sensors on the phone have been done, and innovative algorithms have optimized the performance of the tracking users’ locations. For this research to be used in an automated travel diary system, this work has to be extended in two ways.

1. The algorithms focus on “where people go”. It is need to know “where people go and
how and when people got there”. Evaluations on the battery consumption of apps as well as the accuracy of predicted trips is necessary.

2. The travel survey community does regular evaluations with hundreds of people and knows how to correctly sample from household populations. It is not likely that these households will all carry the same types of phones, and use their phones in the same way.

Thus, it is necessary to perform tests on a variety of phones, in a variety of locales, and with various types of users with different phone usage characteristics (turning on and off GPS, WiFi, charging habits, etc.)

4.3 OVERALL ARCHITECTURE

Before detailing the way the trip determination algorithm works, this section describes the big picture: the overall architecture and data flow of the trip diary system. The design of the data collection system is shown in Figure 13. It consists of three components: the tracking application on smartphones, the server architecture to handle incoming location data and handle data requests, and the analytics software to transform the raw data into trips made and meaningful statistics and information about those trips. The applications running on the participants’ phones collect raw sensor data which is uploaded to cloud-based server and stored in a database. A periodic job reads the raw data, processes it to infer trip origin and destination location and times and determines route and travel mode (biking, walking, driving or taking transit). This also makes use of information from third party sources such as public transit data which are stored on the server. Trips are further augmented with data such as addresses/neighborhoods of trips made, distance traveled, time spent traveling, CO2 emitted, calories expended, travel costs, and other data that can be layered once trip times and locations are determined.

4.3.1 Mobile application

The mobile application runs in the background on all smartphones running the Android operating system. The goal of the application is to minimize the amount of energy used to collect location and movement data while collecting enough data to allow the algorithms on the server to recreate trips made. In this section, we describe the algorithm implemented on Android phones.

We implemented an algorithm with ideas already implemented by previous groups, as described in Section 4.2.2. The application used similar techniques to reduce battery consumption: a movement detector using WiFi and accelerometer, an adaptive sensor selection during movement adjusting the duty cycles of GPS, WiFi, and accelerometer, and a mobility predictor based on a person’s familiar locations at various times of day. We refer the reader to Chon[82] as an example for more detail on the mobility learner, mobility predictor, and adaptive duty cycling strategies used by our application. The only difference between this application and the ones described in Section 4.2.2, is the adjustment of the duty cycling of the GPS sensor while a user is in motion. When a person is detected as moving faster than a
walking speed, GPS is triggered more frequently, until the person begins to move at walking speed or slower. Thus, the energy consumption of the application can be broken down into two numbers representing the energy consumption while one is in motion and while one is in stasis. Based on readings from 125 users with 21 different types of phones (described in Section 4.5.1) on average, the amount of power consumed while a person is in motion is 8.7mA while the amount of power consumed while a person is in stasis is 0.7mA. These values are directly queried from the Android SDK. On average, the application accounts for 3% of total battery consumption at any given time. With the average mobile phone battery capacity being 1500mAH, the energy consumption of the application allows for 33 hours of energy consumption, assuming 2 hours of traveling each day and average smartphone usage (internet use, texting, talking on phone, using apps). This is significantly longer than many applications used in practice, simply collecting GPS data every second, or even every 5 seconds, which will drain a user’s battery in 5 hours[82].

Due to the requirement to minimize battery consumption, the number of location points generated by the application is very low. The map in Figure 14 shows the number of points received when all sensors are turned on compared to the number of points received using our mobile application. The large rings around the points represent the horizontal accuracy of the location points - red represents GPS points, and green represents network points (retrieved from either WiFi or cell tower positioning). In addition, accelerometer points are only requested once per minute while the user is in motion, and mac addresses of nearby WiFi access points are recorded only when a person transitions from stasis to motion, as detected by the accelerometer. These pieces of data from each sensor is sent to the server with a timestamp, which does the work of sorting through these independent readings and generating trips.

Upon launch of the application, the user is asked two survey questions: the number of days per month they bike, and take transit. The results of the survey are used in the mode determination portion of determining trips made, described in Section 4.4.6. Afterwards,
Figure 14: 1Hz data vs. Sparse data. The figure on the left shows the amount of location data from the phone with the GPS sensor gathering data at 1 Hz. This exemplifies the type of data a standalone GPS logger would receive. The figure on the right shows the amount of data generated by our mobile application. The red circles represent the horizontal accuracy values, which captures the uncertainty of the location.

the application runs in the background. If the application is killed or the phone restarts, the application is brought back up after a short delay. This allows for the phone to record data at all times to determine trips.

4.3.2 Server

The server is the hub of data where all trip processing occurs. Sensor data from the phone is uploaded once every three hours and split into various databases depending on the type of data: accelerometer readings, wifi access points, battery levels, locations (latitude and longitude) based on cell tower / wifi positioning, locations based on GPS, whether or not various location providers are on, and other data points. All the pieces of data play a different role in re-creating trips made by a user: the algorithm is described in greater detail in Section 4.4. The server contains databases of third party data used to process trips (i.e. transit, weather data). The server is run on a medium sized instance on Amazon Elastic Compute Cloud (EC2), with API access from the phone handled by NGINX storing data in a Postgres and Mongo database.
4.3.3 Website - Online Mapping Tools

A web interface was written to provide a suite of tools to handle research subjects’ data. The interface allows a researcher to process trips with one-click, and also allows the researcher to visually inspect the set of trips generated for any user with mapping tools. In addition to simply inspecting the trips for correctness, the researcher can correct the trip, by selecting different start/end points, changing the start/end time, adjusting the route taken, or transportation mode.

These tools are used in the evaluation of the algorithm, described in Section 4.5. Using the tools, testers validated the accuracy of their trips by viewing their data and having the researcher correct the computer generated trips; the users’ inputs generated the ground truth which was used to evaluate the algorithms, as shown in Figure 15.

Figure 15: An example of the tool used to correct a trip’s route and start time. The figure on top shows the trip data that is generated by the trip determination algorithm. The figure on the bottom shows the trip after the route and start time have been corrected.
4.4 AN ALGORITHM FOR TRIP DETERMINATION WITH SPARSE DATA

The goal of the trip determination algorithm is to take the sparse data from the phone’s sensors and recreate trips made. For the purpose of this chapter, the definition of a trip is a period of motion surrounded by two periods of stasis greater than 3 minutes. During this period of motion, a person must have traveled a minimum of 250m from an origin to destination able to be mapped to points along the street network. As described in Section 4.3.1, and shown in Figure 14 data from the location sensors is not frequently generated, however, the much bigger issue is that there exists a wide variety of phones that have a variety of behaviors which can only be learned through real world testing. A list of some of the problems encountered during testing of the application are described in Section 4.5.1. These discoveries from field testing the application have contributed to the various processes which the data flows through. A flowchart of the trip determination algorithm is shown in Figure 16, and each block in the flowchart is described in the following sections.

4.4.1 Filtering noisy data

All location points generated by the phone are returned with a latitude, longitude, horizontal accuracy (the error range of the latitude longitude pair), velocity, altitude, and the source of the location point (from GPS or Wifi/Cell towers).

In theory, the true location of the phone is contained within the centroid around the latitude, longitude geopoint with value of the horizontal accuracy as the radius of the circle. However, this is not true; once in a while completely inaccurate GPS points are created, and inaccurate network points occur extremely frequently. In a test of 777,670 data points gathered from the data set of 125 users (described in Section 4.5.1), under 1% of GPS points lied outside the circle defined by the latitude, longitude and horizontal accuracy, while 51% of Network points, with the location sourced from either cell towers, or WiFi beacons lied outside the circle.

Despite the fact that network points are often inaccurate, they are used as part of the mobility detection algorithm, to ensure that the GPS sensor is not used very frequently. Thus, faulty points are simply filtered out before attempting to build trips. Although much more rare, inaccurate GPS points are generated from time to time. Like the inaccuracies with the network points, the reasons for this are unknown, but the points are filtered out as well.

Location points are filtered under the following conditions:

1) If two points are generated with the same timestamp, the more accurate point is taken.

2) If the speed required to travel the distance between the edge of the location centroids is greater than 105 miles an hour between consecutive points, but the first and last point is less than 105 miles per hour, the in-between points are removed. The speed of 105 mph was chosen from empirical evidence of the same observations used to calculate the location accuracy values described in this section.

3) It has been observed that once in a while the GPS sensor can enter a “disrupted mode” in which it can temporarily return faulty points outside the horizontal accuracy centroid for
up to 2 minutes at a time (based on empirical evidence). Any points created during the “disrupted mode” are removed.

4) Faulty networks points often are returned repeatedly from the network listener - if a WiFi/Cell based location point is tagged as faulty even once, all future instances of the exact same location point are removed.

The filtering algorithm with the preceding rules is run forwards and backwards in time.

4.4.2 Hotspots

Before any trips are calculated, the raw location points are used to identify locations where a person spends a large amount of time (i.e. home, work, gym) which we refer to as “hotspots”. In Section 4.3.1, we referred to a number of papers which minimized battery life to identify
points of interest. We follow the same logic here, and further describe the methods for identifying trips made in the following sections - the contribution of this chapter on top of the research from Section 4.2.2.

Figure 17 shows the algorithm flowchart for hotspot generation. The first step, the location filter, is used such that all non-GPS points and GPS points with accuracy greater than 66 meters are not used to determine the hotspot centers. In the process of marking these points, each GPS point with a horizontal accuracy of under 66 meters is assigned a duration for which it can be proven that the person was at the latitude, longitude specified by that GPS point.

The duration of each point is set as follows. For each GPS point, each subsequent location points are analyzed to see if it can be proven that the person has moved. First, if the areas covered by the centroids (specified by latitude, longitude, and horizontal accuracy) of the location points do not intersect, then the duration of the GPS point is set as the difference in time between the two points. In addition, WiFi beacon scans can prove a person has moved. If the intersection of access points seen by two subsequent WiFi beacon scans is null, then it the duration is set as the difference in time from the second WiFi beacon scan and the time the GPS point was captured. Figure 18 illustrates a situation in which location points are used to set the duration which the hotspot is valid. In the figure, the duration of the points in the hotspot cluster is calculated from the time of the earliest location point seen in the cluster until the time of the earliest location points seen in the other cluster. The points in the other cluster may be as a result of movement, or faulty readings from the phone, but because neither of those can be proven from the raw data itself, it is assumed that the person has moved.

The output of the location filter is a set of latitude-longitude-duration tuples, which is run through a weighted clustering algorithm[135]. Any hotspots within 250m of each other are merged, with the center of the hotspot set as the hotspot with points holding the longest duration values. Any hotspots with a total duration value of less than 2 hours is eliminated - this is an arbitrary value used to capture a person’s total points of interest. For example, if a person spends two hours at a library, or goes to a fast food restaurant for 20 minutes at least 6 times, both will be considered hotspots. However, a location where a person repeatedly drops off or picks up another passenger probably would not be captured by this algorithm.

Finally, each hotspot is annotated with the set of all WiFi beacon seen within a 250m radius of the point.

4.4.3 Determining Start/End Location of trips

Determining trips requires input from a variety of databases, raw locations, phone sensor states, prior trips made, and hotspots. The data from the various databases are fused, as the algorithm makes a series of guesses to determine the features of each trip made.

The first guess for the start and end location of trips initiated by the state of all the sensors on the phone: this is defined as the sampling rate of the accelerometer, WiFi beacon sensor, GPS, and Network Listeners. When the phone detects a person is traveling at a speed faster than a walking speed, the duty cycle of GPS is reduced - the time first instance
of the change in duty cycle is the initial guess of the trip start. The nearest location point
to that timestamp is defined as the first guess of the trip start location. Likewise, the time
in which the duty cycle of the GPS sensor increases back to the stasis mode is the initial
guess of the trip end. The nearest location point to that timestamp is defined as the first
guess of the trip end location. Based solely on the raw location points and the state of the
phone sensors, a set of initial trip guesses are made.

For each initial trip guess, the trips are refined to a second estimate of the actual trip
start/end time and location. The second guess of the start location is determined by iterating
through the filtered location points backwards in time - after it can be proven that the
smartphone has not been moving, as described by Section 4.4.2 and Figure 18, the set of
location points during the timeframe in which the phone is in stasis is returned. Each point
in this set of points has a corresponding horizontal accuracy; these points are sorted by
horizontal accuracy. If the most accurate point in the set has a horizontal accuracy below
66m and is generated by the GPS sensor, it is assigned as the starting point of the trip.
Otherwise, if there exists hotspots that are contained within the shape created by the set of
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potential starting points, those hotspots are set as the potential starting points of the trip. The hotspot which most closely matches the characteristics of the start time of the trip is assigned as the starting point of the trip - for example, if a trip starts at 7:00AM, the hotspot which corresponds with the location where the person usually spends the hours of 6PM - 7AM daily (most likely one’s home) is favored over the location where the person spends the hours 3PM - 4PM on Saturdays. If no hotspots are contained within the shape created by the set of potential starting points, the raw location point with the smallest horizontal accuracy is used - trips which fall into this scenario are rare, and are described in greater detail in the evaluation of the accuracy of hotspots in Section 4.5.5.

The initial guess for the start time of the trip is determined a combination of the accelerometer, Wifi, and location sensors. The accelerometer runs on a duty cycle of approximately 1 minute; when the accelerometer detects movement, the phone scans for WiFi beacons. If the intersection of the set of beacons seen at subsequent WiFi beacon scans is null, then it is assumed that movement occurred during the time between the two scans.

Determining the end location and time of scans is easier than determining the start location of trips. To determine the start time, many of the sensors have long duty cycles in a “low-power” mode. On the other hand, while the person is in motion and arrives at their destination, the sensors have shorter duty cycles. The end location of a trip is determined by iterating through the filtered locations forwards in time from a location prior to the initial guess of the end location. After it can be proven that the smartphone has not been moving,
same steps are taken as determining the start point of trips - sorting the potential endpoints and using the hotspots database when necessary.

Determining the end time of a trip is based on a combination of the location sensor and accelerometer. If the accelerometer detects a prolonged period of no motion, the trip end time is defined as the time of the first reading of the no motion period. However, while the accelerometer can provide a clear signal when the phone is still, not all trips end with the phone being still - for example, after one has arrived at an office building, the person must walk up the stairs to his final destination. If a prolonged period of stasis is not detected, the location sensor is used as the method of determining the trip end. The same set of location points used to determine the end location - proving that a person has stopped moving - is used by using the time of the first point in the set of points as the end time. In the event that accurate location points are not returned from the phone, WiFi scans are used. If a single common access point is seen between two consecutive scans, the end time of the trip is set as the time of the first of the two WiFi scans.

4.4.4 Determining Route taken

Once the trip’s start and end locations are determined, the route taken between the points is generated. The route determination algorithm uses these start points, the raw location points, and the Google Directions API[136]. The flowchart of the Route Determination block is shown in Figure 19.

While it is possible to have built our own routing engine and mapping database, the routing algorithms were outsourced to the Google Directions to save time and take advantage of the expertise of the Google team. The input to the web request are, the starting and ending points, a set of waypoints, a choice of directions by mode (driving, bicycling, walking), and whether or not alternate routes should be searched. The output of the API is a set of shortest paths (by time) between the origin, destination, and that run through the waypoints. It should be noted that there are a couple of minor disadvantages of using Google Directions. First, the number of calls to the API is limited to 2,500 requests per day, with a limit of 100,000 requests for paying customers. Second, the number of waypoints that can be sent to the API is limited to 8, and for paying customers the limit is 23. This means that any trip which uses extremely suboptimal routes (by travel time) such as looping around blocks or taking a long series of residential streets instead of the highway, may not have its routes calculated accurately.

Before sending a request to the Google Directions API, a set of possible waypoints is generated. The purpose of generating a set of waypoints that does not include a raw points timestamp between the start time and end time of the trip is to minimize the chances of generating an incorrect route. The Google Directions API assumes the origin, destination points and waypoints are exact, while the phone returns points with horizontal accuracy readings that are not centered at the exact latitude longitude point. Location points greater than 100m accuracy potentially encapsulate multiple streets, and even GPS points with a 5m horizontal accuracy often are centered on the wrong side of the street, which affects the route returned from Google. Getting the route correct is important not just for the sake of being correct, but the route is also necessary for the map matching of transit routes when determining travel mode, as described in Section 4.4.6.
To minimize these routing errors, the most accurate GPS point, measured by smallest horizontal accuracy radius, for each minute is kept in the set of waypoints, all other points are filtered out. Before waypoints are considered, only the origin and destination points are sent to Google. One to three routes are returned, and if none of the routes pass through all of the raw points, the path is sent to Google again with a waypoint at the most accurate point along the section of the route missed by the returned routes from Google. This process is repeated until the route matches or the waypoint limit is exceeded.

4.4.5 Loop problems

Even with the measures taken to minimize routing errors, there exists cases in which using any combination of raw location points as waypoints does not allow for the correct path to be returned from the Google Directions API. In these situations, the incorrect sections of the route have to be removed.

The first step involves detecting all loops in the route - this includes loops that are actually valid sections in-between loops which should be eliminated.
Loops are then eliminated if the speed required to traverse the loop (based on the raw location points) exceeds the speed limit by 1.5x.

Figure 20 shows an example of a loop removed when meeting the preceding conditions, and a loop that is not removed. Because the number of GPS points are sparse, the velocities at any given time along the route are generated by a velocity profile generator, which snaps raw locations to the route returned from Google and generates a range of potential velocities for the duration of the trip.

4.4.6 Determining Mode taken

The last piece of data needed to generate a trip is annotating the mode of transportation to the start/end time and location and route taken. Determining travel mode is done in two steps: a classifier to differentiate between motorized modes, bicycling, and walking, and a map matching algorithm to differentiate between public transit and driving. The travel mode is defined as the main mode a person during a trip (defined in Section 4.4). While a trip may consist of many segments, such as walking to a car in a parking lot, then driving home, only the main mode, here, driving, is classified.

4.4.7 Classifier

The classifier is built with the same techniques used in prior research to determine mode of transportation as described in Section 4.1.4. In that research, techniques were developed to perform real-time mode determination, which identifies the transportation mode being used at each unit time interval (e.g., every second). The purpose of this classifier is to identify the main mode used during a trip, but the same steps are followed: collecting a set of training data, identifying a large set of features, performing feature selection, and picking a classification algorithm. The only difference this research and prior work is the set of
features selected; instead of using features which can only be observed in real-time, features that are defined over the course of a trip are used, such as the median speed between the trip start and end times.

A set of training data was collected daily across various modes of transportation over the course of 1 month for 6 individuals. A set of features was identified, which included:

1. Speed
2. Trip duration
3. Trip length (distance covered)
4. Expected Driving duration (obtained via Google Directions API)
5. Expected Biking duration (obtained via Google Directions API)
6. Expected Walking duration (obtained via Google Directions API)

Although the accelerometer is a useful sensor to determine transportation mode, features from the accelerometer are not used for the following reasons. Velocity alone can differentiate walking from biking/driving modes. Biking and driving cannot be successfully distinguished because similar accelerometer signatures when the phone is placed in a backpack, or a location that does not allow the phone to capture the biking motion. Previous work has shown that Decision Tree-based classification is simple and effective for classifying the sensory features into transportation modes [114, 116]. In this work we used the Random Forest classifier, which is also tree-based, based on our preliminary experiments and comparisons with Decision Trees. A Random Forest classifier consists of a number of decision trees, each performing classification and voting for the predicted class. Overall output is the class which has the highest number of votes. Each decision tree is built using samples randomly selected from the training set. While growing the tree, a fixed-size subset of features is randomly selected at each node. Random Forests are known to be efficient on large datasets, estimating missing data and handling unbalanced datasets. In addition, they evaluate the importance of variables for classification[137]. In this work, we built a Random Forest with 10 decision trees and 6 attributes.

The classifier predicts between walking, motorized, or biking. An additional classifier was built to predict only between walking and motorized. Based on the results of the survey questions asked in the mobile application about the frequency of biking (Section 4.3.1), the appropriate classifier is used. For example, a user who responds that he never bikes will have his trips processed through the classifier that distinguishes between walking and motorized only.

4.4.8 Map Matcher

Before the entire trip generation algorithm is run, a database of transit route configurations is built using open transportation data. In 2006, Google established a standard for encoding transit data called GTFS, which contains data that can construct route configurations. Files that store the following relevant information in the structure specified in
Figure 3, the route name, direction name, stop / intersection name, latitude, longitude, stop sequence, and agency name. A route configuration is categorized by a route, direction, and agency name. Each configuration specifies a set of stop names with corresponding latitude and longitude points in the sequence which the bus or train traverses the route. Configurations with the same route, direction, and agency name are grouped together. The data also specifies whether or not the path taken by the route occurs on the road network or on dedicated lanes. Currently, GTFS-Data-Exchange[138] is the premier repository of all open transit data stored in the Google Transit Feed Specification format. GTFS files are pulled from GTFS-Data-Exchange and converted into route configurations which are stored in a database. At the time of writing, the database stores data from 339 different transit agencies.

At the time of processing, trips with a route are sent to the Map Matching algorithm to determine the percentage of the route that matches with any bus or train lines which crosses the route taken. The algorithm for performing the map matching is a variation of the Bentley-Ottmann algorithm[139], which finds intersections in set of straight lines. The bus route, and the actual route taken are defined as a series of latitude and longitude points, which when connected form the set of straight lines which the algorithm iterates through. The bus or train line with the highest percentage is returned, and any trip matching greater than 90% is defined as a trip taken as a transit trip.

4.4.9 Catching all trips made

The preceding Sections 4.4.2 - 4.4.6 describe the flow of data through the algorithm when the phone properly adjusts its’ duty cycles to capture location data while a person is in motion. However, many trips are made while the phone does not function properly. There are many reasons for this; as discovered in the evaluation in Section 4.5, users often turn off their phones, turn off GPS or other location services, and most commonly, the phone does not respond properly to requests to return readings from the accelerometer, GPS, or Network listener. To account for these situations when trips are made, but zero, or very few sensor readings are received, data flows through a separate module.

This module, called the Point Connector in Figure 16, evaluates all sensor data during the “non-trip” times when the person is expected to be in stasis. The same clustering algorithm as the one described in Section 4.4.2 is used to identify locations where a person potentially could have traveled to. Like the hotspot algorithm, the locations must have a horizontal accuracy reading of 100m or less, due to the number of inaccurate network point readings returned by the phone. In the situation that no point in a cluster has an accuracy of under 100m, sensor readings from WiFi access points are queried against the master WiFi access point database to provide a more accurate position.

The result of the clustering algorithm is a set of centroids defined by latitude, longitude, and horizontal accuracy, and the corresponding time a person was assumed to be at that centroid. The centroids are sorted by time and routes are generated by sending the origin and destination with no waypoints to the Google Directions API. The end time of the trip is set as the timestamp of the earliest reading at the centroid, and the start time of the trip is set as the same timestamp minus the duration of the trip as returned by the Google Directions API. The mode of transportation is determined in two steps. If the same trip has been made in the past, the transportation mode most commonly used for that trip is set as
the transportation mode. If not, the transportation mode most commonly used for a trip of that distance is set as the transportation mode. Trips which are generated by this method mainly occur during short trips under 2km and are less accurate in terms of start/end time, route taken, and transportation mode.

4.5 EVALUATION

Evaluations were performed on the system to accomplish two goals. The first goal was to get the application running on as many different types of phones, living in different locations, with different user behaviors as possible. The second goal of the evaluation is define a set of metrics and to test accuracy of trip determination system with these set of metrics. In this evaluation, separate from the first evaluation, a set of users manually checked the accuracy of all trips generated by the system and made corrections to set the ground truth for trips made. This evaluation consisted of a three-month process in which six users discussed their trips daily with the researcher and used web-based tools to correct their logged trips. This allowed us to evaluate the errors in the start/end time, start/end location, route taken, and travel mode taken for these trips made and determine error statistics, instances in which the system missed trips, or incorrectly created trips when no trip was actually made. These six error metrics are described in the following sections and are proposed as the measures for which all automated travel diary systems should be evaluated upon.

4.5.1 Phone Tests

This system is meant to be used by researchers to gather data from the field. In the field, there exists a large number of uncontrollable variables: smartphones are made differently, by different manufacturers, users live in different locations which don’t produce data in a uniform way across all topographies and locations, and user’s phone behaviors are very different. To run a large scale trip diary study, the system must be robust enough to handle all different types of scenarios and corner cases which do not show up in a limited study.

The application was tested with 125 different users on a number of phones in a variety of states and cities with different topologies and population densities. The phones tested include: HTC Desire, HTC Hero, HTC Droid Incredible, HTC Incredible S, HTC Evo 4G, HTC Inspire 4G, HTC myTouch, HTC Wildfire, HTC Thunderbolt, LG LS670 Optimus S, LG P970 Optimus, Google Nexus One, Motorola Atrix 2, Motorola Droid, Motorola Droid 2, Motorola Droid X, Motorola Droid X2, Motorola Droid Pro, Samsung Galaxy S II, Samsung Galaxy Nexus, and Google Nexus S. The data was collected in a variety of cities with different topologies and population densities, in the states of Washington, Oregon, California, Texas, Utah, Illinois, Missouri, Alabama, Georgia, Florida, South Carolina, North Carolina, Virginia, Ohio, Maryland, New Jersey, Massachusetts, New York, New Hampshire, and Ontario, Canada. This data was collected over the course of 9 months for a total of 6,440 days of logged data across all testers. The 125 testers used the application for different periods of time, from as short as 3 days to as long as 9 months, starting in July 2011. 30 of the 125 testers ran the application for more than 3 months.

This evaluation allowed us to learn about the problems encountered from the field, which is divided into phone problems, and user issues. Because of these problems, the
phone does not always detect when a person is in motion, and trips are not always perfectly detected.

### 4.5.2 Phone issues

Across all phones, it was very quickly learned that location readings from non-GPS sources return inaccurate readings very frequently: this means that the true position of the person lies outside the circle defined by the latitude, longitude, and radius being the horizontal accuracy returned from the phone’s location readings. The number of inaccurate location readings was as high as 80% for some users while being as low as 5% for other users. The reason for the inaccuracies was not investigated, but the filtering algorithms described in Section 4.4.1 were adapted as a result of the large number of inaccurate network readings.

While most phones were found to be able to access the accelerometer in the background, several models of phones are unable to do so, mostly from the Motorola line of phones (at the time of testing running Android 2.3 or lower). As a result, WiFi beacons were necessary to act solely as the motion detector instead of both the accelerometer and WiFi beacon sensor.

The accuracy of location readings were also highly affected by geographic topology. It has been widely reported that GPS does not work well in areas with large skyscrapers, however this study showed location readings in areas with skyscrapers were very accurate, possibly due to both the density of WiFi access points used in positioning. The areas which provided the most inaccurate readings were suburban and rural areas when only location was attempted to be gathered from non-GPS sources. In these scenarios, network points were inaccurate up to 10 miles for one particular user, and were about 1 mile off the actual location in general. Most troubling is that multiple inaccurate points were often returned in sequence, making it appear as if the phone could be moving. In these instances, the accelerometer, and WiFi access point scans allowed for the algorithms to ignore the result of the inaccurate network points.

While inaccurate network points are common, inaccurate GPS readings are very uncommon. However, errors in GPS readings may lead to faulty generation of trips made. It has been observed that GPS readings of high accuracy often drifts anywhere from 20m to 50m while the phone is in stasis. In addition, readings have been observed to be as far as 1500km away from the true location of the phone. While faulty trips are generated, many of these trips do not follow the road network - leading the system to flag the trip as a potentially inaccurate trip.

Finally, it is expected that when the app makes a request for a reading from the GPS, accelerometer or any sensor, the appropriate process will execute to provide the data to the app. However, this is not always the case: 82% of the time when a location point is requested, a point is actually returned from the operating system to the app. The app tries again if a location is not obtained, however, there have been instances when a person has traveled for up to 32 kilometers with the app requesting GPS the entire time but with no location points generated. For the accelerometer: this problem occurs on average 95% of the time. This behavior is often hard to predict and reduces the accuracy of the route taken on a trip.
4.5.3 User behavior issues

In the Android operating system, a user can choose whether or not to turn on GPS sensors, Network location sensors, and data connection. To perform optimally, the application requires that these three settings are turned on - however during the tests, we did not force the user to do so. A small notice was shown to users that the settings should be, but did not require users to follow the given instructions. This allowed us to observe users’ phone behaviors and their affect on the trip diary application running properly.

Not all users turned on GPS services on their phone. It is widely known that turning off GPS increases the battery life of phones, and 4% of the testers followed this advice > 99% of the time. An additional 2% of users frequently switched GPS settings on and off, while the rest constantly kept GPS running. The system still works when GPS services are turned off, however, the start/end locations trips can only be determined to the nearest kilometer for most trips.

Another problem encountered is users turn off their phones, allow the phone to run out of battery, or the phone reboots (for undetermined reasons), although these cases happen infrequently. In these situations, which occurred .11% of the total recorded time, no data could be collected. In cases when this occurred between trips, the algorithm in Section 4.4.9 could be implemented, but in cases when round-trips were made, the phone is unable to detect trips.

4.5.4 Trip evaluation

After the 125 person test was conducted, a second evaluation was run to evaluate the accuracy of the algorithm for detecting trips made. This evaluation consisted of 6 people over 3 months, which generated a total of 1850 trips. Due to the extensive work required to have people manually verify their trips made, a decision was made to run a long test with few people, rather than a short test with a large amount of people. The reason for the smaller number of people in this test compared to the prior test is the ability to gather a dataset with large longitudinal depth to capture people’s lifestyles, hotspots, and travel behaviors. However, the 3 month period is the longest study of its kind for an evaluation of a travel diary system using smartphones. To collect the ground truth for trips made, each of these trips were discussed verbally with the researcher to gather the most accurate readings and manually verified using the tools described in Section 4.3.3. This one-on-one discussion made possible the detailed metrics by pinpointing locations of trip start/end locations, hotspots, and routes taken on a map to gather error rates measured to the meter accuracy.

4.5.5 Hotspot evaluation

The first evaluation of the system is the evaluation of the accuracy of the hotspots identified by the system. Validating the accuracy of determining hotspots is important because most trips made start and/or end at a hotspot. Across all users, of the trips made, 48% of trips occurred between two hotspots, 32% of trips occurred starting or ending with a hotspot, and 20% of trips did not include a hotspot at all. The use of hotspots is important because accurate location data at the start/end point is not always present for all trips.

The most common hotspots, such as one’s home and work can be identified in the first


<table>
<thead>
<tr>
<th>Mode</th>
<th>Trips Logged and Verified</th>
</tr>
</thead>
<tbody>
<tr>
<td>Biking</td>
<td>154</td>
</tr>
<tr>
<td>Driving</td>
<td>998</td>
</tr>
<tr>
<td>Transit</td>
<td>349</td>
</tr>
<tr>
<td>Walking</td>
<td>349</td>
</tr>
</tbody>
</table>

Table 2: Mode Split for trip determination accuracy evaluation.

day of using the system while other hotspots such as a friend’s house or the supermarket slowly enter the system as they are visited.

4.5.6 Method for verifying accuracy of the data

Here, we propose a definition of a trip, and the 6 metrics used to verify the accuracy of the trip determination algorithms and overall system:

1. Start Time
2. End Time
3. Start Location
4. End Location
5. Path Match Accuracy
6. Transportation Mode

Of the 1850 trips recorded, the start/end location, was verified for all trips, while the mode and route taken was verified for only 609 trips, which occurred during the last month of the evaluation. The mode split of the trips made is described in Table 2. The start/end time of trips were verified in a different manner, described in Section 4.5.10. The reason why the start/end time, path, and transportation mode were not validated for all trips was because of the fatigue of manually correcting trips daily by the testers.

4.5.7 Errors in Origin and Destination location

Errors in location are measured by the true start/end location of the trip as validated by the person making the trip compared to the start/end location automatically generated by the system. The true start/end location was recorded using the online web tools described in Section 4.3.3 which used a draggable google maps marker to set the location. The average error for a hotspot location was 25m with a standard deviation of 101m. Across all users, a total of 182 hotspots were detected. This error understandably increases to 197m with a standard deviation of 599m for origin/destination locations which were not hotspots.

There results show that errors in hotspot trips is significantly lower than trips that do not contain any hotspots. Across the 3 month evaluation, 90% of hotspots were discovered.
by the 3rd week for 4 out of 6 of the users. Two users moved their residences during this
time, thus their hotspots changed significantly before and after the move. These results
are promising for long-term studies, but a wider evaluation with more users is required to
validate this.

4.5.8 Routing Errors

To measure errors in the route generated by the system, the system was evaluated with
three measures: meters traveled in which predicted route matches true route, meters traveled
in which predicted route does not match any part of the true route, meters of the true route
which is not covered by the predicted route. These three measures were translated into
metrics called:

1. Route Match: meters traveled in which predicted route matches true route / true
   route meters traveled, expressed as a percentage

2. Route Error 1: meters traveled in which predicted route does not match any part of
   the true route / true route meters traveled, expressed as a percentage

3. Route Error 2: meters of the true route which is not covered by the predicted route /
   true route meters traveled, expressed as a percentage

Figure 21 shows an example of the three different types of errors. In the evaluation, only
driving, transit and biking trips were evaluated. Many walks occur in parks, on campus, or
areas where there is no mapping data for all paths.

Table 3 shows the breakdown of errors across these three metrics for the six individual
users. The errors are separated by user to show the larger errors in the system for users who
use underground transit systems. Users 1 and 2 primarily travel by underground subway,
which does not run on a path able to be mapped by the Google Directions API, which only
returns results for driving, bicycling, and walking directions. On the other hand, users 3 and
4 use the underground subway once in a while, and users 5 and 6 are primarily auto users.

The second half of Table 3 shows the routing errors after user input. Each day, after the
trips were generated, users corrected their trip details: start location and end location, and
for one month users corrected their start location, end location, route taken, and transporta-
tion mode taken. To generate data for the second table, the trip determination algorithm was
re-run daily, taking these corrected routes, called “hot routes”, as generated by the hotspot
algorithm described in Section 4.4.2. These “hot routes” were used only for trips between
two hotspots, and significantly increased the route match percentage. The evaluation shows
that with a set of user input, there is potential for designing a feedback system to greatly
increase the accuracy of the overall trip determination system.
4.5.9 Travel Mode Errors

The errors in the travel mode determined by the system are described by the confusion matrix in Table 4.

The errors show that much work is needed to improve the system. Reasons for the errors include the following:

1. One of the users is a very fast biker in the city, and the set of features used in the classifier did not distinguish between motorized and biking very well.

2. Because some transit trips are made underground, location points had very large horizontal accuracy values, causing the route to be calculated incorrectly.

3. Errors in the route predicted by the system propagated to the travel mode determination due to the map matching of incorrect routes.

These errors show that the initial predictions for trips made need room for improvement. However, immediate and significant improvement can be made with some user input. As described in 4.5.8, users checked and corrected their trips made, which were cached as “hotroutes”. Any future trip made between the same origin and destination used the cached hotroute and corresponding transportation mode if the raw location points matched up with the stored route. On average, a total of 49 hotroutes per user were stored, with an average of 1.56 hotroutes per origin-destination pair. Considering these values, it is plausible to develop interfaces to prompt users of an automated travel diary system to check their trips made.
Table 3: Routing Errors. The table above represents the error metrics when no user corrections are used for six different users. The table below represents the error metrics when user corrections are used.

Without creating a large burden for the user. Future work will investigate a system with more methods for user input to increase the accuracy of the trip determination algorithm.

4.5.10 Errors in Trip start time and end time

During the manual correction phase, the testers did not correct the trip start or end time, due to the amount of work required to accurately log the start and end time for trips made. However, the error range in the start and end time of trips can be calculated based on the accelerometer and WiFi readings during the trips made.

In the ideal scenario, movement is detected by the accelerometer, which leads to a scanning of WiFi beacons to determine if a significant location change has occurred. It is then known that a trip has started within the 2 minute window in which these sensor events occurred. Of the 1850 trips evaluated, 48% of trips fell into this category.

In some cases it takes two to three cycles for the WiFi scan to identify a significant location change. The reason for this is if the intersection of the set of beacons seen at subsequent WiFi access point scans is null, then it is assumed that movement occurred during the time between the two scans. However, the range of WiFi access points vary in different environments, anywhere from 50m for 802.11b routers to 200m for 802.11g routers. A person can walk to start a trip and still be in range of an access point in 2 minutes. Of the 1850 trips evaluated, 36% of trips were detected within 4-6 minutes of their true start time.

In the last 16% of cases, a variety of scenarios lead to the system being able to pinpoint the start time of the trip to under 6 minutes. This includes a variety of reasons described
<table>
<thead>
<tr>
<th>Predicted \ True</th>
<th>Bike</th>
<th>Drive</th>
<th>Transit</th>
<th>Walk</th>
</tr>
</thead>
<tbody>
<tr>
<td>Bike</td>
<td>66.1</td>
<td>30.8</td>
<td>1.8</td>
<td>1.3</td>
</tr>
<tr>
<td>Drive</td>
<td>19.2</td>
<td>53.1</td>
<td>19.2</td>
<td>8.5</td>
</tr>
<tr>
<td>Transit</td>
<td>5.0</td>
<td>9.4</td>
<td>85.0</td>
<td>0.6</td>
</tr>
<tr>
<td>Walk</td>
<td>2.5</td>
<td>8.6</td>
<td>0.5</td>
<td>88.4</td>
</tr>
</tbody>
</table>

Table 4: Transportation Mode Errors. The table above represents the error metrics when no user corrections are used for six different users. The table below represents the error metrics when user corrections are used.

in Section 4.5.1, such as user behaviors such as a phone turned off, phone behaviors such as the sensors unable to obtain readings, or the nature of the trip, which are often short trips of under 1 kilometer. In these scenarios, the algorithm described in Section 4.4.9 is used to determine the start/end time of trips.

Calculating the end times of a trip is a much simpler process. While a person is moving during a trip, the duty cycles for location acquisition are much smaller, and thus can be used to determine a transition to the end of a trip. 40% of trip end times are accurate within 1 min. 44% of trip end times are accurate within 2 minutes. The reason for the increase is the sampling period of the GPS sensor is increased in certain scenarios, such as when a person is traveling greater than a particular speed, or traveling along a hotroute. The last 16% of trips the system is unable to detect the end time within 2 minutes as the problems described above in detecting the start time of a trip cascade into the end time prediction problem.

4.5.11 Falsely detected trips and missed trips

Due to the issues described in Section 4.5.1, it is often the case that trips are falsely detected, or trips are completely missed. A total of 33 trips were not identified by the system (missed trips), and 39 were identified as trips when no movement occurred (false trips). The 33 missed trips occurred were all 2 kilometers or less. Falsely detected trips occur as a result of inaccurate location points which slip through the filter described in Section 4.4.1. Certain sequences of inaccurate location points make it appear that a trip is occurring, which fools the system into generating trips. Missed trips are a result of two problems. As described in Sections 4.4.9 and 4.5.10, not all movements are captured, leading to a situation where location points exist only at the origin and destination of trips. In situations where the points at the destination have a high horizontal accuracy, it is difficult to determine if the point is a faulty reading from WiFi/cell tower positioning, or if the person actually made the trip. Thus, there are thresholds set, by horizontal accuracy and number of points seen, for which any location points under the threshold will set a valid destination. Increasing this threshold will increase the number of faulty trips made, therefore, there is a balance between missing, and falsely identifying trips.
4.6 FUTURE WORK

The research presented in this chapter represents a first step in introducing a complete, end-to-end, and battery efficient automated travel diary system which operates on smartphones, and describing the number of difficulties of using smartphones rather than GPS loggers, as the main data collection tool. Smartphones are ubiquitous and are equipped with the technology needed to be used as a data collection device in travel diary systems, but there are a number of problems that must be overcome before they can be used in a wide-scale automated travel diary system. In this chapter, large scale tests have allowed us to catalogue a large list of problems with smartphones and solutions found from real devices in the field for over 9 months. These early results from the system are promising, and more work has to be done evaluating the trip metrics defined in this chapter and analyzing how small amounts of human input can increase the accuracy of these metrics. Identifying the start and end locations of trips have shown to be very accurate, while improvements are needed to more accurately identify the start/end time of trips, route, and mode taken. First, the research showed that the start/end time of 16% of trips could not be identified within a 6 minute window. The problem here lies with the mobile application, whose parameters for detecting motion with the accelerometer need to be better tweaked. Accurately identifying the route taken is a larger research problem. With sparse location data, the amount of improvement on the current algorithm is limited. However, fusing accelerometer, and magnetometer data with location data can improve on accurately identifying routes by better identifying turns and changes in direction. The mode determination portion of the algorithm can also be improved by adding features which come from the accelerometer and magnetometer. However, all these improvements come at a cost of reducing the battery life of phones - and the tradeoff between improving the metrics for trip determination and increasing battery usage is a tricky balancing act.

Another area for improvement is expanding upon the 6 person test to obtain more data for the accuracy of the trip determination algorithm. While validating the ground truth for trips for an extended period of time is an arduous task, better web tools can be built to help the researcher and users to make this process easier to expand the number of users who can validate trips.

Aside from these goals for future research, there are a few research directions which were not tackled in this automated travel diary system. Travel diaries always record contextual information about a trip, for example, the number of passengers in a car, or the purpose of a trip. There is work to be done to derive these pieces of data from the smartphone, either actively by prompting users, passive detection, or a combination of both. For this system to be of use to researchers building travel behavior models, trip attributes like these must be annotated. An area to explore is the use of third party APIs such as Yelp, Foursquare, or Google Places to obtain trip purpose information and design a system which prompts the user for feedback on their trip purpose.
5 The Quantified Traveler: Changing transport behavior with personalized travel data feedback

5.1 Behavior change opportunity in transportation

There exists a large body of work dealing with the modeling of transportation behavior and also attempting to influence travel behavior, and we believe there is a new opportunity to advance the body of research even further because of recent advances in technology over the past few years. In this chapter, we present a system and experiment which are designed to collect statistics on study participants’ travel footprint (emissions, calories burned, time and costs) and to feed back that information in a personalized, informative way. The goal is to explore the possibility of influencing people’s awareness, attitudes and potentially behavior, and to encourage them to engage in more sustainable transportation behavior. This study is informed by previous research in the area of behavior change that has shown some success; in particular, personalized feedback programs that have been able to achieve certain changes in behavior. However, given recent developments in mobile technology and behavioral economics, we believe it is time to revisit this issue. The four major technological trends described in Section 1 have given rise to advances in psychology and human computer interaction which has lead to a growth in academic research involving new methods of behavior change: persuasive technology, the proliferation of smartphones, the rise of self-tracking and the Quantified Self movement, and open, accessible transportation data.

The first three trends have already lead to new research in the fields of health and fitness, as well as environmental conservation. This chapter describes how we have taken advantage of these four trends to develop and evaluate a system which influences users’ awareness about their travel behavior, intentions to take sustainable modes of transportation, and actual behavior. We developed an automated travel diary system which used smartphones to collect location and other sensor data and sent data to a server which processed the raw data into trips and attributes of each trip, including travel mode, travel time, cost, and CO$_2$ emissions among other statistics. The technical details of the infrastructure and algorithms are discussed in Section 4. Using this smartphone travel diary system, we ran a three-week experiment with 135 participants, in which they were presented a webpage which gave users feedback on their personal travel statistics and comparisons to various peer groups. Section 5.2 describes related work in behavior change and persuasive technology in non-transportation fields, which influenced the design of our feedback system. Section 5.3 describes the smartphone travel diary system in more detail, only recently made possible due to advancements in smartphone technology and accessible transportation data. Our experiment, called the Quantified Traveler, along with the evaluation of the experiment and changes in users’ awareness, attitudes, intentions, and behaviors are outlined in Section 5.4. We recognize that this work is just the first step in a long process to influence travel mode choice, and ideas for future work are presented in Section 5.5.
5.2 LESSONS FROM PRIOR BEHAVIOR CHANGE WORK

In this section, we review prior work which allowed us to develop and design the system, website, and surveys. The first step was to learn about the successes of prior behavior change studies in transportation, which have been ran for the past 20 years. These studies were successful, but had many difficulties, with room for improvement thanks to modern smartphone technology. The design of the system and implementation of the behavior change techniques was also influenced by other studies non-transportation persuasive technology experiments, while the design of the surveys were influenced by models of behavior change from the psychology literature. Based on this prior work, our contribution to the literature is the design and evaluation of an updated version of a Travel Feedback Program using smartphones and web technology.

5.2.1 Behavior Change in Transportation

There is a large body of work in Travel Feedback Programs, which aim to influence mode choice behavior with information and psychological factors. There are various styles of Travel Feedback Programs, but common to all programs are: users receive feedforward information (i.e. directions for using alternative modes) as well as feedback information (i.e. amount of CO2 emitted) which is gathered from program participants filling out travel diaries. There have previously been several small-scale travel behavior feedback programs conducted by researchers in Japan [140]; in those experiments, the feedback was based on paper-and-pen surveys, and participants were often given feedback during face-to-face contact with a “travel coach”. It could be shown that through travel feedback programs, measurable and lasting shifts away from automobile use and toward more sustainable modes of transportation could be achieved. Individualized marketing has also succeeded in changing travel behavior towards more pro-environmental modes of transportation [141].

Although Travel Feedback Programs have been shown to be successful in inducing a mode shift away from auto usage, the implementation of these programs is not scalable. Manually entering information in travel diaries is a time consuming process. Using smartphones for data collection provides an opportunity to partially or fully automate many of the tasks involved in the travel feedback programs, and do things that was previously not technically feasible. There is an opportunity to leverage the lessons learned from HCI researchers in the design of automated tools on the web and smartphones to motivate behavior change, starting with the integration of open transportation data into persuasive technology programs.

5.2.2 The Quantified Self: Self tracking to change behavior

The concept of the Quantified Self describes applications which enable the process of recording behavior, processing the data collected, and feeding it back to the individual or group so that they can better understand the patterns of their activity and eventually adapt their behavior more intelligently than they would without these augmentations. Recently, the increasing abundance of low-cost sensing devices (including smartphones), coupled with the use of social networks, mobile devices and web-based applications for many different aspects of daily life (e.g., banking) has led to an abundance of detailed data becoming available to end-users. This has given rise to many companies which have incorporated self-tracking
and behavior change into their products: Zeo - tracks sleep patterns, Fitbit - fitness levels, RunKeeper - jogs and runs, CureTogether - reactions to various medication, Mint - personal finance, RescueTime - time usage and productivity.

The Quantified Self website and regular meeting groups across the country have become active forums where people exchange ideas, experiences and findings about themselves. While there have been significant advances in self-tracking applications for health and fitness, there has been a relative lack of work on quantifying one’s travel behavior.

5.2.3 Self-tracking potential in transportation

The maturity of GPS tracking technology and the surge in self-tracking interest present a new and powerful opportunity to collect traveler data by combining these two areas. In our system, smartphone technology is used to collect data through continuous, unobtrusive sensing with minimal effort required from the traveler. With large amounts of individual travel behavior data, the research community can also model behavior and manage demand by getting a better understanding of how and why people travel.

There are also considerable benefits to introducing self-tracking in transportation: Many of the costs are not paid when the trip is made, but are hidden in infrequently paid items such as car insurance fees or the price of a season parking pass. Emissions are not routinely measured and quantified, and since travel is an induced activity that is conducted for the purpose of another desired activity (e.g., shopping), many travelers may not be making a conscious, informed decision about how much time they want to spend traveling, or how many calories they want to burn when traveling. However, transportation decisions have a large impact on people’s lives. For instance, the average Californian household spends around 15% of total income on transportation [142, 143], and the average Californian spends 26.5 minutes per day commuting; this adds up to more than 110 hours per year - almost as much as a typical worker’s yearly vacation [144]. If people were to track their own travel patterns and attempted to reduce travel time or costs, for example, this could also benefit society as a whole as it may catalyze a reduction in vehicle miles traveled or a shift to more sustainable modes of transportation. Raising awareness of negative impacts of transportation on the environment and public health can be considered a policy tool in its own right to reduce the overall footprint of the transportation sector. The introduction of automated self-tracking devices presents a new, powerful method to present every traveler with personalized information on their specific contributions.

5.2.4 Recent Examples of Technology Designed for Behavior Change

Many researchers recognized the potential of implementing many of the behavior change techniques into computer technologies, including providing personalized feedback on actions measured with smartphones. Two very active fields in which Human Computer Interaction researchers have built and evaluated applications are in Health/Fitness and Energy Conservation/Eco-Feedback Technology. Studies using these applications have shown that feedback is a powerful behavior change technique in health and fitness applications [145, 146], and eco-feedback technologies [147].

Health and fitness researchers have tried using goal-setting and feedback to design appli-
Applications that help people maintain healthy lifestyles. One of the most notable applications was Ubifit[147], which automatically detected the physical activity levels of a user wearing a custom device, and also provided feedback to users. One of the notable features of Ubifit was the simplicity of the feedback: the person’s cell phone background changed depending on the amount of physical activity, such that a user could understand their data at a glance. Ubifit is one example of numerous applications which have evaluated the effects of Goal-Setting and Feedback in monitoring fitness[148, 149, 150]. There are also numerous examples of applications of eco-feedback technology, which have been designed to change behavior[151, 152, 146] and successfully shown that feedback has an effect to conserve energy. While transportation plays a role in potentially reducing one’s environmental impact on the earth, only one behavioral HCI study has been conducted to influence transportation behaviors[153] and showed a high potential for behavior change to sustainable modes of transportation.

5.2.5 Understanding Behavior Models to Measure Aspects of Change

While the goal of a system may be to design behavior, it is just as important to measure the factors which contribute to behavior change.

The theory of Planned Behavior showed that behavior was influenced by attitudes, normative beliefs[154], a person’s level of self-efficacy[155] and a person’s past experiences, social persuasion and emotional states[156]. Later models based on the TPB expanded the influences on one’s behavior to habits, environmental constraints, knowledge and skills to perform behaviors, and moral obligations[157, 158, 159]. Thus, our system was designed to surveys were designed to capture these influences.

Other behavior change models such as the TransTheoretical Model, which used people’s attitudes and levels of self-efficacy to classify people in to different stages of change[160]. This model is notable because it recognizes that behavior change techniques have different effects on people in different stages of change. While education and information may be the most effective technique in influencing someone at the very early stages of change, goal-setting may be a better technique for one attempting to maintain a changed behavior.

While acting “green” has been a popular movement for a while, in transportation most people are not actively attempting to change their modes of transportation or distance traveled. Therefore, the feedback website was designed as a educational and information page, and an attempt was made to measure a change in education by surveying if one’s “awareness” of their emissions, calories burned, and other factors changed.

5.3 THE QUANTIFIED TRAVELER SYSTEM

We built an automated travel feedback system based on the work of prior researchers and new technology using smartphones. The system consists of many parts, from smartphones to collect data efficiently without draining the battery, server infrastructure to receive data and handle large loads of data requests, algorithms to process data into trips and attributes, and a carefully designed website which presented a large amount of data to users in a concise graphical manner. The first three parts are briefly described in this section, with further described in Section 4 while the website is described here.
5.3.1 Architecture and Data-flow

The design of the data collection and feedback system is shown in Figure 22. It consists of three components: the tracking application on smartphones, the server architecture to handle incoming location data and handle data requests, and the analytics software to transform the raw data into trips made and meaningful statistics and information about those trips. The applications running on the participants’ phones collect raw sensor data and upload it to a cloud-based server which saves it to the database. A nightly job reads the raw data, processes them to infer trip origin, destination, start time, end time, route and travel mode. Trips are further augmented with data such as addresses/neighborhoods of trips made, distance traveled, time spent traveling, CO$_2$ emitted, calories expended and travel costs. The methodology for computing the last three of these items is detailed in Table 5.

As described by Section 4, the trip determination system consists of a smartphone application that runs on Android phones and iPhones, in a battery efficient manner. A person who travels 2 hours a day experiences on average 33 hours of typical usage (including texting, talking on the phone, browsing the web, and using apps). The application runs in the phones’ background and periodically uploads location data to a server which runs a trip determination algorithms to generate trips and statistics to be shown on the website.

5.3.2 Website Design

Users of the data collection system are given access to a website on which they can view their individual travel behavior data in different ways. Specifically, the website consists of four pages, as shown in Figures 23 - 26. After logging onto the website, participants are
first presented with a “summary” page, which presents an overview of their aggregate travel data and a brief explanation. The main metrics which are shown to the user are emissions, calories burned, cost, and travel time, for their own data and a set of groups they can compare themselves to, the average America, the average resident of the San Francisco Bay Area, and the average of other people in the study. In this page, our goal was to deliver a summary of one’s travel history such that a person could quickly glance at the page and immediately understand their data and trends. From there, users can access three pages: One that explains the scoring methodology, one with the detailed daily history of scores and one with the trip history (termed “Tripography”). The “Breakdown” and “Timelines” page provide more detail from the summary page and present the information in a different manner. The “Breakdowns” page focuses on describing a person by his mode split, while the “Timelines” page shows how a person’s travel statistics change over various periods of time.

The “Trips” page shows a history of one’s trips on a map by calendar day, and also allows users to correct the travel mode of any incorrectly predicted trips. Changes entered into the system also update the travel statistics shown on the various feedback pages to give the most accurate view of the user’s travel behavior data.

5.4 EVALUATION

To evaluate the effectiveness of the system, we designed and conducted an experiment in the San Francisco Bay area with 135 participants. The participants were recruited from the subject pool of the UC Berkeley XLab (the “Experimental Social Science Laboratory”),
which is run by the Haas School of Business. This is a computer laboratory for conducting human-subject experiments. The lab maintains a subject pool of over 2500 members, all of whom are UC Berkeley affiliates and most are undergraduate students. Xlab administration handles the recruiting and requires that researchers provide subjects with participation fees of around $15/hour.

For recruitment, we reached out to both students and staff at UC Berkeley. In total, 111 students and 24 members of staff participated in the experiment, of which 37 were male and 98 female. All participants owned smartphones; 82 were iPhones and 53 Android phones. Of the 135 participants, 121 completed the two surveys that were given (see below). These surveys showed that 106 (94%) were between 17 and 29 years old. Of those 113 participants, 44 had access to an automobile, 17 regularly biked, 101 regularly used transit and 103 had a transit pass.

This three-week experiment ran from March 18 to April 7, 2012. We utilized the infrastructure described in Section 5.3 for collecting traveler data via smartphones, and the goals of the experiment were twofold: first, it was intended to demonstrate how the Quantified Self movement can be leveraged by the travel demand modeling community for data collection, with a positive outcome for both sides. Second, as stated above, the experiment was designed to investigate whether a data collection effort that includes elements of traveler feedback and a direct engagement of subjects via a website can lead to a change in behavior toward more sustainable modes of transportation. If that proved to be possible, it would provide evidence of the viability of automated, web-based traveler feedback on a large scale for use as a policy tool to promote more sustainable transportation.

We chose to focus on studying the effect of feedback and peer influences on (1) attitudes towards sustainable travel and (2) awareness of the impacts of one’s own travel behavior. The latter comprises both awareness of absolute values (e.g., amount of emissions) and an awareness of where the person stands compared to average Americans, San Francisco Bay Area residents and to their peer group, which in this case was the group of survey participants from the XLab. In addition, we were interested in using this experiment as a learning
Figure 25: The timelines page, which shows a person’s change in travel time/emissions/calories/cost over time.

experience for the long-term research goal of using technology to persuade individuals to use more sustainable transportation modes.

5.4.1 Experimental Design

At the beginning of the study, the participants were asked to fill out a survey about their awareness of transportation impacts and their attitudes toward sustainable modes of transportation. This was followed by a three-week period in which the users were tracked. During the first week, participants received no feedback information until the seventh day, when they were sent a link to a website on which they could view their trip history and a set of personalized statistics (explained in section 5.3.2) related to their travel patterns. Following this, the students went on a spring break, in which trips were recorded, but the data shown in users’ “summary” page did not reflect the trips during spring break. Users then received another email reminder to log into the site and view their data. On average, the participants logged in 4.1 times during the final week of the experiment. At the end of the three weeks, participants were asked to fill out a survey that contained the same questions as the first one, but with an added section asking them for feedback on the website. The following sections describe the components of the experiment in detail.

5.4.2 Recorded Activity

During the three-week study we recorded a total of 8607 trips and 115,169 miles of travel across 6 different modes: walking, biking, taking the bus, taking the train, and driving. Plane trips are included in the amount of miles logged but ignored in the calculation of trip statistics. The breakdown of the usage of modes is shown in Figure 27. As described in Section 5.3.2, study participants corrected their trips on the website if the system incorrectly predicted their travel mode. Out of the 8607 trips, 13.5% of trips were corrected.
5.4.3 Measuring Attitudes

The field study provided valuable information with respect to both of its goals. The surveys showed that there was a potential for increasing participants’ awareness of their transportation carbon footprint via the personalized statistics, trends, and trips shown on the website.

5.4.4 Survey Questions and Baseline Results

The design of the survey was based on measuring factors contributing to behavior change as identified by the Integrated Behavior Model: Experiential attitudes, Instrumental attitudes, Injunctive Norms, Descriptive Norms, Perceived Control, Self-Efficacy, and Moral Obligation for public transit, biking, driving, and walking attitudes on a 7-point Likert scale. These questions were based on common travel surveys used by the transportation community[164], and categorized into the various components of the behavior model.

The survey consisted of 55 statements which participants agreed or disagreed with on a seven-point Likert Scale. 11 of these questions were asked about the participant’s level of awareness of their own travel behavior. This included questions about their knowledge of the amount of CO2 emitted by their daily transportation habits, the number of calories burned
Table 5: Methodology for calculating trip footprint

<table>
<thead>
<tr>
<th>Mode</th>
<th>$CO_2$</th>
<th>Calories</th>
<th>Costs</th>
</tr>
</thead>
<tbody>
<tr>
<td>Walking</td>
<td>0</td>
<td>Used a calories calculator which</td>
<td>0</td>
</tr>
<tr>
<td></td>
<td></td>
<td>adjusts calories burned by walking</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>speed [161], assuming a 150lb</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>person.</td>
<td></td>
</tr>
<tr>
<td>Biking</td>
<td>0</td>
<td>Same as above.</td>
<td>0</td>
</tr>
<tr>
<td>Driving</td>
<td>Used a $CO_2$</td>
<td>0</td>
<td>58.6 cents / mile [163].</td>
</tr>
<tr>
<td></td>
<td>calculator for driving</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>[162].</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Train</td>
<td>Averaged to 39g/mile [162].</td>
<td>0</td>
<td>Appropriate costs for</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>taking BART or</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Caltrain as specified</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>by the respective</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>transit agencies.</td>
</tr>
<tr>
<td>Bus</td>
<td>Averaged to 25g/mile [162].</td>
<td>0</td>
<td>Same as above.</td>
</tr>
</tbody>
</table>

by traveling, their amount of time spent traveling, and the amount of money they spent on transportation. Based on ideas from theory of planned behavior, 3 questions were asked about participants’ willingness to set goals to change travel behavior. Sample questions for these various categories of questions are listed in table 2. The baseline (pre-experiment) survey showed that participants responded positively to questions asking about their environmental sentiments ($M = 4.73, SD = 1.73$; on a scale from 1 to 7 where 7 corresponds to the strongest pro-environmental attitudes), but on average, they slightly disagreed with the statement that they engaged in more sustainable travel behavior than the average person at UC Berkeley ($M = 3.22, SD = 1.40$). Furthermore, participants responded positively to statements about health, exercise and the possibility of burning calories while traveling ($M = 5.09, SD = 1.45$). The results of the survey also showed that the participants were not very aware of how “green” they actually were ($M = 4.41, SD = 1.69$; 1 corresponding to completely unaware, 7 corresponding to very aware). In particular, the participants didn’t know the amount of $CO_2$ they emitted, the amount of $CO_2$ emitted by the average person in San Francisco, nor the magnitude of the impact of their emissions. This showed that there was an opportunity for education on the environmental effects of using different transportation modes, and that this was a group that was generally motivated to engage in sustainable behavior.

Due to the heterogeneous nature of the participant pool (students and staff), we further decomposed the group by their self-reported planned mode use during the months following the experiment. Specifically, we created the following three groups, based on their planned auto use:

- People who were planning to use a car once a month or less (including never): Non-
Figure 27: Mode Split of all trips recorded in 3-week period. Top: Mode Split measured by number of trips made. Bottom: Mode Split measured by distance traveled.

... drivers (55 observations)

- People planning to use a car between once a month and once a week: Multimodal travelers (29 observations)

- People planning to use a car more than once a week: Drivers (29 observations)

We found that in terms of their attitudes toward environmental and health issues, there was no significant difference between the three groups.

A last set of questions was related to people’s intention to change their transportation behavior in the future. On average, the study participants slightly disagreed with statements suggesting that they were going to change (M = 3.83, SD = 1.44), and there was no noticeable difference between the three mode use groups.

5.4.5 An increase in awareness, changes in intention, but not in pro-sustainability attitudes

We were able to measure statistically significant changes in participants’ awareness of environmental, health, financial and time impacts of travel as well as their attitudes towards sustainable travel behavior. The questions in the survey were divided into 6 categories:
<table>
<thead>
<tr>
<th>Category</th>
<th>Sample Question</th>
</tr>
</thead>
<tbody>
<tr>
<td>Awareness</td>
<td>I know how much $CO_2$ I emit from my daily transportation.</td>
</tr>
<tr>
<td>Self-Efficacy</td>
<td>I can get exercise when traveling.</td>
</tr>
<tr>
<td>Perceived Norms</td>
<td>My friends actually engage in sustainable transportation behavior (carpooling/biking/walking/taking public transit)</td>
</tr>
<tr>
<td>Setting Goals</td>
<td>I would consider setting a goal to reduce my carbon footprint.</td>
</tr>
<tr>
<td>Attitudes on Sustainable Behavior</td>
<td>I value the benefits to society when I take sustainable modes of transportation.</td>
</tr>
</tbody>
</table>

Table 6: Sample questions given to participants at the beginning and end of the study

Awareness, perceived norms, goal-setting, attitudes towards sustainable behavior and towards health benefits of sustainable transportation modes. A paired t-test was run to compare the pre- and post-experiment results for each individual question. In addition, the questions were grouped together to create composite scores for the five categories. A Hotelling’s T-Squared test for two multivariate independent samples with unequal covariance matrices was carried out to compare composite scores for the five categories between the pre- and post-experiment survey. The different questions in each of the categories correspond to different variables that are correlated and the T-squared test is used to see if there is a significant difference in these categories.

Example statements which showed a statistically significant ($p < 0.001$) increase in awareness of the amount of $CO_2$ emitted were: “I know how much $CO_2$ I emit from transportation” and “I know how much $CO_2$ the average person in my city emits from transportation”. While all awareness questions (environmental, health, financial and time) showed an improvement of awareness over the study period, the change was the strongest with respect to the environmental footprint. On the other hand, even though we detected a positive shift in some of the attitude questions related to sustainable travel behavior, the overall shift in this category was statistically insignificant. An example statement (with a $p$-value of 0.19) was: “We should raise the price of gasoline to reduce congestion and air pollution.” There was also no significant difference between the three mode use groups.

Finally, a set of questions was asked regarding people’s intention to change their travel behavior in the future towards using more sustainable transportation modes. A example statement was: “I am certain that I am going to change my transportation behavior for the benefit of the environment”. Overall, the average answer for this group of questions was “neither agree nor disagree”, and it did not change significantly during the experiment ($p = 0.46$). However, in a related question, people were asked to indicate whether they were planning to increase or decrease their use of certain modes in the future. It was interesting to find that even though people did not state explicitly they had an intention to change, the planned mode use of drivers revealed significant shifts. Specifically, after the experiment, drivers reported that they were planning to walk more and drive less compared to what they had answered before the experiment. The exact question was “Over the next few months,
and compared to what you do now, how often do you intend to use the following modes of transportation for commuting/traveling?", and the possible answers, on a scale from 1 to 7, ranged from “much less than now” to “much more than now”. Answers are shown in table 7. Planned use of other modes (carsharing, biking, transit) did not change. Multimodal participants and non-drivers on the other hand did not state mode use plans after the experiment that were significantly different from those before the experiment. While this does not mean that people were averse to change, it appears that they were unsure about how they might change in the near future, and the feedback provided during the survey did not have a statistically significant influence on that.

Table 7: Answers to question on future mode use

<table>
<thead>
<tr>
<th>Participant type</th>
<th>Mode</th>
<th>Pre-survey</th>
<th>Post-survey</th>
<th>t stat</th>
<th>p-val</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td>M</td>
<td>SD</td>
<td>M</td>
<td>SD</td>
</tr>
<tr>
<td>Drivers</td>
<td>Driving</td>
<td>4.76</td>
<td>1.4</td>
<td>3.86</td>
<td>1.55</td>
</tr>
<tr>
<td></td>
<td>Walking</td>
<td>3.86</td>
<td>0.87</td>
<td>4.79</td>
<td>1.56</td>
</tr>
<tr>
<td>Non-drivers</td>
<td>Driving</td>
<td>3.8</td>
<td>1.35</td>
<td>3.96</td>
<td>1.36</td>
</tr>
<tr>
<td></td>
<td>Walking</td>
<td>4.45</td>
<td>1.03</td>
<td>4.75</td>
<td>1.43</td>
</tr>
<tr>
<td>Multimodal</td>
<td>Driving</td>
<td>4.31</td>
<td>0.96</td>
<td>4.34</td>
<td>1.07</td>
</tr>
<tr>
<td></td>
<td>Walking</td>
<td>4.68</td>
<td>1.13</td>
<td>4.48</td>
<td>1.15</td>
</tr>
</tbody>
</table>

5.4.6 Classification of participants

We suspected that participants viewing their stats on the website would be influenced by whether they were above or below the average of their peer group on the four dimensions plotted (emissions, calories, money and time), and by how far from the mean they were. This led us to conduct an analysis of how the participants in our study compared to the mean of their group. Given 16 possible combinations (above or below the mean on each of the four dimensions), the study participants can technically be divided into 16 groups. However, we found that in our population, only 7 groups were represented, and of those, only 4 were larger than 5 people. This is shown in table 8; a “+” means that the participant was above the mean in that category, whereas a “-” is below the mean.

Which group a person falls into is related to that person’s travel-related lifestyle, which we shall call mobility style. Groups 1 is worst on all four dimensions and likely represents habitual drivers. People in group 2 are quite similar to group 1, except that they burn more calories. It is likely that these are high-mileage travelers. The opposite is group 3, which is consistently below the average on all four dimensions and presumably includes low-mileage travelers, which is plausible since many participants live near campus and only travel minimally. Groups 4 and 5 might be multimodal travelers who combine transit with walking and biking, while group 6 is too small to meaningfully interpret. Finally, group 7, which is the largest group, is best on all four dimensions. This group is likely characterized by very green travel behavior, predominantly walking and biking.
<table>
<thead>
<tr>
<th>Group</th>
<th>Observations</th>
<th>Time</th>
<th>Calories burned</th>
<th>Emissions</th>
<th>Costs</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>15</td>
<td>+</td>
<td>-</td>
<td>+</td>
<td>+</td>
</tr>
<tr>
<td>2</td>
<td>7</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
</tr>
<tr>
<td>3</td>
<td>26</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>4</td>
<td>5</td>
<td>+</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>5</td>
<td>5</td>
<td>+</td>
<td>+</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>6</td>
<td>2</td>
<td>-</td>
<td>-</td>
<td>+</td>
<td>+</td>
</tr>
<tr>
<td>7</td>
<td>30</td>
<td>-</td>
<td>+</td>
<td>-</td>
<td>-</td>
</tr>
</tbody>
</table>

Table 8: Mobility styles among the study participants; “+” = above mean, “-” = below mean.

<table>
<thead>
<tr>
<th>Mode share</th>
<th>First week M</th>
<th>First week SD</th>
<th>Last week M</th>
<th>Last week SD</th>
<th>p-val</th>
</tr>
</thead>
<tbody>
<tr>
<td>Drive</td>
<td>0.63</td>
<td>0.35</td>
<td>0.55</td>
<td>0.36</td>
<td>0.08</td>
</tr>
<tr>
<td>Walk</td>
<td>0.19</td>
<td>0.26</td>
<td>0.27</td>
<td>0.29</td>
<td>0.03</td>
</tr>
<tr>
<td>Bike</td>
<td>0.03</td>
<td>0.10</td>
<td>0.03</td>
<td>0.08</td>
<td>0.99</td>
</tr>
<tr>
<td>Bus</td>
<td>0.14</td>
<td>0.23</td>
<td>0.14</td>
<td>0.21</td>
<td>0.83</td>
</tr>
<tr>
<td>Train</td>
<td>0.01</td>
<td>0.01</td>
<td>0.01</td>
<td>0.04</td>
<td>0.15</td>
</tr>
</tbody>
</table>

Table 9: Mode split by distance traveled, showing the significant shift from driving to walking

5.4.7 Measured behavior change

Interestingly, our analyses of participants’ travel behavior showed a shift in mode usage. Table 9 shows the mode split by distance traveled for the first and last survey weeks. Most importantly, we observed a significant decrease in driving and a significant increase in walking. In other words, a number of trips were shifted in the direction of lower emissions, higher calories, and lower costs. Regarding the shares of other modes, there was no significant change in the use of bikes and buses, and there was a slight, though not significant, increase in train rides (not visible in the table due to rounding).

In order to gain a better understanding of the potential influences of the feedback provided on the website, we built several linear regression models. The individuals’ distance from the mean, averaged over all four dimensions, were regressed on either the participants’ changes in time, emissions, costs and calories burned between the first and the last survey week or on the log-odds ratio of walking as the dependent variables. Every group described in section 5.4.6 was represented by an explanatory variable. Additional variables were binary variables indicating whether somebody was female and a student, as well as the number of logins to the website by that person. The goal of the regression model was to understand whether the different groups reacted differently to the presentation of the feedback, and which ones were most likely to shift their behavior. Unfortunately, the regression analysis was complicated by the strong correlation between the four feedback dimensions, and even though we had observed a significant shift from driving to walking at the aggregate level, we were not able to find statistically significant covariates explaining what types of people and travelers were
more likely to shift.

5.4.8 Feedback about the website

To evaluate the website, the post-experiment survey contained an additional set of questions regarding the participants’ evaluation of the website. They were asked to login to the website and respond to the following four statements on a 7-point Likert scale about the website.

1. I enjoyed taking a look at my dashboard/statistics/trip history page and getting a summary of my travel (M = 5.37, SD = 1.2)

2. In the future, this web page is something I would consider using. (M = 5.87, SD = 1.01)

3. If I were to set a goal to change my travel behavior (be greener, reduce cost, travel less), I consider this web page helpful. (M = 5.12, SD = 1.28)

4. This web page was easy to use. (M = 5.3, SD = 1.13)

Overall there was positive feedback on the website and the subjects liked the presentation of their trip data. In particular, they reported that they enjoyed seeing their transportation data and enjoyed seeing how they compared with their peers. Users were also asked which webpage they liked the most, and there was a strong preference for the summary and trips page: Summary: 38.46% Breakdown: 15.38% Timeline: 6.84% Trips: 39.32%. On average many of them reported that they would consider using the webpage in the future and felt that it would help setting a goal to change their travel behavior.

5.5 CONCLUSIONS AND FUTURE WORK

This chapter showed the reasoning behind the designs of an automated smartphone travel diary system and the subsequent experiment showed how feedback on one’s travel history can affect one’s awareness of their impact on the environment, and for some segments of the population, intentions to change behavior, and actual behavior change. In addition, we were able to show that an automated travel diary system using smartphones along with a web interface to view trips could successfully collect data from 135 participants and process location data into trips, which was used to both influence behaviors, intentions, and awareness and build a travel behavior model.

The next step is expanding the study from 3 weeks to a longer duration. A number of other variables may have contributed to the measured changes in behavior, such as the participants’ mindfulness of being tracked and taking part in a study, or even a novelty effect of using a new application. The measured change in behavior is a step in the right direction, and the real test of a behavior change system is prolonged and maintained changes in travel mode usage over a much longer study period.

The experiment we ran used two behavior change strategies of feedback and comparison. This was an initial attempt into the concept of using technology to influence users’ transportation behavior, and there exists a large number of other behavior change techniques which have been successfully applied in other fields that could have been experimentally
incorporated in our system. Behavior change techniques which have been recognized and tested include: Information, Goal-Setting, Comparison, Incentives, and Feedback [165]. All of these techniques have been tested in a variety of fields and largely confirmed to have positive effects for behavior change. The next step involves analyzing successful experiments which have used one of these techniques and molding it to our problem of nudging people towards sustainable modes of transportation.
6 Thesis Conclusion

6.1 IDENTIFYING PROBLEMS AND USING TECHNOLOGY TO SOLVE THEM

The work presented in this thesis covers two related but different areas, improving transit information delivered to users, and tracking and influencing people’s travel behaviors. They both follow a similar formula:

1. Identify a pain point in the transportation world (of users of the transportation system and researchers)

2. Propose a solution using smartphone technology and behavior change techniques

3. Build the system and describe the steps on how to do so

4. Evaluate the system to see if it achieved the goal of solving the problem identified in the first place.

The first problem that I identified was that people were not using the public transportation system as effectively as they could. There was a new wave of GPS devices installed on buses, and access to the information was made available to the public, but this information was being used to only inform users when the next bus was coming. There was potential to solve the main goal: get users to their destination in the fastest way possible with the current state (position of buses) of the transportation system, without them having to know any information about the network.

The proposed solution was a new routing algorithm that routed users in a network according to the realtime positions of buses, not based on the schedule, like all other trip planners discussed in the literature up until this point. The routing algorithm was made into part of an iPhone application called BayTripper, which served over 1,000 active users. The routing algorithm also proved not just an innovative algorithm, but it also saved time as well. Studies showed that the value of real-time data in the trip routing application was immense: it gave users more accurate predictions of their expected travel times, and suggested faster alternative routes to use. Another contribution was made by solving this problem in a real-world network, and showing how the algorithm could scale to other larger networks as proved by a large scale test of 10,000 simulated trips in 77 different real world networks, including large systems as Washington D.C., New York City, and Los Angeles.

The second problem I identified focused solving a problem for both users and researchers. Getting people to “be green” has been a ongoing goal of both researchers and people with eco-friendly ideals. Changing behavior is a long and complex process, and before starting to influence behavior, researchers needed to understand how users currently behave. Thus, there was a sub-problem identified. Researchers needed a more efficient way to collect data on how people travel, and the current state of the art (using either pen and paper surveys or GPS loggers to collect travel behavior data) was both expensive and not scalable to long-term studies.

The proposed solution to this sub-problem was the creation of an automated travel diary system which used smartphones as the tool to collect data. While smartphones were an
obvious solution to the traveler data collection problem due to their widespread use and ease of distributing applications, there were a number of problems to overcome, which previously had not been discussed in the travel diary literature: collecting location data with the constraints of a limited battery life, processing data into trips with sparse, and often inaccurate data, and high variations in data accuracy and collection with different models of phones, geographic locations, and user behaviors. These were all discovered and solved with a large scale evaluation across 20 states and 125+ users. A smaller scale evaluation proved that it was possible to accurately generate trips from smartphone data. This contribution allows future researchers to easily collect data from large sets of users, and over long periods of time, using smartphones. The collected data can be used for a variety of purposes, such as building models, or influencing behavior, the main problem I aimed to solve.

Once this data collection sub-problem was solved, I took a crack at the larger behavior change problem. Using the smartphone based travel diary system built, I proposed a feedback system in which users received personalized feedback about how they traveled. The design of the website and survey questions were informed by prior research in psychology and related behavior change studies in health and fitness, and eco-feedback. The designed webpage allowed users to view their data over time and along with various peer groups, average Americans, average residents of the San Francisco Bay Area, and their peers taking part in my experiment.

The system was shown to be effective: users increased their awareness about the way travel and their impact on the environment, a subset of the group, primary drivers, showed their intention to drive less and walk more, and the data showed that they actually changed their behavior for a short period, Although there is a lot more work that needs to go into showing a sustained, long-term behavior change. A short term success is a step in the right direction, but there are a number of proposed solutions to take my research further.

6.1.1 SUGGESTIONS FOR FURTHER RESEARCH

The baseline technology for conducting traveler behavior experiments has been built, but there are some algorithmic improvements that need to be made before running large scale behavior change experiments. The experiment in Section 5 was a successful experiment and test of the automated travel diary system, but the participants were still asked to view and correct their trips daily. While only 13.5% of trips were corrected, having users check their trips instead of just their feedback pages is not ideal. The most promising research area is combining small amounts of user input about their trips to boost the accuracy of the trip determination system. As shown in section 4, user inputs were able to boost the accuracy of the route and travel mode metrics significantly. The development of an interface as well as algorithms that fuse user feedback with the trip determination algorithms is the most promising technique to improve upon the system.

While there are areas in algorithm development and technology that can be addressed, there are also many potential experiments that can be run. There exists a broad spectrum of techniques to influence traveler behavior: Information, Goal-Setting, Comparison, Incentives, Feedback, and Prompts. These techniques can be used in different ways and different applications. In the first half of my research I focused on improving Information to transit riders. For this group, information as well as feedback about their travel along different
routes is a potential research area. A technique that I am most excited about is prompts. Prompts are timely messages of either information or feedback which influences a person at the time of decision. For example, a person walking out the door to work typically does not consider his mode of transportation, but if prompted about alternatives at the moment he leaves the door, may be persuaded to changes depending on transportation conditions. This technology is already made possible by my prior work, and a system designed to deliver prompts would be an interesting step. However, it has been studied that prompts work best on those people who are motivated to change and have the ability to change. There are other groups of people who lack the motivation or ability to change. For these groups, I propose attempting to use incentives along with different methods of feedback and information to understand what it may take for a person to change travel mode, and change behavior. Understanding a person’s decision making process and utility of various modes is critical to changing behavior.

With a strong technology infrastructure that I have built, it is possible to conduct these further experiments for long-term studies. The work presented in this thesis has only laid the groundwork to learning more about travel behavior - the innovative experiments are still to come.

References


TriMet, developer.trimet.org.


87


88


