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Public education is on the brink of a potential crisis attempting to significantly increase student enrollment while maintaining quality of education. Online courses have been proposed and debated among members of the UC regents, numerous college administrators, faculty, and students. On one hand, online education can reduce overhead while enrolling more students. Directly translating the classroom lectures and materials to an online environment does not necessarily produce equivalent student performance and satisfaction from the course compared to an in-class environment. Since there is no universal standard for online education, erratic and inconsistent results have been achieved in terms of student performance and costs to students as well as administration. A hybrid scalable teaching and learning methodology is required by both educators and students to achieve the greatest advantages of using today’s technology and to apply it toward improving student performance and participation.

This dissertation presents a methodology and system to provide a more individualized and responsive learning environment for students in large hybrid and online university courses while keeping overall costs and time commitment down as well as improve overall student
performance. The Active Learning Personal Advisor, the implemented learning design tool of this research, is developed based on multi-disciplinary metrics and studies from the fields of Psychology, Education, and Engineering. A primary limiting resource for both students and instructors is time. By automating some basic key interactions that may occur between students and instructors, hours of each individual’s time can be saved, maximizing the quality of the available in-person interactions to occur during a course while allowing for a more scalable sized classroom environment.
INTRODUCTION

Public education is on the brink of a crisis. The University of California has increased admissions from 50,291 in Fall 2003 to 82,850 for Fall 2013 [1] [2]. Student-faculty ratios and number of credit hours per faculty member have increased 10% in the last several years alone amidst UC budget cuts [3]. These increases present a problem for running large classes. Typical classroom environments do not scale well as the student to instructor ratio increases. Furthermore, directly translating the classroom lectures and materials to an online environment in order to support even more students does not necessarily produce equivalent student performance and satisfaction from the course compared to a smaller in-class environment.

Since there is no standard set in place for online education, student performance and costs associated with various offerings are inconsistent. Many Massive Open Online Courses (MOOCs) are still teaching in a scaled up version of the typical in-class methodology. The primary focus of many online course sites is to provide content, such as courses offered by Coursera [4], Udacity [5], and other MOOCs. Lecture and course content, along with plenty of practice material is available but only fully utilized by self-motivated students. According to a national survey conducted across 560 colleges and universities, approximately 1 out of 5 incoming and first year undergraduate students do not know how to properly study or prepare for college level courses by themselves [6]. Providing more content with no guidance does not maximally aid students. This methodology of producing more and more content in its present state does not work well for larger courses. Translating this method into an online environment makes the situation even worse since there is even less in-person interaction allocated per student. For example, San Jose State University offered a course for approximately 100,000
students in collaboration with Udacity in 2013 [7]. Unfortunately, many students did not receive the help they needed, and many students failed or did not complete the course.

In a small preliminary experiment conducted in conjunction with the School of Education at UCI in [8] shows that although the top 1/3 of students tends to still do well with an in-class methodology taught in an online environment, the other 2/3’s of students do not perform as well when exposed to the same situation; in fact, the bottom 1/3 of students did much worse relative to the top 1/3 of students. Different students respond to and perform differently when exposed to different teaching and learning styles [9] [10] [11]. Using information from this research and combining it with other research theories and methodologies, a specialized design learning tool can be developed to facilitate and automate the changes required to allow instructors to manage massive online courses significantly better than current available options [12].

A hybrid scalable teaching and learning methodology is required by both educators and students to achieve the greatest advantages of using today’s technology and to apply it toward improving student performance and participation [13]. Any process or portion of this methodology that can be automated will save meaningful amounts of time for both students and instructors, allowing for higher level of critical thinking and applications to occur with the time now made available.
Chapter 1: The Inevitability of Larger Classrooms

The traditional in-class methodology was developed for small classrooms of 15-20 students. Low student to teacher ratios, typically under 20 students per teacher, have been preferred and recommended to maximize student achievement, engagement, and retention from research starting in the 1970’s [14] [15] [16]. Actual classroom sizes for K-12 vary depending on a variety of factors [17]. Today, some undergraduate Engineering courses consist of more than ten times that many students: some who are interested, some who just want a passing grade, and others who are not yet ready for college and do not properly prepare to study material. In fact, according to a national survey consisting of 560 colleges and universities in 2016, 20% of first-year college students had difficulty learning and getting help with coursework [6] [18]. As classroom sizes increase and varying levels of experiences of students come into play, this situation will only exacerbate existing problems and deficiencies utilizing current teaching methodologies and tools. The amount of time instructors and TAs have allocated to grade student work and guide students studies is limited and typically fixed per course offering.

On top of all of this, the UC Regents and college administration are moving toward massive online courses in order to increase income and minimize overhead costs in facilities. The UC President, Janet Napolitano is stressing for boosting undergraduate college student enrollment across all UC’s by 10,000 by 2018 [19]. In order to increase income, the number of instructors hired by this time is not equivalent to maintain the instructor-to-student ratio, necessitating some kind of intervention method if quality of education is to remain the same or improve. The typical implementations of many of these online courses effectively make the courses the equivalent of online textbooks available at a library. Students are expected to study
and understand explicit and tacit material by independently studying online content, working on homework, and finally take tests.

Recently, San Jose State University suspended its online education project with Udacity due to more than half of the students enrolled failing their final exams [7]. A possible erroneous assumption here by course developers was that students would be self-motivated and self-driven to do further research on their own when concepts were not clear. Perhaps an even bigger assumption was that developers assumed that most or all students would know what to search for when concepts didn’t make sense; this is clearly not the case for a large number of students, as shown by the National Survey of Student Engagement for 2016 [6]. Even though online teaching and distance learning have been around for years, colleges and large companies are still having problems today with the most important metric: maintaining student performance with increased enrollment. In order to achieve this goal, current methodologies must be revised, and new tools or systems be developed to help support both educators and students.

A large percentage of difficulty of maintaining student performance can stem mainly from 2 sources:

1. Replicating a typical in-class methodology and applying it to an online or hybrid environment without making the necessary changes to ensure students stay on track throughout the course.
2. Not enforcing or verifying that students are actually following the outlined methodology for successfully completing the course.

The typical in-class methodology in its present state does not work well for larger courses. Translating this method into an online environment makes the situation even worse. Preliminary analysis [8] shows that the top 1/3 of students tends to still do well with an in-class methodology taught in an online environment, while the other 2/3’s of students do not perform as well when
exposed to the same situation; in fact, the bottom 1/3 of students did noticeably worse relative to
the top 1/3 of students.

The group as a whole can benefit from changes in the teaching methodology. Students are
also not following the ideal methodology, based on the survey results gathered from the
preliminary analysis. With that in mind, some additional checks and verifications are needed in a
methodology to ensure students stay on track. The design tool presented in this dissertation aims
to address the following perspectives:

1. Student perspective: how to get the most out of their classroom experience with
minimal investment in time.
2. Instructor/Institutional perspective: how to give the most quality of education per
student using the limited (and shrinking) amount of time available.

In order to analyze these factors, current conventional methodologies are reviewed in
order to develop a scalable method that addresses the above concerns. The design tool is
developed to aid in implementation of the new methodology, saving time for both students
and instructors alike. As motivational perspective to show the potential overall savings of
automating minor interactions, take the case of a typical interaction between a student and
instructor.

When a student gets stuck on a homework assignment or concept in the book or video,
they may not look for the answer or know where to look [6]. In a typical case, the student
may send an email to the TA or instructor for guidance. Usually the answers and
recommendations are quite simple, but the wait time for a response can be anywhere in the
span of hours up to a day, as observed in the Digital Design courses covered in this
dissertation. Alternatively, if the student decides to wait until office hours, it still takes
several minutes of interaction, pulling up the homework, book chapter, or online video
slides in order to assess the situation. Assume that this interaction takes approximately 5
minutes to recommend a chapter section, example, or follow-up video/slide for the student
to review. If 100 students had similar questions, 500 minutes of office hours or email
support would have been spent answering just these simple questions. Even at just one
question a week for each of these students, 5000 minutes would be spent in a 10 week
course just giving recommendations for homework and example help. For larger sized
classes, the situation gets exacerbated and eventually unmanageable.

An automated tool that can provide similar recommendations would free up all that
time and allow for more meaningful discussions. Also, students would save hours
individually in terms of getting stuck, waiting for responses, and then spending time to get
back to where they were later when they got stuck. This is potentially even more beneficial
for students who do not typically ask questions when they get stuck, hoping that attending
lecture or discussion will answer their questions. The automated tool can pre-emptively
suggest additional reading and viewing material, allowing the student to continue their
studies without a long wait interval.

These lower level interactions are usually simple but are still needed because students
may be stuck until their questions are answered much of the time. Reducing the turn-
around time for these types of questions and automating the process can potentially save
many hours of time for both students and instructors. These types of interactions, as well
as other important situations where automated intervention is possible, are reviewed by
considering current methodologies and practices. From there, a new hybrid methodology
can be developed that more optimally utilizes a tool designed around automating some existing interactions.

Revising homework questions will take some initial overhead and implementation time. However, once homework questions are revised in a way that supports automated grading, that time spent by educators grading is now available to help students with more difficult concepts. In additional to automatically grading homework, pre-emptive recommendations can be generated as part of student feedback and comments versus waiting for students to ask questions regarding questions they missed, which students have reported to be helpful in the Digital Design courses offered in the past, as mentioned in part of the surveys available in the Appendix.

In-person office hours can also be improved through automated student assessment summaries, which highlight student strengths, weaknesses, and recommendations for further studying. With the amount of information available through homework, self-check quizzes, and individual exam questions, an automated system can provide insight into individual student performance that can be presented to the instructor and TAs when meeting with a student. These features can aid in saving time by narrowing down the areas discussed to figure out with what the student needs help.
Chapter 2: Current Conventional Methodologies

In general, current conventional methods focus on intervention and education models for small groups of students or on disseminating content efficiently to a large group of students. There is a disconnect between distribution and effectiveness, leading to scalability issues when attempting to utilize techniques that work in a small classroom environment for a much larger audience. On one hand, providing individualized support for students in a small class is very effective but is impractical for a larger class, even with just 100 students simply due to time constraints. On the other hand, providing all the content, lecture materials, and references students may need during a course for all the students is not ideal either since students may not know how to best cover all the material in a fixed amount of time, and therefore must wait for potentially long periods of time before getting in-class or online help from instructors.

Present In-Class Methodology

The present in-class methodology was developed many years ago when classes consisted of 15-20 students. The instructor was able to keep in touch with students and address individual weaknesses and strengths through tailoring discussions and answers to fit each student. Incoming college students are more diverse today and have different motivations for taking courses, ranging from actually being interested to just wanting a passing grade for a required course [8].

In this section, we review a typical in-class methodology (Figure 1) and how students actually apply it in reality in more detail. From [8], we see a typical methodology that involves:

1. 1-2 hours of lecture with general questions covering basic concepts,
2. 1-2 hours of homework
3. 1 hour of discussion where homework and more detailed questions covering some lecture concepts are asked
These 3 basic steps are repeated each class session. This has a slow turn-around time for students who get stuck on some prerequisites and new concepts. In and of itself, this slow turn-around time is not detrimental in a small classroom. However, with 150+ students, the instructor cannot make the best use of lecture and discussion periods. Students who fall behind cannot catch up. With a massive online class, this methodology would create a dire situation for typical students.

To exacerbate the slow learning situation, survey results gathered from [8] indicate that students in the Digital Logic Engineering Course were not spending the expected amount of time outside of class studying and also don’t start on homework as early as they should have.

The majority of students from the Digital Logic course were following an even slower methodology (Figure 2) involving just attending either lecture or discussion and waiting until the last minute to start and complete their homework. This study pattern was observed and confirmed by student behavior during lecture and discussion sections.
There were very few, if any, questions asked during lecture. Most of the simpler conceptual questions were asked during discussion. Students didn’t start and complete homework until close to the due date. In many cases, students are unsure on what questions to ask, what materials to study, and in what order. Questions regarding harder concepts that were expected to be asked during discussion were now asked after homework was turned in at the next lecture or discussion section, if at all.

Usually, these harder conceptual questions were asked 1-2 or more lectures and discussions late. This was also confirmed by noticing that the timestamps for many electronic homework submissions, which were turned in on the last possible day even though the homework was available for at least a week in advance. This student methodology of learning perpetually made a majority of the students fall further and further behind in class as course progresses.
A fundamental change to the typical in-class methodology is required since classes are getting bigger and students’ prior knowledge is more diversified and usually not adequate. Additional checks and verifications also have to be added to ensure that students stay on track during the course.

**Present Online Based Methodology**

The typical present online methodology expands upon the in-class methodology. Since the in-class methodology doesn’t scale well, this is exacerbated with online courses which normally tend to have much higher enrollment. There is also a lack of individualized support for many online courses offered by colleges.

![Figure 3: A Typical Online Methodology Work Flow.](image)

An online methodology (Figure 3) is advantageous in minimizing the course overhead and can help only highly self-motivated students. Very few individuals can learn by themselves by reading textbooks or watching videos and taking exams. The basic on-line methodology lacks the individual support needed for the majority of students to be successful, as will be discussed.
in the Results section. For students who are not motivated or do not have adequate background knowledge, the use of concept modules, example modules, and online tools is less frequent, which reduces the effectiveness of these modules. A more individualized approach is needed.

**Concept and Example Modules**

Lecture and discussion sections typically last 1-2 or more hours and cover several concepts each session. As shown in [20], it can be difficult for students to maintain attention for more than 10-15 minute time spans at once, and in some cases even less; it is also dependent upon the teaching style of the instructor to maintain that attention several times during the lecture or discussion. By breaking down lectures into individual concepts, it is easier to keep students engaged and the overhead of keeping their attention is reduced since key recapturing techniques such as demonstrating concepts on a more concrete level, asking questions, and summarizing the concepts [20] are built into each 15-20 minute module. A flowchart of a concept module is shown in Figure 6 in the Front-End Interface Overview section.

The added convenience of being able to refer to a specific example or concept is also preferred by students [8]. The ability to more rapidly use and refer to these individual modules aids students in completing homework and having questions answered in a quicker fashion motivates students more than the typical in-class methodology they usually follow.

Depending on the current course layout, the overhead time involved converting 1-2 hour lecture modules into finalized concept modules can take up to 5-10 hours per lecture, as was the case with the Digital Logic Engineering Course we examined in [8]. The slides, the flow, the examples have to be redone.
The benefit is that the concept modules do not have to be updated all the time and can usually be kept between different offerings of the course. Whether there are 150 students, like the groups compared in the Digital Logic Engineering Course, or thousands of students, there is no additional overhead for normal lecture sessions in terms of requiring larger lecture halls. Being able to address individual student concerns are covered in the following sections.

**Online Tools**

If the concept and example modules are not enough to answer student questions, additional help is available through online tools such as message boards and email lists. Message boards and email lists have the potential to accrue minimal overhead and time commitment if students actively participate and help each other. Instructor and teaching assistant presence is still required; and their time involvement depends on the course structure, format, and difficulty of homework problems. A flowchart of the Online Tools usage from a student’s perspective is shown in Figure 7 in the Front-End Interface Overview section.

**Previous Works**

The traditional in-class methodology was developed for small classrooms of 15-20 students [15]. Today, some undergraduate Engineering courses consist of more than ten times as many students: some who are interested, some who just want a passing grade, and others who are not ready for college and do not know how to properly prepare or study material. Extending the present typical methodology to such diverse experience levels does not work.
The typical present online methodology expands upon the in-class methodology. Since the in-class methodology doesn’t scale well, this is exacerbated with online courses which normally tend to have much higher enrollment. There is also a lack of individualized support for many online courses offered by colleges.

Some current examples of online tools used for education include Udacity [5] and Coursera [4]. Both are very popular but also have their limitations. Udacity only offers certain courses and is completely self-driven with no start and finish dates. In cases where Udacity partners with a school, such as SJSU [7], the results were less than optimal with more than half the students failing the final exam. Udacity’s proposal to support more students with more success was primarily to add additional teaching assistants. Although this has an opportunity to work, it is costly and not practical for university consideration in the long term due to already stretched budgets. Instead, restructuring the existing methodology has more potential to create scalable and affordable instruction while maximizing success.

Coursera has a structured course flow, but it regularly follows the traditional in-class methodology of learning, which doesn’t work for most types of students. It also does not have any recommendation or customized follow up features, leaving many of the courses self-guided and not providing additional help or only minimal universal help when students get stuck.

MOOC’s in general do not customize or adapt readily for the varying types and skills of students. Overall, the primary focus has been providing content, essentially creating a massive online library. Interactive tools and self-check quizzes exist, but there is no follow-up, much less personalized follow-up.

As we have seen from previous research, the success and satisfaction from taking such courses are completely based on student self-motivation and their own perception of themselves
So, if a student does not have high confidence in their understanding of the current concept and does not receive any guidance, they will not likely be self-motivated to continue. If recommendation and support were more readily available, such as an automated recommendation at the end of a self-check quiz that dynamically adjusts its recommendations based on the current student’s performance, the student may be more inclined to follow up with the resources presented, figure out what they did wrong, and in turn increase their own self-motivation and self-perception of their abilities.

**Motivation for Improving Current Methods**

Offering online courses can address the increasing number of students despite the shortage of large lecture halls, while generating some financial savings. However, faculty and students fear they will miss the face-to-face student-lecturer interaction in and out of the classroom. This is typically the case when schools increase enrollment since faculty-to-student ratio is not maintained. Of course, with some traditional in-class courses, having hundreds of students with varying backgrounds and motivation, the student-lecturer interaction has already been severely diminished from smaller classroom sizes, which are no longer feasible due to the shrinking educational budget. Since there is no standard in online education, it has produced erratic results in terms of student performance and costs to students as well as administration.

However, online tools, if managed and prepared for properly, have the opportunity to provide the highly regarded individualized learning experience of the small classroom with the lower costs of large lecture halls while decreasing overall overhead costs. In fact, the tools used for online courses can be utilized to improve the existing traditional classroom dynamic [22]
Students are trained from high school to prepare for testing by memorizing as many facts and examples as possible in order to answer each question. On the other hand, college professors tend to follow a top-down approach in teaching where they cover concepts, some math or algorithms, and methods or processes of finding proper solutions.

Technology has made vast amounts of information available for students. Unfortunately, it may have also inadvertently made too much information available; this makes it hard for students to know which resources should take precedent or sometimes even for what to search [6]. When used effectively, having access to large amounts of information through technology helps create a more engaged campus with higher retention and graduation rates [24]. However, as noted in Chapter 1, one out of five incoming college students do not know how to properly prepare or study for their courses [6] [18].

These processes, especially in Engineering, must be understood and not just memorized because they have many steps involved: specification, analysis, design and synthesis, optimization, verification, implementation, and testing. In a small college classroom of 20-30 students, lecturers can help students who fall behind individually by expending their out-of-class time. In a larger class of 150 students or more, the small classroom teaching style doesn’t work as well since the time commitment for both the lecturer and students are dramatically increased for the same duration of time. The next generation of online tools to further education should focus on facilitating an individualized experience allowing the best use of available time for users and instructors.

The tools and methodology presented in this dissertation aid in providing the small classroom experience in a much larger setting while keeping overall costs and time commitment down. Such tools and methodology can be applied to any learning environment, not just online,
to better prepare students for learning concepts and solving problems. It must cover (a) lectures, (b) sample problems with solutions, (c) questions and answers, (d) homework, and (e) tests. This is covered in more detail in [8].

The tools built to provide automated support follow a hybrid methodology, reviewed in the following chapter, which focuses on utilizing the successful aspects of both in-class and online-based methodologies in hopes of facilitating a “small-class feel” in a large classroom environment. The primary automated recommendations are through recommendations from self-check quiz follow-up recommendations and homework feedback comments. Students in the Digital Design course have found comments helpful, even when graders are limited on time and typically only able to provide generic comments. An automated system can recommend more specific chapters, videos, or other available resources that may relate to the student’s work. These automated recommendations save time for both students and educators.

In addition to help students save time, the automated system can generate reports per student regarding their performance in the course to allow an instructor or TA to quickly review a student’s strengths and weaknesses. These reports will allow an educator to quickly assess a student’s needs and help the educate guide the student appropriately without requiring a lengthy discussion beforehand that is typically required to assess a student’s current performance.
Chapter 3: Active Learning Personal Advisor Methodology Overview

Different students respond to and perform differently when exposed to different teaching and learning styles. Using information from this research and combining it with other research theories and methodologies mentioned in previous chapters, a specialized active learning tool has been developed to facilitate and automate the changes required to allow instructors to manage massive online courses significantly better than current available options.

The primary advantage of small in-class methodologies is the ability to offer personalized advice for each student. The main advantages of large online-based methodologies are throughput and content availability. However, in-class methods do not scale well to large classroom environments since the time allotment for in-person interaction does not increase linearly with classroom sizes. For online-based methods, individualized help is difficult because of large instructor to student ratios; furthermore, although there is usually plenty of content available, it can be overwhelming for students since there is little to no individualized guidance. A hybrid methodology combining the best practices of both methods can potentially address the shortcomings of both methods.

Hybrid Methodology

Small in-class based education does not work for large classes because of the diversity of students’ knowledge, skills and motivation. Online learning alone does not work either since students are left alone to learn by themselves, which is similar to going to library, reading textbooks, and taking tests; this does not work for the majority of students. There is no teacher-student interaction except online message boards.
This design tool is based on a hybrid methodology (Figure 4) for the university environment that allows increased enrollment of several hundred students per course with only a small relative increase in overhead cost that also shows improved student performance levels over in-class and online. We are adding modules that are available to students who need extra help in the form of additional problem solving exercises, online tools, and discussion and tutoring groups. Lastly, homework feedback and follow-up emails are sent to students on a periodic basis through topic reviews to help reinforce what they have been learning.

Although online learning may provide some results, students currently still prefer an in-class learning environment [22] [9]; this is due mainly to online courses simply transferring existing lectures and discussions to an online environment and creating a poor perceived learning experience for students.

Figure 4: The Hybrid Methodology Work Flow.

There are many possible methodologies for both teaching and learning. In this section, we outline our proposed methodology to create an enhanced university style learning experience
through hybrid instruction. Lectures and discussions are broken down into concept and example modules, respectively. Homework remains the same in this revision of the methodology.

The overall process flips the classroom [10] and has students use online concept and example modules to learn basic concepts while lectures and discussions are reserved for providing problem solving practice & clarification of those concepts while focusing on problem solving process.

In the hybrid model, lectures and discussions are replaced by Concept modules and Example modules. There are also modules that are available to students who need extra help in the form of additional problem solving exercises, online tools, and discussion and tutoring groups. Homework feedback and follow-up emails are sent to students on a periodic basis through topic reviews to help reinforce what they have been learning.

Having multiple guided materials for students to use allows multiple ways to assess a student’s performance level, similar to strategies suggested in [25], can be used by the design tool to further guide students to the appropriate relevant materials when available. These modules will follow intelligent algorithms to make suitable teacher-student interaction possible even in very large scale classes and potentially automate much of the interaction.

**Concept and Example Modules**

Lecture and discussion sections typically last 1-2 or more hours and cover several concepts each session. As shown in [20], it can be difficult for students to maintain attention for more than 10-15 minute time spans at once, and in some cases even less; it is also dependent upon the teaching style of the instructor to maintain that attention several times during the lecture or discussion.
Concept and example modules can be more beneficial than typical lecture and discussion sections since they cover one concept at a time, can be viewed multiple times, and can be viewed at any time.

More importantly, self-check quiz questions may be available along with each concept and example module, which will allow students to actively learn and check their own understanding of the material. This is typically preferred over and more effective than simply re-reading notes or a chapter section, or re-watching a video module, just to study the material again without first checking their comprehension level of the material [25].

These modules can also stay the same between different offerings of the course, providing the added benefit of less overhead for instructors. Whether there are 150 students, like the groups compared in the Digital Logic Engineering Course, or thousands of students, there is no additional overhead for normal lecture sessions in terms of requiring larger lecture halls.

**Group Discussion and Tutoring**

If the concept and example modules are not enough to answer student questions, additional help is available. Depending on the course, additional problem solving modules can be added in the form of additional online videos, posted sample problems and solutions, or using online tools like message boards, email lists, and online conferencing to provide extra help for students. Discussion can be done in the traditional in-class method and focus on different basic or harder topics and concepts, depending on the need of the participating students. These group discussions can be limited to 15-20 students and custom tailored for each group of students to specialized discussions (problem solving, concept explanation, prerequisite knowledge, large
topic scopes, etc.). Utilizing online tools like the message boards or email lists, students can sign up for specialized group discussion sections to match their current needs for help. Discussions can be held on campus, off campus, or even online through conferencing software.

If office hours are not practical because of a very high instructor/teaching assistant to student ratio or limited college budget, in-person or online tutoring can still be provided either by the university or a third party source. Adding tutoring for students who are having difficulty with the course helps individualize the experience and keeps students on track with the rest of the class, allowing discussion of harder concepts in lecture, discussion, or online possible.

**Topic Review**

Each set of modules and homework is considered a topic milestone. At the end of each topic, the instructor or teaching assistant contacts each student to review their current progress. This typically involves feedback for their homework solutions, guides them in the correct direction for what materials to review or revisit, and makes sure they are still on track with the course.

The previously discussed modules all help students learn concepts and complete homework quicker than they would compared to a typical in-class methodology. Based on our experiments in [8] and the student feedback received, the majority of students did not keep up with course material and did not ask advanced questions when simulating an online course that used a typical in-class methodology.

The biggest factor seemed to be lack of self-motivation from students. To help reinforce their learning experience and keep them motivated to keep up with the course, we use the concept of the “Hawthorne effect,” in which subjects were more productive when they had a manager watching them work [23]. It would not be practical to physically observe individual
students did their work, like in Roethlisberger’s original findings of worker management at Hawthorne Works in the 1930’s [26], especially in a large distance learning course. Instead, 5-10 minutes is spent following up with students after each homework module, either via email or through comments listed next to student scores after grading. This type of milestone review can guide students and provide feedback on their current weaknesses and strengths.

Comments are more detailed than typical homework grading: students are given some direction on the concept they missed and suggested to watch certain videos or complete different practice problems if they had difficulty with certain ideas. The time available to spend on this module is dependent upon the availability of the instructor and ability to hire additional assistants to cover the class size.

**Design Tool Metrics**

To address the metrics measuring student progress based on the varying skill levels of individual students, each module of the design tool will be developed toward fulfilling each of the metrics for each level of students by analyzing how each module fulfills each groups’ higher and lower order needs. These needs are adapted from Maslow’s Hierarchy of Needs Theory (Figure 5), which identifies a pyramid of needs [27] [28].
Lower-order Needs

Physiological and Safety needs are lower-order basic needs. For a general situation, this typically refers to having housing, food, clothes, and basic necessities [27]. For students, this includes having convenient access to course content and related resources. Having access to content for the course, knowing expectations, and having simple questions answered are fundamental for any course. Furthermore, students need to be able to know their current grade standing throughout the offering of the course to help themselves assess whether or not their current strategies are producing the desired results. Inconsistent release of material and grades affect their basic needs and limit their motivation, performance, and satisfaction with the course. When these basic methods of communication of information is not readily available for students, such as situations where the class size is so large that grading takes longer than normative times, students become more anxious. This can lead to a negative self-perception and lower motivation. A negative self-perception of their own abilities will lead to subpar performance [21].
The automated advisor system focuses on these lower-order needs by providing ease of distributing and managing of course content for developers and present material to students in a timely and organized manner all available on a single course web site. More importantly, immediate feedback is available through self-check quizzes, which provide follow up recommendations based on students’ performances. Current and previous works do not provide detailed recommendations based on individual students, if at all.

These needs are important for all levels of students, but are especially important for the beginner and intermediate students. By making sure these needs are met, student motivation and satisfaction can be maintained and even increased, allowing the rest of the design tool modules to improve student performance. Students in the digital design courses reviewed here respond positively to feedback on their activities, such as homework, as shown in the Appendix. However, as class sizes continue to grow, manual detailed feedback may not be practical. An automated system can provide the same basic feedback as a grader or TA in a fraction of the time, saving time for both educators as well as students.

Higher-order Needs

Social and Esteem needs are higher-order needs. In a general setting, people desire social interaction and affirmation from their peers and mentors [27]. Positive affirmation can help motivate people to continue doing the work they are doing, or even expanding on their current work striving to be better. Students also need interaction, a feeling of inclusion, group work, and constructive feedback. In terms of esteem, students need to build and maintain confidence and
feel senses of achievement throughout the course, as well as get recognition when they perform well.

The automated education system provides an interface for developers to set goals and keep track of student achievements through generated reports. The tool will also provide an area for students to interact with each other. Feedback can be given to individual students on an automated basis to minimize the amount of time developers have to invest in the tool and course to keep these needs satisfied. Feedback from mentors is highly desired but also often hard to accomplish due to time restrictions. Many educators typically are over burdened with catering to lower-order needs, which leaves little to no time for higher-order needs. By automating many lower-order needs tasks, instructors have more free time to allocate to meeting with students and providing feedback. The automated education system helps facilitate meetings with students through student performance profiles, which help educators assess individual student’s performance more quickly than manually looking up student grades for individual questions or requiring lengthy conversations each meeting to recall where the student’s strengths and weaknesses are since there can be many students of whom individual instructors and TAs to keep track. Automated reports can help save significant amounts of time during a course offering.

The highest level of need, self-actualization, mainly affects advanced students. Students want to fully utilize their skills and abilities with challenging problems and grow as engineers. Optional modules and additional advanced material can be customized by developers in the design tool to facilitate this need for students who need more challenge. Satisfying this level of need is typically accomplished from in-person interaction. Freeing up available time from satisfying simpler needs first allows the user to utilize more time focused on higher level interactions in person. For the time being, this level of need is not addressed directly by the
automated education system. Instead, the system frees up time for the instructor to pursue this area manually by automating other tasks to make this area manageable.

**Methodology Comparisons**

From [8], we can review some preliminary results comparing in-class, online, and hybrid approaches for the Digital Logic Engineering course (Table 1). Group A, consisting of 125 students, was used as the control group and was taught with an in-class methodology throughout the course. Group B, consisting of 142 students, was taught using an in-class methodology for Exam 1, an online methodology for Exam 2, and a hybrid methodology as presented in this paper for Exam 3.

<table>
<thead>
<tr>
<th>Exam 1: Group A</th>
<th>Group B</th>
<th>Difference</th>
<th>Improvement</th>
</tr>
</thead>
<tbody>
<tr>
<td>All Students:</td>
<td>81.31%</td>
<td>75.07%</td>
<td>-6.24%</td>
</tr>
<tr>
<td>Top 1/3:</td>
<td>90.24%</td>
<td>85.76%</td>
<td>-4.47%</td>
</tr>
<tr>
<td>Middle 1/3:</td>
<td>80.63%</td>
<td>74.58%</td>
<td>-6.05%</td>
</tr>
<tr>
<td>Bottom 1/3:</td>
<td>72.85%</td>
<td>64.86%</td>
<td>-7.98%</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Exam 2:</th>
<th>Group A</th>
<th>Group B</th>
<th>Difference</th>
<th>Improvement</th>
</tr>
</thead>
<tbody>
<tr>
<td>All Students:</td>
<td>65.28%</td>
<td>60.42%</td>
<td>-4.86%</td>
<td>1.37%</td>
</tr>
<tr>
<td>Top 1/3:</td>
<td>79.37%</td>
<td>79.44%</td>
<td>0.08%</td>
<td>4.55%</td>
</tr>
<tr>
<td>Middle 1/3:</td>
<td>64.92%</td>
<td>60.14%</td>
<td>-4.78%</td>
<td>1.27%</td>
</tr>
<tr>
<td>Bottom 1/3:</td>
<td>51.22%</td>
<td>41.67%</td>
<td>-9.55%</td>
<td>-1.57%</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Exam 3:</th>
<th>Group A</th>
<th>Group B</th>
<th>Difference</th>
<th>Improvement</th>
</tr>
</thead>
<tbody>
<tr>
<td>All Students:</td>
<td>53.52%</td>
<td>54.72%</td>
<td>1.20%</td>
<td>7.44%</td>
</tr>
<tr>
<td>Top 1/3:</td>
<td>70.77%</td>
<td>72.53%</td>
<td>1.76%</td>
<td>6.24%</td>
</tr>
<tr>
<td>Middle 1/3:</td>
<td>54.23%</td>
<td>55.31%</td>
<td>1.09%</td>
<td>7.14%</td>
</tr>
<tr>
<td>Bottom 1/3:</td>
<td>35.12%</td>
<td>36.32%</td>
<td>1.20%</td>
<td>9.18%</td>
</tr>
</tbody>
</table>
The top 1/3 of students actually perform better online than in-class, which is expected since they are allowed to proceed at their own pace and can cover more material than a typical in-class session; however, the bottom 2/3 of students do not perform as well. These students typically procrastinated in watching videos and doing homework, as evident from survey feedback and timestamps on their electronic homework submissions.

In the hybrid methodology, students benefit as a whole and by various performance levels. The top 1/3 still benefit more than in-class and online methods. The middle and bottom 1/3 benefit much more. The main difference between the hybrid methodology vs. in-class and online methodologies contributing to this performance difference are the modules described previously encouraging students to stay on track and provide the additional help needed that is lacking in current in-class and online methodologies.

The in-class methodology is not successful in keeping students on track, lowering performance of the various groups from about 20-40% by the end of the course. There is some performance decrease expected since the topics get more complex while design and homework problems become more involved as the course proceeds; however, 20-40% is quite a lot. Overall, using in-class, online, and finally hybrid, we see that performance only decreases by 15-30% by the end of the course. We expect this number to be less if the entire course is taught in a hybrid method.

As preliminary testing (Table 2), we compare Group A from [8] with Group C, consisting of 46 students, from a Summer 2013 Digital Logic Engineering Course, which received hybrid instruction exclusively for the entire duration of the course utilizing the hybrid methodology reviewed earlier.
By sticking to the hybrid methodology, students are on track from the beginning, as seen by the much smaller difference between the highest and lowest performing groups. Since Group C is caught up at the beginning, their performance remains relatively higher than Group A throughout the course. Improvements are seen across the board in all exams and groups comparing the hybrid solution to the in-class methodology.

Table 2: Group A vs. Group C Performance.

<table>
<thead>
<tr>
<th>Exam 1:</th>
<th>Group A</th>
<th>Group C</th>
<th>Difference</th>
<th>Improvement</th>
</tr>
</thead>
<tbody>
<tr>
<td>All Students:</td>
<td>81.31%</td>
<td>93.60%</td>
<td>+12.29%</td>
<td>n/a</td>
</tr>
<tr>
<td>Top 1/3:</td>
<td>90.24%</td>
<td>98.38%</td>
<td>+8.14%</td>
<td>n/a</td>
</tr>
<tr>
<td>Middle 1/3:</td>
<td>80.63%</td>
<td>97.05%</td>
<td>+16.42%</td>
<td>n/a</td>
</tr>
<tr>
<td>Bottom 1/3:</td>
<td>72.85%</td>
<td>91.61%</td>
<td>+18.76%</td>
<td>n/a</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Exam 2:</th>
<th>Group A</th>
<th>Group C</th>
<th>Difference</th>
<th>Improvement</th>
</tr>
</thead>
<tbody>
<tr>
<td>All Students:</td>
<td>65.28%</td>
<td>87.55%</td>
<td>+22.27%</td>
<td>+9.98%</td>
</tr>
<tr>
<td>Top 1/3:</td>
<td>79.37%</td>
<td>96.48%</td>
<td>+17.11%</td>
<td>+8.97%</td>
</tr>
<tr>
<td>Middle 1/3:</td>
<td>64.92%</td>
<td>98.95%</td>
<td>+34.03%</td>
<td>+17.61%</td>
</tr>
<tr>
<td>Bottom 1/3:</td>
<td>51.22%</td>
<td>74.55%</td>
<td>+23.33%</td>
<td>+4.57%</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Exam 3:</th>
<th>Group A</th>
<th>Group C</th>
<th>Difference</th>
<th>Improvement</th>
</tr>
</thead>
<tbody>
<tr>
<td>All Students:</td>
<td>53.52%</td>
<td>83.05%</td>
<td>+29.53%</td>
<td>+17.24%</td>
</tr>
<tr>
<td>Top 1/3:</td>
<td>70.77%</td>
<td>93.42%</td>
<td>+22.65%</td>
<td>+14.51%</td>
</tr>
<tr>
<td>Middle 1/3:</td>
<td>54.23%</td>
<td>84.97%</td>
<td>+30.74%</td>
<td>+14.32%</td>
</tr>
<tr>
<td>Bottom 1/3:</td>
<td>35.12%</td>
<td>71.53%</td>
<td>+36.41%</td>
<td>+17.65%</td>
</tr>
</tbody>
</table>

The automated education system developed for this research focuses on following a hybrid methodology. Each feature provided by the tool aims to facilitate increased student motivation through concise and time feedback with the primary metric of minimize waiting time for students to get feedback and lookup/search times for instructors to find references for individual students. By automating many of these lower-order and simpler needs from students, the aggregate time saved by both students and instructors throughout the offering of a course is
available for pursuing higher level and more difficult concepts, which provides more satisfaction and quality of education for all participants. As more tasks are automated, larger class sizes can be supported with minimal increase in overhead.
Chapter 4: Active Learning Personal Advisor Tool Overview

The automated education system, the Active Learning Personal Advisor, primarily focuses on improving the following metrics: student performance, motivation, and course satisfaction. Students are split into several groups based on their skill and performance level. This tool has a front-end for students and a back-end for instructors and teaching assistants. This design methodology is unique to our design tool and is not currently implemented by other tools managing MOOC’s.

Front-End Interface Overview

The front-end interface contains modules and tools for students. Each of these modules has a corresponding interface to allow instructors to populate each module with relevant data for the design tool to generate a student profile, analyze the profile, and make suggestions to students. These modules help satisfy basic student needs of the course under Maslow’s Hierarchy of Needs Theory. For each section below, the examples provided will be various student performance scenarios for a Digital Design 101 course where the student is progressing through the RTL Combinatorial Components portion of the course.

Concept and Example Modules

Concept and example modules replace the primary lecture and discussion sessions found in traditional classrooms. Each concept and example module is approximately 5-20 minutes in
length. Students watch videos and answer questions while instructors create videos and provide questions for concept checking.

**Concept and Example Modules Student Point-of-View**

Students are presented with a list of concept and example modules. A brief quiz is provided at the end of each module. Students answer these questions and depending upon their performance, the design tool will analyze their answers and make suggestions for additional studying.

For example, a student may have just finished viewing the Arithmetic concept module. At this point, some review questions will be prompted to the student, such as:

*For a 4-bit Two's Complement Adder/Subtractor, what is the result of 0010 - 1101? ____*

![Figure 6: Concept Module Flow](image)

If the student answers correctly with 0101, a more advanced question can be asked to figure out the understanding of the student. If the student answers incorrectly with a wrong answer, more basic questions can be asked to assess the student’s level of understanding. The
The design tool will then compare the keywords associated with the questions against the concept, example, and pre-requisite modules. Based on the answers, the tool suggests further studying material. For example, if the student answered fundamental questions incorrectly, it may determine that they need to review basic binary arithmetic before coming back to two’s complement numbers. If the student answered all questions correctly, it may be suggested that the student review more advanced concepts related to adders/subtractors to keep them challenged.

**Concept and Example Modules Instructor Point-of-View**

Instructors upload videos they have created for each concept and example in the course. For each of these modules, the instructor can provide additional data such as keywords of main concepts covered, as well as the time range and slide numbers which they are covered. Instructors decide which concept and example modules are shown as the primary lecture material and which modules are only for follow-up help with specific concepts.

Along with each module, quiz and self-check questions can be inputted. The instructor will also provide additional keywords for each question asked to the design tool. Each question can be filtered to be always asked after viewing a module or as follow-up questions for further studying.

For the question previously mentioned, the instructor can add keywords, such as “binary arithmetic”, to help the design tool find proper modules when a student answers questions incorrectly.
**Online Tools**

Online tools such as message boards provide an environment for students and instructors to interact and discuss varying concepts regarding the course. These tools satisfy the social and esteem needs portion of Maslow’s Hierarchy.

**Online Tools Student Point-of-View**

Threads and posts from the course message board can be added to the data set for each student profile by the design tool with help from instructors and teaching assistants (Figure 4). Keywords can get generated for each post by the design tool to further analyze the needs of students.

The general format will ask a student to classify their own post among several different options, such as “question”, “clarification requested”, “typo/error found”, etc. Posters can also vote for the “best solution” when a question is posed as well.

![Figure 7: Online Tools Flow](image)

Continuing with the RTL combinatorial module example with two’s complement adders, a student may post a question regarding how to handle overflow in such cases. Other students, and possibly the assistants and instructor, will answer the post. Participants vote on the best
answer. The current best answer is highlighted for the topic thread and is later used by the design tool when making studying suggestions.

**Online Tools Instructor Point-of-View**

Similar to most online message boards, instructors and teaching assistants can directly interact with students. Instructors can also vote for “best solution” posts in threads. To further help the design tool make meaningful interpretations of the posts and threads on the message boards, instructors and teaching assistants can add additional keywords for concepts covered by each thread. These keywords can be used as additional input for the design tool.

**Topic Review**

When homework and initial viewing of the concept and example modules are completed, the topic review can be automatically generated by the design tool, which will send suggestions for further studying to students based on their profile and data gathered from them for each topic. This automated topic review can be sent via email automatically, minimizes the need for instructor or assistant initial intervention, and maintains the students desire for “one-on-one” interaction.

**Topic Review Student Point-of-View**

Students receive their review via email after completing the required modules and homework. Homework is downloaded, completed, and submitted online through the design tool or equivalent online interface (Figure 5). The email will contain information regarding the
student’s current progresses, his or her strengths and weaknesses, as well as suggestions for additional review to help the student catch up if needed. For advanced students, additional challenging modules are recommended.

The homework for RTL combinatorial components contains several concept questions. Each student’s homework is graded by the instructor and assistants. Optional comments may be left for the assignment. The design reviews the homework grades, matches it against previous suggestions, checks student module viewing behavior, and generates a detailed review email to be sent to each student. The review email can suggest more detailed review modules than the suggestions from the concept and example modules.

**Topic Review Instructor Point-of-View**

Instructors and assistants will add similar data for each homework question as they did for quiz questions. The data may contain keywords for concepts, difficulty of the question, and links to additional follow-up questions and modules. This information is only entered once per homework. Once a student’s homework is graded, the grade and any additional comments from
the instructor or teaching assistant are added to the student’s profile. From here, the design tool can generate an automated message for the student.

**Group Discussion and Tutoring**

Discussions and tutoring sessions are minimized since the design tool will be able to cater to most basic and intermediate concepts with which students are struggling based on the student profile developed from earlier.

The data gathered from the concept and example modules and quizzes, homework and topic review, and the online tools modules can be analyzed by the design tool through intelligent algorithms to provide additional basic and intermediate help for students by suggesting more modules to watch, different questions to attempt, and certain threads in which to review and participate.

When instructor or teaching assistant intervention is required, the design tool can provide suggestions to the instructor and assistant by presenting an overview of the student’s strengths and weaknesses in order to make in-person or online meetings more efficient.

**Back-End Data Structure and Algorithms Overview**

The back-end of the design tool consists of the data structure to store content and information as well as the algorithms responsible for analyzing, assessing, and producing recommendations for the user. The primary concern for data structure requirements is to store content in a way that will allow ease of searching while minimizing overhead. The primary focuses of the algorithms
utilized are to allow for quick response times within modules, such as the recommendation system for post-video concept module quizzes, while providing deeper and more thorough recommendations and analysis for topic review modules.

Data Structure Requirements

Both implementation time for scalability purposes as well as searching efficiency were considered for the back-end of this tool when choosing a data structure. Although a flat file database could be quickly implemented and take up minimal space, it would not be optimal for scalability for a larger number of courses and large number of users accessing the same resource. So, despite requiring more start-up effort and space, a database schema is more suitable handling multiple users and storing data in an accessible way for easier accessibility compared to a flat file [29] [30]. A completely custom data structure built specifically for this course implemented directly in the final programming language choice would allow for the fastest searching and analysis since data can be directly accessed without conversion or importing; however, it would require significantly more implementation time compared to storing course content by building a data structure using currently available database tools.

Therefore, in order to reduce overhead time required in creating a course data structure from scratch, the data structure created for the Digital Design 101 course was built in MySQL to maximize compatibility with existing open-source software. Many popular course management tools, such as WordPress and Moodle, utilize MySQL as their back-end data structure [31] [32]; therefore, the data structure that was chosen for this tool is also built using MySQL. Table and field choices are designed for modularity for this course and can be scaled for other courses, as
well. Each record, or entity, in each table, or collection of entities, contains all relevant data needed by the algorithms accessing them. Records and tables are designed using best practices as described by [33] and [30] for building databases using the concept of Entity-Relationship data models.

Online content for students reaches approximately 4 GB of data for Digital Design 101. The majority of this data is comprised of online concept and example video modules. The basic database, which contains all questions, student answers, and assessments for the instructor to utilize, is approximately 22 MB for the 10 week course with 114 students participating in self-check quizzes. For this particular course, there are 152 self-check quiz questions, totaling approximately 2.5 MB of storage space. Student answers are recorded for future analysis, which occupied approximately 4 MB in the database. The database size grows to approximately 351 MB, which is still reasonable, when scaled to a course of 10,000 participants based on existing course metrics gathered from online self-check quizzes from the current course. From a storage perspective, supporting 10,000 students is feasible with the chosen data structure.

Course Data Structure

The course data structure (Figure 9) contains all course level specific data including but not limited to the following:

- Course Name/Number
- Concept and Example Module Information
  - Keywords for concepts covered
  - Whether it is included in the primary lecture materials or provided as an additional module to be used later
  - Annotations of timeframe for each concept covered
  - Slide references for each concept covered
• Additional Modules
  o Prerequisite reference modules, additional basic concept modules, step-by-step example modules, advanced concept and process modules

• Quiz Questions
  o Keywords for concepts covered
  o Whether it is included in the quiz or provided as an additional question to be used later
  o Difficulty of question (range from basic conceptual understanding to advanced process knowledge)
  o Specific links or references for question (others will be derived from the design tool itself)

• Message Board Posts/Threads
  o Categorized by types of questions asked (beginner, intermediate, advanced – filled out by instructor or assistant)
  o For each thread:
    ▪ Keywords for concepts covered
    ▪ If it was a question: whether question was fully answered, needs follow-up, or needs one-on-one meeting
    ▪ if it was an answer: whether it fully answered the question, needs follow-up, or needs one-on-one meeting
  o For each post
    ▪ Keywords for concepts covered
    ▪ If it was a question: whether question was fully answered, needs follow-up, or needs one-on-one meeting
    ▪ if it was an answer: whether it fully answered the question, needs follow-up, or needs one-on-one meeting

• Homework Questions
  o Keywords for concepts covered
  o Whether it is included in the homework or provided as an additional question to be used later
  o Difficulty of question (beginner, intermediate, and advanced)
  o Specific links or references for question (others will be derived from the design tool itself)

The above data is utilized by the design tool to generate automated reports and suggestions to students, namely after quiz or homework questions are answered.
Figure 9: Partial Course Data Structure (Arithmetic portion of RTL Combinatorial Components)
Student Profile Data Structure

The student profile data structure (Figure 10) contains individual profiles for each student. Each profile contains the following information:

- Student Name/ID
- Student Level (beginner, intermediate, advanced)
- List containing number of times each module is watched
- Quiz Information
  - Questions answered correctly/incorrectly
- Message Board Information
  - Types of questions student asks
  - Types of answers student gives
- Homework Information
  - Questions answered correctly/incorrectly
- Summary of Strength & Weaknesses
  - Generated by design tool for instructor use and/or topic review for student

The above data is utilized by the design tool to make customized reports and suggestions to students based on the profile data and course data. This data is also used to generate student summaries for instructors to review and gather ideas for creating additional content.
Figure 10: Partial Student Profile Data Structure
**Design Tool Algorithms**

The design tool analyzes data from the design tool data structure in order to create custom reports for students and assign them additional modules for further studying when appropriate. This tool also provides a summary of each student’s progress for instructors to review before meeting with students individually when needed to maximize efficiency when holding office hours. This tool will search through a large amount of data, as shown in Chapter 5: Experiments and Results, but will restrict its searches to just course material provided versus to reduce information overload [34].

**Student Feedback Generation**

After students each concept and example module, students answer a series of questions to check their understanding of the material. Depending on their answers, the design tool will rate the students, look through the data structure for additional modules that will help them, and provide additional feedback as appropriate.

The design tool bases its keyword search (Figure 11) on a Latent Semantic Analysis (LSA) algorithm to find similar keywords and concepts based on the provided dataset. This can be further expanded by indexing message board posts and referencing the data inputted for each post by instructors and assistants.
The LSA algorithm is used to find modules, posts, and questions based on the keywords of the quiz or homework questions the student misses. From there, the design tool determines which modules are most appropriate based on difficulty, closeness in relation, and previous topic review suggestion results.

**Student Summary for Instructor Generation**

Instructors will inevitably be required to meet with some students, be it in-person or online. Since the goal of the design tool is to allow for an individualized experience for students on a large scale, student summaries are generated by the design tool (Figure 12) to help instructors quickly identify a student’s weaknesses and strengths before meeting with him or her.
Similar to the Student Feedback Generation, a Latent Semantic Analysis algorithm to find matches. The LSA algorithm is used to find modules, posts, and questions based on the keywords of the quiz or homework questions the student misses and gets correctly. The design tool further analyzes how the student divides his or her time among various concepts. Suggestions are made based on student participation and focus on the modules.

**Basic Student Assessment based on Self-Check Quizzes**

Basic student assessment is possible through techniques similar to standardized testing. A set of questions of varying difficulty are asked after each concept and example module. Depending on the student’s answers, harder questions are asked if the student answers correctly and simpler
questions are asked if the student answers the questions incorrectly. At a minimal, this information can be presented to the instructor as part of the student profile report. From this information, student can be rated on a scale of 1-5, with 1 representing students who are struggling with basic questions and 5 representing students who are answering most or all questions correctly. The granularity of student performance levels can be adjusted in the data structure by the instructor or course developer.

Table 3: Initial Student Assessment from Self-Check Quizzes.

<table>
<thead>
<tr>
<th>Perf. Lvl</th>
<th># of Students</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>68</td>
</tr>
<tr>
<td>2</td>
<td>39</td>
</tr>
<tr>
<td>3</td>
<td>168</td>
</tr>
<tr>
<td>4</td>
<td>81</td>
</tr>
<tr>
<td>5</td>
<td>232</td>
</tr>
</tbody>
</table>

For the table above, 588 students from the Digital Design courses participated in the online self-check quizzes. The design tool automatically rated the general performance level of each student. The students’ performance levels are adjusted accordingly as the course progresses. For this particular course offering, the self-check quizzes were limited in difficulty since the priority was to make all self-check quizzes automatically graded by the education system. Therefore, even many of the more difficult questions did not involve as much critical thinking and time as a typical difficult question in a homework or exam assignment may involve. In future work, with additional difficult questions available that are automatically graded, a larger range of performance levels can be assessed.

Additionally, references can re-prioritize depending on metrics such as question difficulty, source reference difficulty level, and student performance. For the purposes of this
design tool, these metrics are recorded but do not affect results since more source reference data is required. This is instead left as future work for further implementation.

**Search and Analysis Algorithm Requirements**

Different metrics have varying priorities when choosing search and analysis algorithms to perform tasks. The recommendation system for this tool has a mix of time-sensitive as well as non-time-sensitive tasks, so different implementations will be utilized for each type of task. For the time-sensitive tasks, such as responding to students with recommendations after they take a self-check quiz for a concept or example module, the response time needs to be considered. Internet users find response times under 3 seconds acceptable [35] up to several seconds depending on application [36]. The searches conducted in Chapter 5: Experiments and Results are completed in less than .1 seconds, so will not be a limiting factor for real-time responses if needed. Furthermore, many search results and recommendations can be sent after a specified time, say via a scheduled email, to allow the user time to process the material if desired by the instructor or course developer. For other tasks, such as study tips and advice sent to a student after a topic review or midterm, time is not as big of a factor, so the search space can be larger.

Beyond response time, scalability and modularity metrics in terms of allowing straight forward implementation across different courses should also be considered when choosing a type of algorithm to use. Although a straight-forward keyword matching algorithm would be able to provide some very basic recommendations, artificial intelligence and natural language processing algorithms have the potential to provide more in depth analysis and recommendations. A straight forward keyword search would be very fast, but it would be very
limited in its ability to make complex computations or in-depth analysis of why a student may be struggling with a particular concept. However, any algorithms utilized should still be able to provide, at minimal, similar results as a traditional keyword search for basic queries.

Many artificial intelligence algorithms can be made to work very well because the specialized language and jargon of engineering can be built in; however, implementations will be specific per class, which will limit modularity of any product created. Although it may be useful to integrate these algorithms in future work, for the current proof-of-concept build, algorithms built specially to cater to a single course are omitted from implementation. The natural language processing algorithm choice for this tool is latent semantic analysis (LSA). LSA is chosen because it allows for a more universal approach since there is no inherent need for specialized understanding of any keywords or extensive knowledge of material covered in relation to comparable algorithms and methodologies [37] [38].

**Latent Semantic Analysis Overview and Implementation**

Rooted in psychology and math, LSA categorizes and organizes content for the search space based on multiple matrices that correlate keyword frequency and distance through vectors. Ultimately, LSA can be used to map similarities between different content (in this case, videos, slides, chapter sections, and online references) based on different metrics. The algorithms for LSA are further re-purposed and utilized in the tool to come up with recommendations for students that are more sophisticated than a simple keyword match. It can also be used to generate an assessment of student performance to aid the instructor in analyzing the effectiveness of current course material and to provide further feedback for their students.
Although LSA has no contextual knowledge of the data through which it searches, domain knowledge and recommendations can be equivalent to what both experts and novices may recommend based on reading a large number of documents [39]. In this work, LSA predictions closely correlated with that of the human subjects. In cases where LSA did not predict correctly, the underlying factor was attributed to not having enough data to search [38] [39]. For this design tool, results are initially normalized based on what an instructor or TA may expect to recommend based on the given inquiries. Results are further compared to actual recommendations from TA’s and instructors through email, homework comments, or in-person feedback during office hours or lectures and discussions.

**LSA Implementation**

First, for latent semantic analysis to work, a data structure containing all of the content to be searched must be provided. For the Digital Design course, the design tool will be searching primarily through 2 of course books [40] [41], online concept and example video transcripts, and slides. This content can be transcribed manually or parsed automatically by a program if there is a digital version available. For the purposes of this course, content was entered manually for the processing portion of the system.

The content is processed by removing stop words and entered into a custom data structure, described in the previous section: Back-End Data Structure and Algorithms Overview. Stop words consist of articles, conjunctions, and other common words that may not be as useful as nouns. Removing these words lowers the amount of storage required in the data structure, minimizes the noise in the dataset, and speeds up the search algorithms since there is less data to
consider. The initial context/relationship matrix contains keywords used throughout the sources and the documents in which they are present, as well as how many times they appear in each document. A partial view of the relationship matrix is shown in Figure 13.

<table>
<thead>
<tr>
<th>arithmetic</th>
<th>Introducti</th>
<th>Introducti</th>
<th>Introducti</th>
<th>Introducti</th>
<th>Introducti</th>
<th>Introducti</th>
<th>Introducti</th>
<th>Case Studi</th>
<th>Case Studi</th>
<th>Case Studi</th>
<th>Case Studi</th>
<th>Case Studi</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>arm</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>array</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>4</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>arraystyle</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>arrive</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>arrow</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>art</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>ascii</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>asm</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>aspect</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>assembled</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>assembly</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>assert</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>asserted</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>asserting</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>assign</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>assigned</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>assigning</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>assignmen</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>assist</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>assistance</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>assistant</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>associated</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>2</td>
<td>1</td>
<td>2</td>
<td>0</td>
</tr>
<tr>
<td>associating</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

Figure 13: A partial view of the initial context matrix.

For these relationship matrices, each document was separated by the headings according to their books/sources. For example, the introductory chapter of [40] contains 5 subchapters with an additional 11 separate subsections. The sources can be split up by chapter, subchapters, subsections, or a combination of any of these. For the purposes of creating more detailed recommendations, the sources for the digital design course were split up primarily by subsections. From Figure 13, the partial view of the headings shows several different Introduction chapter references, which point to specific subchapters and subsections. As an
example, a recommendation of “Chapter 1.2 The World of Digital Systems – Converting from Decimal to Binary Using the Addition Method” is typically more useful than just “Chapter 1” or “Chapter 1.2 The World of Digital Systems” [40].

However, Figure 13 only represents the initial matrix. For any induction or inferencing to occur, the data structure must be modified. In particular, singular value decomposition is performed, and the diagonal matrix that represents the number of dimensions of the dataset is reduced. The lower the number of dimensions, the more induction is typically conducted [37]. Figure 14 shows a partial representation of the data structure once dimensions are lowered to 64 from over 440.

<table>
<thead>
<tr>
<th>arithmetic</th>
<th>Introduc i</th>
<th>Introducti</th>
<th>Introducti</th>
<th>Introducti</th>
<th>Case Study</th>
<th>Case Study</th>
<th>Case Study</th>
<th>Case Study</th>
<th>Case Study</th>
<th>Case Study</th>
<th>Case Study</th>
</tr>
</thead>
<tbody>
<tr>
<td>0.06</td>
<td>0.03</td>
<td>-0.15</td>
<td>-0.11</td>
<td>-0.08</td>
<td>0.03</td>
<td>0.08</td>
<td>-0.09</td>
<td>0.12</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>0</td>
<td>0.03</td>
<td>-0.22</td>
<td>-0.08</td>
<td>0.03</td>
<td>0.09</td>
<td>-0.39</td>
<td>-0.02</td>
<td>-0.21</td>
<td>-0.12</td>
<td></td>
<td></td>
</tr>
<tr>
<td>0.27</td>
<td>2.17</td>
<td>4</td>
<td>0.13</td>
<td>-6.48</td>
<td>3.24</td>
<td>2.12</td>
<td>-1.22</td>
<td>-0.39</td>
<td>4.19</td>
<td>-15.31</td>
<td></td>
</tr>
<tr>
<td>0.15</td>
<td>0</td>
<td>0.02</td>
<td>0.02</td>
<td>-0.08</td>
<td>-0.11</td>
<td>0.04</td>
<td>0.04</td>
<td>-0.07</td>
<td>-0.04</td>
<td>-0.02</td>
<td></td>
</tr>
<tr>
<td>-1.31</td>
<td>0.01</td>
<td>0</td>
<td>1.49</td>
<td>0.66</td>
<td>-1.38</td>
<td>1.37</td>
<td>0.6</td>
<td>-0.18</td>
<td>0.88</td>
<td>0.14</td>
<td></td>
</tr>
<tr>
<td>-0.86</td>
<td>-0.67</td>
<td>-0.21</td>
<td>1.24</td>
<td>0.51</td>
<td>-0.44</td>
<td>0.39</td>
<td>0.29</td>
<td>-0.03</td>
<td>0.29</td>
<td>-0.19</td>
<td></td>
</tr>
<tr>
<td>-0.03</td>
<td>-0.03</td>
<td>0.06</td>
<td>-0.08</td>
<td>-0.02</td>
<td>-0.06</td>
<td>0.08</td>
<td>-0.22</td>
<td>-0.06</td>
<td>-0.15</td>
<td>-0.03</td>
<td></td>
</tr>
<tr>
<td>-0.02</td>
<td>0.18</td>
<td>-0.04</td>
<td>0.07</td>
<td>-0.23</td>
<td>-0.02</td>
<td>0.08</td>
<td>-0.21</td>
<td>0.06</td>
<td>-0.18</td>
<td>-0.27</td>
<td></td>
</tr>
<tr>
<td>-0.27</td>
<td>0.73</td>
<td>0.03</td>
<td>0.22</td>
<td>-0.58</td>
<td>-0.34</td>
<td>0.35</td>
<td>0.52</td>
<td>-0.36</td>
<td>-0.15</td>
<td>-1.3</td>
<td></td>
</tr>
<tr>
<td>-0.16</td>
<td>0.08</td>
<td>0.12</td>
<td>-0.11</td>
<td>-0.44</td>
<td>-0.2</td>
<td>0.39</td>
<td>0.59</td>
<td>0.4</td>
<td>-0.66</td>
<td>-0.42</td>
<td></td>
</tr>
<tr>
<td>-0.01</td>
<td>-0.02</td>
<td>0.02</td>
<td>-0.05</td>
<td>-0.01</td>
<td>-0.03</td>
<td>0.04</td>
<td>-0.12</td>
<td>0.02</td>
<td>-0.08</td>
<td>-0.03</td>
<td></td>
</tr>
<tr>
<td>0.02</td>
<td>-0.03</td>
<td>0.05</td>
<td>-0.13</td>
<td>-0.07</td>
<td>-0.07</td>
<td>0.07</td>
<td>-0.19</td>
<td>-0.08</td>
<td>-0.1</td>
<td>-0.01</td>
<td></td>
</tr>
<tr>
<td>0.05</td>
<td>0.79</td>
<td>-0.15</td>
<td>0</td>
<td>-0.11</td>
<td>0.02</td>
<td>-0.05</td>
<td>0.02</td>
<td>0.05</td>
<td>0.26</td>
<td>-0.71</td>
<td></td>
</tr>
<tr>
<td>-0.14</td>
<td>-0.64</td>
<td>-0.34</td>
<td>-0.11</td>
<td>-1.34</td>
<td>5.18</td>
<td>-2.94</td>
<td>2.34</td>
<td>1.78</td>
<td>-1.07</td>
<td>-1.38</td>
<td></td>
</tr>
<tr>
<td>-0.09</td>
<td>1.16</td>
<td>-0.54</td>
<td>0.13</td>
<td>0.37</td>
<td>0.72</td>
<td>-0.5</td>
<td>0.67</td>
<td>0.52</td>
<td>-0.42</td>
<td>0.04</td>
<td></td>
</tr>
<tr>
<td>0.16</td>
<td>1.71</td>
<td>-0.54</td>
<td>0.4</td>
<td>0.06</td>
<td>-0.56</td>
<td>0.4</td>
<td>0.17</td>
<td>0.74</td>
<td>-0.19</td>
<td>-0.49</td>
<td></td>
</tr>
<tr>
<td>-0.61</td>
<td>2.38</td>
<td>-0.06</td>
<td>0.55</td>
<td>-0.37</td>
<td>-0.91</td>
<td>-0.08</td>
<td>0.02</td>
<td>0.57</td>
<td>-0.38</td>
<td>-1.18</td>
<td></td>
</tr>
<tr>
<td>-0.29</td>
<td>0.61</td>
<td>0.55</td>
<td>0.22</td>
<td>-0.11</td>
<td>-0.4</td>
<td>0.38</td>
<td>-0.16</td>
<td>-0.04</td>
<td>-0.17</td>
<td>-0.25</td>
<td></td>
</tr>
<tr>
<td>-0.16</td>
<td>1.04</td>
<td>-0.18</td>
<td>-0.12</td>
<td>-0.11</td>
<td>-0.44</td>
<td>0.47</td>
<td>0.05</td>
<td>0.61</td>
<td>-0.3</td>
<td>-0.43</td>
<td></td>
</tr>
<tr>
<td>0.03</td>
<td>-0.02</td>
<td>-0.05</td>
<td>-0.03</td>
<td>-0.05</td>
<td>-0.01</td>
<td>0.02</td>
<td>-0.27</td>
<td>0.39</td>
<td>0.53</td>
<td>-0.01</td>
<td></td>
</tr>
<tr>
<td>-0.01</td>
<td>-0.07</td>
<td>0.06</td>
<td>0</td>
<td>-0.12</td>
<td>0.07</td>
<td>-0.1</td>
<td>-0.1</td>
<td>-0.05</td>
<td>0.02</td>
<td></td>
<td></td>
</tr>
<tr>
<td>-0.02</td>
<td>0.01</td>
<td>0.04</td>
<td>0</td>
<td>-0.01</td>
<td>0.05</td>
<td>-0.16</td>
<td>0.05</td>
<td>0.06</td>
<td>-0.02</td>
<td></td>
<td></td>
</tr>
<tr>
<td>-0.9</td>
<td>0.9</td>
<td>2.14</td>
<td>0.53</td>
<td>0.13</td>
<td>-0.1</td>
<td>-0.12</td>
<td>-0.01</td>
<td>-0.22</td>
<td>-0.1</td>
<td>0.13</td>
<td></td>
</tr>
<tr>
<td>0.03</td>
<td>0.05</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>-0.07</td>
<td>0.07</td>
<td>-0.03</td>
<td>0.01</td>
<td>-0.03</td>
<td>0</td>
<td></td>
</tr>
</tbody>
</table>

Figure 14: A partial view of reduced dimensions relationship matrix after SVD is applied.
As seen above, in Figure 14, values representing the potential relationship between keywords and documents in the SVD reduced matrix have been updated by reducing the number of dimensions for the matrix. Higher positive values indicate a closer relationship whereas lower and negative values indicate a lesser correlation. These updated values now allow us to search through documents that may not have certain words available at all.

A general pseudocode construction of the initial LSA matrix shown in Figure 15. This portion of the Active Learning Personal Advisor is implemented in the Python language. The LSA class is initialized with all necessary starting data structure, primarily arrays and dictionaries. From there, the stop word list is loaded into memory. After that is complete, all documents are loaded into memory for processing. This process only needs to be done once per document per update. The processed documents can be saved back to hard drive storage and read directly at a later time to avoid unnecessary reprocessing of stop words.

Once processing is complete, the initial matrix, similar to what is shown in Figure 13, can be created by processing each document and entering it into the LSA class data structure containing information of each keyword and how many times it occurs per source. The number of dimensions used for the initial matrix can be set specifically by the instructor and course developer. 64 dimensions were chosen for the digital design course through empirical testing of results returned from the LSA searches based on expected and past results the instructors and TA’s have left for students via email, homework feedback, and office hour responses. This is also just the initial matrix. More matrices can be created based on user feedback for different levels of induction. Keywords and sources can be mapped into a concept space where keywords and documents that are closely related are physically located closer to each other than to documents which they are not closely related. This essentially creates clusters of knowledge,
mapping words and documents together in groups. The map for 64 dimensions cannot be shown, but a simpler example is shown later for illustrative purposes.

```python
# initialize our LSA processor class
activeSearchDS = lsaDataStructure()

# load our stopword list
activeSearchDS.loadAndBuildStopWordList('svdBetaStopWordList.txt')

# read docs from file
activeSearchDS.buildFullDocDictFromFile('./svdInputARMCh01.txt')
...
activeSearchDS.buildFullDocDictFromFile('./svdInputVideos07-FFandFSMpartial.txt')

# put it into the initial filtered list (removed stop words)
for doc in activeSearchDS.fullDocDict.keys():
    activeSearchDS.parseDoc(activeSearchDS.fullDocDict[doc])

# create default SVD matrix based on initial reduced dimensions
activeSearchDS.reducedDimensions = 64
activeSearchDS.calcReduced(activeSearchDS.reducedDimensions)
activeSearchDS.calcTermDict(activeSearchDS.reducedDimensions)
activeSearchDS.calcDocDict(activeSearchDS.reducedDimensions)

# read questions supplied by instructor/TA/website/data structure
activeSearchDS.readQuestionsFromFile('./svdQuestions02a.txt')

for question in activeSearchDS.questions:
    activeSearchDS.queryArray = question.split()
    recommendationList = activeSearchDS.processQuery(activeSearchDS.queryArray, activeSearchDS.reducedDimensions)

    # recommendationList can be displayed on screen, sent via email, or returned to the calling function
```

Figure 15: Pseudocode representation of initial LSA matrix creation
The relationship matrix is processed through a method called Singular Value Decomposition, which allows the design tool to adjust the number of dimensions in which to process and search the data structure. If the matrix above represents Matrix A, then SVD is used to create 3 matrices, say W, S, and P, as follows:

\[ \{A\} = \{U\}\{S\}\{V\}^T \]

Matrix U becomes the left singular vectors representing. Matrix S has singular values through its diagonal, and Matrix \( V^T \) represents the right singular vectors [42]. Matrix S controls the number of dimensions LSA utilizes to conduct its searches and induction through reducing the matrix size, and therefore reducing the dimensions used.

Matrix U becomes used as row vectors, representing the concept space for keywords and can be mapped into a concept space by reviewing the values in each row vector. Matrix \( V^T \) represents documents and sources concept space through column vectors, and can also be mapped onto a vector space, as well.

Documents and keywords may be mapped onto the same vector space, with documents that are closely related located closer to each other while documents that are not as closely related are in different areas, creating clusters as more documents and keywords are added [43].

Once the SVD matrices are created, questions can be retrieved by the instructor, TA, course web site, or data structure directly. For example, the course web site can call the search function of the automated education system after a student participates in a self-check quiz by supplying questions the students may have missed. These questions are read and processed similar to the sources. Each question or query can be mapped onto the same concept space as the
keywords and documents. The documents or sources closest in cosine distance are considered more closely related to each other than sources that are further away in cosine distance.

To perform searches through this vector space, a query, say query $q$, can be represented by computing the centroid of vectors from the individual terms. From there, the cosine distance of each of the document vectors, say $d_i$, is calculated in relation to the centroid vector of the query and ranked from 0 to 1, with 1 being the closest match.

$$similarity(q, d_i) = \frac{d_i \cdot q}{|d_i||q|}$$

After the cosine distances from all documents to the query are processed, they can be ranked and displayed to the user. The experiments and results from these searches are presented in Chapter 5: Experiments and Results.

_SVD Matrix Example_

Since a 64 dimension matrix with more than 440 sources and over 3200 keywords is not practical to show in this dissertation, a simpler subset is presented here for illustrative purposes. In Table 4, the initial A matrix is populated with 7 sources and 13 shared keywords.
To keep the example simple, only titles are input into the example matrix as opposed to the full content of each source. After performing singular value decomposition, matrices U, S, and V^T are formed. These matrices are represented as the left singular matrix containing the keyword vectors in Table 5, the middle diagonal matrix containing information for setting dimensions of the LSA search space in Table 6, and the right singular matrix containing the document vectors in Table 7, respectively.
Table 5: Example U matrix representing keyword vectors.

<table>
<thead>
<tr>
<th></th>
<th>RTL</th>
<th>Combinatorial</th>
<th>Component</th>
<th>Arithmetic</th>
<th>Delay</th>
<th>Absolute</th>
<th>Differences</th>
<th>Digital</th>
<th>Design</th>
<th>Adder</th>
<th>Subtractor</th>
<th>Signed</th>
<th>Numbers</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>0.52</td>
<td>-0.16</td>
<td>0.00</td>
<td>0.00</td>
<td>0.84</td>
<td>-0.04</td>
<td>-0.05</td>
<td>0.20</td>
<td>0.10</td>
<td>0.09</td>
<td>0.29</td>
<td>0.20</td>
<td>0.20</td>
</tr>
</tbody>
</table>

Table 6: Example S matrix representing dimensions for searching.

<table>
<thead>
<tr>
<th></th>
<th>3.25</th>
<th>0.00</th>
<th>0.00</th>
<th>0.00</th>
<th>0.00</th>
<th>0.00</th>
<th>0.00</th>
<th>0.00</th>
<th>0.00</th>
<th>0.00</th>
<th>0.00</th>
<th>0.00</th>
<th>0.00</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>0.00</td>
<td>2.54</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
</tr>
<tr>
<td></td>
<td>0.00</td>
<td>0.00</td>
<td>2.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
</tr>
<tr>
<td></td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>2.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
</tr>
<tr>
<td></td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
</tr>
<tr>
<td></td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
</tr>
<tr>
<td></td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
</tr>
</tbody>
</table>

Table 7: Example VT matrix representing document vectors.

<table>
<thead>
<tr>
<th></th>
<th>c1</th>
<th>e1</th>
<th>e2</th>
<th>s1</th>
<th>s2</th>
<th>s3</th>
<th>t1</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>0.51</td>
<td>0.00</td>
<td>0.14</td>
<td>0.51</td>
<td>0.00</td>
<td>0.14</td>
<td>0.66</td>
</tr>
<tr>
<td></td>
<td>-0.33</td>
<td>0.00</td>
<td>0.60</td>
<td>-0.33</td>
<td>0.00</td>
<td>0.60</td>
<td>0.26</td>
</tr>
<tr>
<td></td>
<td>0.00</td>
<td>-0.71</td>
<td>0.00</td>
<td>0.00</td>
<td>-0.71</td>
<td>0.00</td>
<td>0.00</td>
</tr>
<tr>
<td></td>
<td>-0.35</td>
<td>0.00</td>
<td>-0.35</td>
<td>-0.35</td>
<td>0.00</td>
<td>-0.35</td>
<td>0.71</td>
</tr>
<tr>
<td></td>
<td>0.68</td>
<td>-0.08</td>
<td>0.18</td>
<td>-0.68</td>
<td>0.08</td>
<td>-0.18</td>
<td>0.00</td>
</tr>
<tr>
<td></td>
<td>-0.03</td>
<td>0.61</td>
<td>0.35</td>
<td>-0.61</td>
<td>-0.35</td>
<td>0.00</td>
<td>0.00</td>
</tr>
<tr>
<td></td>
<td>-0.20</td>
<td>-0.34</td>
<td>0.59</td>
<td>0.20</td>
<td>0.34</td>
<td>-0.59</td>
<td>0.00</td>
</tr>
</tbody>
</table>

For this example, this search space is reduced to 2 dimensions to show the updated relationship matrix. Reducing the dimensions and reassembling the matrix produces the A matrix.
in Table 8. From this matrix, the updated keyword and source relationships have been highlighted. Some keyword frequencies, such as “Combinatorial” and “Delay” have decreased in frequency for documents $c1, e2, s1, \text{ and } s3$. Conversely, the same keyword frequency has increased for document $t1$. These relationships have been modified as a direct result of changing the number of dimensions used through SVD.

<table>
<thead>
<tr>
<th></th>
<th>c1</th>
<th>e1</th>
<th>e2</th>
<th>s1</th>
<th>s2</th>
<th>s3</th>
<th>t1</th>
</tr>
</thead>
<tbody>
<tr>
<td>RTL</td>
<td>1.00</td>
<td>0.00</td>
<td>-0.01</td>
<td>1.00</td>
<td>0.00</td>
<td>-0.01</td>
<td>1.01</td>
</tr>
<tr>
<td>Combinatorial</td>
<td>0.75</td>
<td>0.00</td>
<td>-0.25</td>
<td>0.75</td>
<td>0.00</td>
<td>-0.25</td>
<td>0.51</td>
</tr>
<tr>
<td>Component</td>
<td>1.00</td>
<td>0.00</td>
<td>-0.01</td>
<td>1.00</td>
<td>0.00</td>
<td>-0.01</td>
<td>1.01</td>
</tr>
<tr>
<td>Arithmetic</td>
<td>0.75</td>
<td>0.00</td>
<td>-0.25</td>
<td>0.75</td>
<td>0.00</td>
<td>-0.25</td>
<td>0.51</td>
</tr>
<tr>
<td>Delay</td>
<td>-0.24</td>
<td>0.00</td>
<td>0.75</td>
<td>-0.24</td>
<td>0.00</td>
<td>0.75</td>
<td>0.50</td>
</tr>
<tr>
<td>Absolute</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
</tr>
<tr>
<td>Differences</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
</tr>
<tr>
<td>Digital</td>
<td>0.25</td>
<td>0.00</td>
<td>0.24</td>
<td>0.25</td>
<td>0.00</td>
<td>0.24</td>
<td>0.49</td>
</tr>
<tr>
<td>Design</td>
<td>0.25</td>
<td>0.00</td>
<td>0.24</td>
<td>0.25</td>
<td>0.00</td>
<td>0.24</td>
<td>0.49</td>
</tr>
<tr>
<td>Adder</td>
<td>-0.24</td>
<td>0.00</td>
<td>0.75</td>
<td>-0.24</td>
<td>0.00</td>
<td>0.75</td>
<td>0.50</td>
</tr>
<tr>
<td>Subtractor</td>
<td>0.00</td>
<td>0.00</td>
<td>1.00</td>
<td>0.00</td>
<td>0.00</td>
<td>1.00</td>
<td>1.00</td>
</tr>
<tr>
<td>Signed</td>
<td>0.25</td>
<td>0.00</td>
<td>0.24</td>
<td>0.25</td>
<td>0.00</td>
<td>0.24</td>
<td>0.49</td>
</tr>
<tr>
<td>Numbers</td>
<td>0.25</td>
<td>0.00</td>
<td>0.24</td>
<td>0.25</td>
<td>0.00</td>
<td>0.24</td>
<td>0.49</td>
</tr>
</tbody>
</table>

This relationship can be visualized through mapping the keywords and documents into a concept space based on the number of dimensions used. To accomplish this task, the automated education system takes the reduced $U$ and $V^T$ matrices and multiplies them with the reduced $S$ matrix, producing each keyword’s and document’s cosine vector. The result of mapping these vectors is shown in Figure 16.
When a search is performed, the query is mapped onto the same concept space as the keywords and documents. Whichever documents are the closest to the query in terms of cosine distance are considered to be closely matched. Results are rated on a scale of 0 to 1, with 0 being not related at all and 1 being exactly related.

It is important to note that while many searches will return appropriate results, some search results for this particular example may not always provide the ideal matches. For example, searching for “Subtractor” will return documents \(e2\) and \(s2\) as the best matches while \(t1\) is not considered as close a match. Without context, this may be fine. However, if the user
decides that t1 should be a better match, the user can provide feedback letting the automated education system know that t1 should be a closer match. From there, different dimensions (3 and 4 in this case) can be utilized to created new reduced dimension matrices and reconfigured for future searches. If further steps are required, document t1 can have its “Subtractor” keyword scaled through extra weighting of the keyword for that source. These weight values can be limited per user or performed system wide by the instructor or course developer.

**LSA Limitations**

LSA has some limitations, as well. Firstly, it does not understand synonymy or polysemy [37], which means it cannot quantify words that may have the same meaning. Fortunately, since the design tool is limiting its search depth to just potentially relevant course material, as decided by the instructor or course developer, the effect on the search results is minimal. As the design tool grows and expands, future implementations may need context knowledge; this is discussed in
Chapter 6: Future Work.

Speed and efficiency are potential bottlenecks and limitations of using latent semantic analysis [44]. However, with affordable contemporary high-speed processors, LSA performs much faster than it did just a couple decades ago. It is feasible to run LSA across large search spaces with modern computers. The data structure creation and search times performed as part of the experiments for the Active Learning Personal Advisor fall within acceptable user wait times [35], so specialized algorithm modifications are not required. That being said, additional improvements can be implemented for future implementations when the data structure becomes exponentially large.

Since LSA typically searches through a data structure that is constructed from simplifying text data to just keywords for easier information retrieval, known as a bag-of-words model [38] [45], some semantics is lost and ordering of words is not typically held. Again, since the design tool limits the search scope, and to some extent, the searches themselves because they’ll be pre-emptively entered in via the design tool as opposed to a user for most cases, these issues are not a high priority. In a future implementation, steps can be taken to address the potential weaknesses of the data structure model by reintroducing some grammar so the order of words matter. For now, speed and scalability is the more desired outcome, so the data structure will maintain the typical model.

*Matrix Search Space: Titles vs. Full Text*

Latent Semantic Analysis can be used with just titles of documents or chapter headings or full text. In this section, we analyze the results of recommendations for various modules and compare these results when using titles or full document text to find the most effective results based on
quality of recommendation, processing time, and storage requirements. Furthermore, the depth of matrix multiplications used for comparison can vary. A small number of dimensions provided reasonable results for the design tool when compared to actual feedback/recommendations from instructors and TA’s for the Digital Design course. For full documents, the range of dimensions needed to produce adequate results can range anywhere from several dimensions to several hundred [46] [38]. Since the design tool only searches through several hundred sources for the purposes of these experiments versus the typical thousands of sources for more general searches, the number of dimensions required will be much less initially. The recommendation results based on varying depths and analyze their effectiveness over the various metrics used.

Storage Comparison of Titles vs. Full Text

Inputting full text, for example entire course books, into a data structure is more costly in terms of storage than just inputting the table of contents from a book. As a reference, the Table of Contents of the 2 course books used for experiments is under 75KB. The relevant course book chapters for the same course books are approximately 1MB. The transcripts from the online concept and example videos take up fewer than 350KB. Many courses will have varying amounts of content, but this is representative of a typical undergraduate 10-week engineering course. Although the textual information for a course like this could fit on an old floppy disk, students still often struggle locating the appropriate or relevant references – probably because the material itself normally consumes anywhere between 3-5 hours of reading/watching each week with just the first reading/viewing of the content. Creating the entire data structure with relationship matrices for all documents and keywords is under 90MB, which is still reasonable...
considering the amount of memory available in modern personal computers. Further optimization is possible through reducing, filtering, and combining more keywords.

For the purposes of this design tool, text is provided in full. There are also many common words, also referred to as “stop words”, which do not have an impact on search results, so they can be and are mostly removed. The design tool handles this upon reading the input data before including these words and sentences into the data structure. If input storage becomes a concern in the future (for example, if the design tool needed to search though all the books in a school library), preprocessing of “stop words” can easily be performed beforehand in order to minimize storage requirements. The current implementation leaves the input data alone until it is processed into the data structure to allow for adjustments, if needed, of certain stop words.

Lastly, since there is potential for customizing the LSA results per user by reconfiguring the data structure to be created with different search space dimensions, storage requirements will vary depending on final implementation decisions. These tasks can be done dynamically per search, which will save storage space but increase memory usage and vice versa with pre-computing several different matrices beforehand.

**Speed Comparison for Results of Titles vs. Full Text using various Matrix Multiplication Depths**

In terms of speed, creating a matrix of each table of contents (titles only), takes between 0.003 – 0.006 seconds. Creating a matrix for each book utilized in the search takes between 0.027 – 0.045 seconds. The most time consuming portion is filtering out stop words, or words that do not need to be part of the search, taking approximately 0.76 seconds for just titles and just under 48 seconds on average for the full text sources combined. Fortunately, this process only needs to be done once per source.
Constructing the initial co-occurrence matrix takes under 0.003 seconds and creating the Singular Value Decomposition matrices takes 0.121 seconds for titles only. For the full text sources, this process takes approximately 0.093 seconds and 1.59 seconds, respectively. Based on this information, constructing the SVD matrices and operating on them dynamically is possible, but it may be beneficial for user-response time if these matrices are built statically daily or weekly and stored as part of the data structure, depending on how often sources may need to be updated. Alternatively, the structures can be built dynamically if storage space becomes a concern.

Individual queries of the data structure take approximately 0.03 – 0.1 seconds depending on the length of the query and the size of the data structure.

**LSA Comprehension of Text**

Latent Semantic Analysis has no contextual knowledge of the dataset it is supplied. Its knowledge base is based on the psychological idea that similar documents would have similar keywords, layouts, and frequencies [38]. Since the design tool can restrict itself to searching only through potentially relevant sources, many of the short-comings of LSA are avoided. Additionally, search results are typically more relevant and granular since only domain specific knowledge is loaded into the data structure versus searching through a variety of potentially unrelated sources [39].

That being said, some contextual knowledge can be trained into the design tool through user feedback, both from students and instructors. If a student or instructor rates a certain result higher than another result from a list, keywords and documents can be weighted accordingly. Over time after enough user feedback, results should improve. The design tool data structure
allows for weighting; however, weighting is not considered for the experiments and results in the following chapter and is instead left for future work since more data must be gathered.
Chapter 5: Experiments and Results

The following testing experiments are explored to analyze the effectiveness of using LSA as part of the design tool for generating recommendations for the user:

- Generating recommendations based on keyword inquiries.
- Generating recommendations from basic questions with no context based on homework or quiz questions.
- Generating recommendations from multiple basic questions based on previous questions/material with which student may have struggled
- Generating recommendations from a student’s email question regarding some concept from the course

The recommendations from the design tool are compared to what is typically expected as a result from the TA’s/instructor or the students themselves. The key factors influencing the design tool’s recommendations utilizing latent semantic analysis are the reduced dimensions matrix size and the amount of data available to search.

For data, the design tool will be analyzed using just the table of contents from various resources, as well as from full text and transcripts from available resources. There are many different dimensions to choose among for initial search results of LSA. The design tool uses 32 dimensions for the Table of Contents searching and 64 dimensions to start for the full text search. In general, the lower number of dimensions used, the more induction is present in LSA’s recommendations; the higher number of dimensions used, the more keywords are directly influencing LSA’s recommendations. The initial dimensions used by the design tool were chosen based on matching typical TA and the instructor recommendations for the Digital Design course from 2014 – 2016 for students who were experiencing trouble with the related query. The dimensions can be and are adjusted per user as needed based on user feedback as more course material is covered. As a design tool deployment option, the course instructor, TA’s, or course
developer can use a series of test-cases, similar to the ones presented in the following sections to
test and set the initial dimensions as they see fit for the course offering if the default dimensions
are not ideal. This is equivalent to performing unit-testing for major applications and allows
users to fine-tune their product. The advantage here is that the code itself is not modified; only
the lsa search dimensions are adjusted.

**LSA Search Results and Performance**

As mentioned previously, many of the source recommendations that the Automated Personal
Advisor suggests are basic recommendations, which can typically be provided manually by an
instructor or TA in the matter of a couple minutes or less in each case. It is important to keep the
aggregate time involved over the entire course and for several hundred or more students to fully
appreciate the amount of time saved. More in-depth recommendations are also possible based on
the analysis of the data from each student’s past performance, which is typically much harder to
accomplish on an individual basis manually for all students in a single offering of a course due to
time restrictions and other pedagogical priorities.

**Basic Recommendations**

On the minimal level, it is expected that the design tool can make recommendations to the user
when they know what they are searching for based on some keywords or a homework question.
This can be accomplished in many ways. LSA is shown to work satisfactorily for these cases
below.
Utility of Searching Only Titles/Tables of Content

Latent Semantic Analysis can be performed on datasets as small as just titles without content. In this case, the chapter and sub-chapter headings are entered into our data structure. For this experiment, the individual chapter titles of two course books typically used for the Introduction to Digital Design: Digital Design with RTL Design, VHDL, and Verilog and Digital Design and Computer Architecture: ARM Edition. This provides 358 sources and 157 shared keywords. These number of sources and keywords will vary depending on course and how the instructor or course developer choose to separate sources and documents.

Basic Keyword Searching

As a trivial test case, the first search tested is representative of a student or TA browsing the table contents or index of the course books when they are looking for something specific and know the keyword:

Search query 1:

“Switches”

Top 3 results:

1. Ch 2.2 - Switches - from TOC of Digital Design with RTL Design, VHDL, and Verilog
   Match Amount: 0.993279296076
2. Ch 2.2 - The Amazing Shrinking Switch - from TOC of Digital Design with RTL Design, VHDL, and Verilog
   Match Amount: 0.993279296076
3. Ch 7.3 - Programmable Interconnects (Switch Matrices) - from TOC of Digital Design with RTL Design, VHDL, and Verilog
   Match Amount: 0.988068806503
The top 2 results can be reproduced by a student or TA looking at the index of the digital design book referenced. The 3rd result is not part of the index reference but is still a feasible recommendation depending on context.

Search query 2:

“Truth Tables”

Top 3 results:

1. Ch 2.6 - Truth Tables  - from TOC of Digital Design with RTL Design, VHDL, and Verilog
   Match Amount: 0.980705006435
2. Ch 7.3 - Lookup Tables  - from TOC of Digital Design with RTL Design, VHDL, and Verilog
   Match Amount: 0.950924244709
3. FSM Design - State Minimization using Implication Tables (Student Presentation) - 
   Online Course Example Video
   Match Amount: 0.725737365133

The top result here overlaps with one of the sources from the digital design book’s index as well. The remaining results are appropriate depending on context.

Search query 3:

“Digital Systems”

Top 3 results:

   Match Amount: 0.986751937912
2. Ch 1.2 - The World of Digital Systems  - from TOC of Digital Design with RTL Design, VHDL, and Verilog
   Match Amount: 0.986751937912
   Match Amount: 0.985686947325
All three search results are appropriate and are presented as an anecdote that LSA can be used similar to a typical search engine with the correct keywords or searching through a book’s index for some hint on additional study material that may not have been required or mentioned during lecture and discussion. It is important to note that indices of course books are typically created manually by the author; the ability to find overlapping references through a simple algorithm, especially one with no contextual knowledge of the material, shows promise that the algorithm can be used for more in depth recommendations. If required by the course developer, these results can be further fine-tuned through adjustment of the reduced dimensions matrix or including more data for the search algorithm to process. Alternatively, searches can be performed on specific resources for more customization as follows: for example, only the course books to which the student has access versus all resources available for the course or the top recommendation from each type of resource (top recommendations from each course book and top online videos).

*Speed Comparison of Keyword Searching Manually vs through the Design Tool*

In this novel case, manually looking through the index of a course book takes anywhere from several seconds to a minute. The design tool can perform the same search nearly instantly (on average .03 seconds for the above queries + time it takes to enter the query).

*Homework Help*

A student may have a question on their homework assignment and not sure which resource is best for them. In this case, if the student knows what to search for, they can input the appropriate keywords and get similar results to the trivial case. Alternatively, they can attempt to enter the
entire question in a search engine or check through the table of contents manually to decide which chapter section may be the most relevant for their needs.

This is a typical situation where students may not know what references they should check. An email may be sent out to the TA, with a response received later that day or the next day. Having an algorithm that can perform a simple suggestion based a sentence or question that has potentially many keywords would be useful for the student & can help them better manage their time. A simple keyword search algorithm may not be satisfactory, even for a simple situation like this, since there are many keywords.

LSA is based on co-occurrence of words and the relationship among them. Even with just chapter headings from a book, a practical suggestion can be made by LSA.

**Search query 1 (a question from a Number Conversion homework):**

“Numbers: Complete the following table by converting the following numbers: Convert Two's Complement Binary 01110101 to Decimal”

**Top 3 results:**

1. App B.2 - Real Number Representation - from TOC of Digital Design with RTL Design, VHDL, and Verilog  
   *Match Amount: 0.919458152824*
2. Ch 4.6 - Subtractors and Signed Numbers - from TOC of Digital Design with RTL Design, VHDL, and Verilog  
   *Match Amount: 0.917303568825*
3. Ch 4.6 - Subtractor for Positive Numbers Only - from TOC of Digital Design with RTL Design, VHDL, and Verilog  
   *Match Amount: 0.917303568825*

**Search query 2 (a question from an Arithmetic homework):**

“Arithmetic: Subtract the following 7-bit two’s complement numbers”

**Top 3 results:**
1. Arithmetic - Two’s Complement Addition, Two’s Complement Subtraction - Online Course Example Video  
   Match Amount: 0.878276991056
2. Ch 4.6 - Representing Negative Numbers: Two's Complement Representation - from TOC of Digital Design with RTL Design, VHDL, and Verilog  
   Match Amount: 0.867276055158
3. Arithmetic - Two’s Complement Multiplication (Student Presentation) - Online Course Example Video  
   Match Amount: 0.723435274477

Search query 3 (a question from a Logic Gates homework):

“Logic Gates: Create the error detection circuit for the two's complement adder / subtractor shown below.”

Top 3 results:

1. 1.5 Logic Gates - from TOC of Digital Design and Computer Architecture ARM Edition  
   Match Amount: 0.790227170643
2. 2.4 From Logic to Gates - from TOC of Digital Design and Computer Architecture ARM Edition  
   Match Amount: 0.790227170643
3. Logic Gates - Online Course Concept Video  
   Match Amount: 0.790227170643

These results are typical of a reference a TA may provide through email support and can be provided automatically by the design tool. The student saves the time of needing to wait for an answer from the TA or instructor, and the instructor/TA saves time of needing to check the book for a relevant reference for the student (or giving a generic recommendation of “read chapter 4 from the book”). Some typical homework feedback for this homework from graders include “Good job, but your optimized circuit has more gates (than necessary)” and “you should have used a different equation”. These tips are helpful, but they do not refer the student to a specific subchapter or section. The automated education system can provide these references.
automatically for the grader to include to supplement the comments. Alternatively, the grader comments can be bypassed altogether and the automated education system can be responsible for providing feedback, which would save time for the grader and allow them to spend more time for in-person interactions with students.

*Speed Comparison of Homework Help from an Instructor/TA vs through the Design Tool*

From the student perspective, the time a student typically waits for an answer from a professor ranges from hours to days. Receiving a response within a 24 hour period is considered reasonable and can be accomplished under most cases. During this time, a student is typically stuck on the concept and can’t move on until a hint or suggestion is provided. The design tool’s ability to provide an answer almost immediately (search results for these queries took between .03 seconds on average) saves the students time.

From the instructor and TA perspective, emails can take anywhere from 30 seconds to several minutes to answer, even for just simple course book or video reference responses as shown in the previous sections. A design tool that can automatically suggest the proper references saves this time for the instructor and TA’s per student. In a class of 200 students, with each student potentially sending several emails to the instructor or TA’s throughout a 10 week course, the amount of time saved could range easily in terms of hours. These hours can now be dedicated to discussing more complicated concepts directly with students.

*Quality Comparison of Homework Help from an Instructor/TA vs through the Design Tool*

In relation to quality, the recommendations provided by the design tool were initially normalized through choosing the proper dimensions to be equivalent to recommendations left for students by
the graders on their homework. Typical responses from graders mentioned the concept the students should review, which left students to search for sources on their own similar to the keyword searching section. Other typical responses may include a chapter or section reference for common problems that many students may have missed, similar to the homework help section results. Based on student feedback in lecture, discussion, and surveys ([8] and Appendix), this feedback is helpful for them.

Advantages and Limitations of Searching only through the Table of Contents

LSA can make simple suggestions based on the table of contents of books and other sources. Searches are also quick since there is not a very large search space. However, for more in depth recommendations, more information is required. Processing longer queries is more effective if there is more content to search through. In the next section, an analysis of more search queries through a significantly larger data set is analyzed.

With the limited number of words for each document since the design tool only uses titles for these searches, some results are very close in terms of matches, such as some of the results from queries 1 & 3 in the previous section. If more content is provided in the data structure, these matches would differentiate more significantly, as we will show later through full text searching.

More In-Depth Recommendations

In order to provide more in depth recommendations, more content must be provided. In the following experiments and results, the design tool searches through full text documents, which
are split by chapter sections. Videos are split into approximately 5 minute sections to mimic small chapter section content.

**Utility of Searching Full Text with LSA**

Search result quality and detail can be increased by providing more data for the data structure. Utilizing LSA as a foundation allows the design tool to provide comparable suggestions as TA’s or instructors in response to student performance on online quizzes, homework, and email inquiries. The main advantage of using LSA vs basic keyword searching or traditional artificial intelligence algorithms is the ability to implement and adapt the search space without requiring application-specific/expert knowledge of the search domain space.

As mentioned previously, LSA is implemented based on mathematical observations of words’ relationships among each other but not of the meanings of the words themselves [38]. It is important to note that no contextual knowledge is needed for implementing LSA for this search space; however, it wouldn’t hurt to add some knowledge where a developer may be able to make efficiency improvements. This concept is very powerful and allows the design tool to be deployed and implemented across multiple disciplines and applications without requiring extensive reworking of the core algorithms used to make recommendations. For the following searches, the design tool is accessing over 440 recommendation sources based on chapter sections and videos with over 3200 shared keywords among the documents.

**Basic Keyword Searching**

Revisiting the trivial keyword search case, we now look at the results of searching through full text versus just the table of contents.
Search query 1:

“Switches”

Top 3 results:

1. Back to the Future - Digital Design 101 Online Lecture Concept Video
   Match Amount: 0.658647395621
2. Ch 2.2 - Switches - The Amazing Shrinking Switch - Digital Design with RTL Design, VHDL, and Verilog
   Match Amount: 0.595895368071
   Match Amount: 0.58407336713

The search result of the “Back to the Future” video did not show up in the basic table of contents only search since there wasn’t enough context for the LSA algorithm to determine a match. However, including the transcript of the video puts the centroid vector of the search query closer to the lecture video than the other results because of the use of the word “switches” in the actual content/body of the reference. These results can be customized and adjusted by changing the dimensions used in the reduced dimensions matrix to provide more personalized results for a user. This will be analyzed in a later section.

Search query 2:

“Truth Tables”

Top 3 results:

1. Ch 2.6 - REPRESENTATIONS OF BOOLEAN FUNCTIONS - Standard Representation and Canonical Form - Standard Representation - Truth Tables - Digital Design with RTL Design, VHDL, and Verilog
   Match Amount: 0.801330374462
2. Ch 3.4 Finite State Machines - Sequential Logic Design - Digital Design and Computer Architecture ARM Edition
   Match Amount: 0.781265198014
3. Ch 2.6 - REPRESENTATIONS OF BOOLEAN FUNCTIONS - Truth Tables - Digital Design with RTL Design, VHDL, and Verilog

*Match Amount: 0.778448162799*

Note in these results, a source covering finite state machines is a closer match than one specifically for truth tables. Again, this is acceptable and expected because the design tool is using a reduced dimension matrix of 64 (from over 440), which performs more induction/guessing than a straight keyword search. The lower the reduced dimension matrix, the more induction is performed.

**Search query 3:**

“Digital Systems”

**Top 3 results:**

1. Ch 1.2 - Digital versus Analog - Digital Design with RTL Design, VHDL, and Verilog
   *Match Amount: 0.821161419019*
2. Ch 1.2 - Digital Circuits are the Basis for Computers - Digital Design with RTL Design, VHDL, and Verilog
   *Match Amount: 0.81834311729*
3. Ch 1.3 - Digital Design with RTL Design, VHDL, and Verilog
   *Match Amount: 0.801406738837*

The results here are different than when searching through just the Table of Contents of the course books. This makes sense since there are many more keywords and sources to search through now (446 sources with 3270 keywords for this search). The results, although different, are still relevant for a generic search for information on “switches”. As stated previously, these results can be further customized depending on user preference (for example, which resources the user found most helpful from their search) and adjusted for future results.
Homework Help

Now with a larger data set to search through, the sample search from the Homework Help section previously is shown again for a larger search space using the same LSA algorithm with some adjustments for the dimensions matrix given the larger number of sources and keywords.

Search query 1 (a question from a Number Conversion homework):

“Numbers: Complete the following table by converting the following numbers: Convert Two's Complement Binary 01110101 to Decimal”

Top 3 results:

1. Ch 1.4.6 - From Zero to One - Number Systems - Signed Binary Numbers - Digital Design and Computer Architecture ARM Edition
   Match Amount: 0.855062505572
2. Ch 1.4.6 - From Zero to One - Number Systems - Binary Addition - Example 1.12 - Adding Two's Complement Numbers - Digital Design and Computer Architecture ARM Edition
   Match Amount: 0.854625402292
3. Ch 1.4.6 - From Zero to One - Number Systems - Binary Addition - Example 1.10 - Two's Complement Representation of a Negative Number - Digital Design and Computer Architecture ARM Edition
   Match Amount: 0.852118948145

Search query 2 (a question from an Arithmetic homework):

“Arithmetic: Subtract the following 7-bit two’s complement numbers”

Top 3 results:

1. Ch 4.6 - Datapath Components - SUBTRACTORS AND SIGNED NUMBERS - Representing Negative Numbers: Two's Complement Representation - Digital Design with RTL Design, VHDL, and Verilog
   Match Amount: 0.92005224396
2. Ch 1.4.6 - From Zero to One - Number Systems - Binary Addition - Example 1.13 - Subtracting Two's Complement Numbers - Digital Design and Computer Architecture ARM Edition
   Match Amount: 0.900746586703
3. Ch 1.4.6 - From Zero to One - Number Systems - Binary Addition - Example 1.12 - Adding Two's Complement Numbers - Digital Design and Computer Architecture ARM Edition

Match Amount: 0.896877068848

Search query 3 (a question from a Logic Gates homework):

“Logic Gates: Create the error detection circuit for the two's complement adder / subtractor shown below.”

Top 3 results:

1. Ch 6.4 - Optimizations and Tradeoffs - DATAPATH COMPONENT TRADEOFFS - Faster Adders - Digital Design with RTL Design, VHDL, and Verilog

Match Amount: 0.813189693034

2. Ch 4.3 - Datapath Components - ADDERS - Digital Design with RTL Design, VHDL, and Verilog

Match Amount: 0.768308701337

3. Ch 4.3 - Datapath Components - ADDERS - Adder - Carry-Ripple Style - Digital Design with RTL Design, VHDL, and Verilog

Match Amount: 0.737199497009

The results returned now are more specific than the basic search from the previous section using the same query; this is sensible since there is much more data to search through. The individual utility of the results of the search depend on context; in particular, the user performance level can be taken into account, and the search dimension matrix can be adjusted depending on user preference. This will be analyzed and reviewed in a later section.

Training/adapting LSA for better individualized results

Since students do not all study or learn in the same manner, results for students who struggle with the same types of questions (for example the Numbers and Logic Gates query in the previous section) may vary in utility. If the average student in this case finds that the results are
acceptable, no further customization is needed. However, if a student finds that result #2, which
covers Adders, is more useful for them than result #1, there are different ways to address future
search results. By collecting information on what a student may feel works better for them
(perhaps through a star rating system, similar to contemporary social media review systems),
more back-end adjustments can be made.

Creating an individualized experience based on user preference and feedback

For the search case in the previous section, the design tool started at a reduced dimension space
of 64. If the student prefers result #2 vs result #1 (and didn’t find #1 useful at all), they can rate
result #2 with 5 stars out of 5 & result #1 with 1 star. The design tool can then perform additional
metric analysis and searches through different dimension spaces in order to adjust the match
quality compared to the original search. Once a new dimension space is found that correlates
closer to the user preferences so far, that new dimension space can be used.

One possible implementation can be incrementally adjusting the search space until result
#2 has a higher match quality than result #1, then confirm with the user with the new search
results since other sources may rank higher than both previous results now. This can be done
directly by the user through a specific “settings” menu option or done automatically through
future searches.

The design tool uses a binary search to determine the next dimensions: 32 (halfway between
0 and 64 dimensions) and 255 (halfway between 64 and 446 total dimensions). With 32
dimensions, the “subtraction” result was still number 1, so the design tool looks toward 255
dimensions. With 255 dimensions, the “subtraction” result match quality lowered, but so did the
“adder” result. However, there are multiple references to different sections of Ch 4.3 here & a more specific section is rated higher than the “subtraction” result:

1. Ch 4.3 - Datapath Components - ADDERS - Adder - Carry-Ripple Style - Digital Design with RTL Design, VHDL, and Verilog
   Match Amount: 0.71205977454
2. Ch 4.6 - Datapath Components - SUBTRACTORS AND SIGNED NUMBERS - Representing Negative Numbers: Two's Complement Representation - Digital Design with RTL Design, VHDL, and Verilog
   Match Amount: 0.700976345769
3. Ch 5.2.2 Subtraction - Digital Design and Computer Architecture ARM Edition
   Match Amount: 0.67463826654
   …
7. Ch 4.3 - Datapath Components - ADDERS - Digital Design with RTL Design, VHDL, and Verilog
   Match Amount: 0.633823054669

Ch 4.3 is split so that the design tool can suggest more specific sections and sub-sections than a more general response. Before presenting results to the user, the design tool can check further dimensions for fine-tuning.

The next 2 dimensions based on a binary search is 159 and 350. 159 dimensions increases the distance between the “subtraction” and “adders” result while 350 puts “adders” ahead of “subtraction” in the results. The results for 350 dimensions are as follows:

1. Ch 4.3 - Datapath Components - ADDERS - Adder - Carry-Ripple Style - Digital Design with RTL Design, VHDL, and Verilog
   Match Amount: 0.711949464959
2. Ch 4.6 - Datapath Components - SUBTRACTORS AND SIGNED NUMBERS - Representing Negative Numbers: Two's Complement Representation - Digital Design with RTL Design, VHDL, and Verilog
   Match Amount: 0.700760190701
   …
5. Ch 4.3 - Datapath Components - ADDERS - Digital Design with RTL Design, VHDL, and Verilog
   Match Amount: 0.633050856325
For this particular user, the design tool may now start using 350 dimensions for the search space and fine-tune as required based on user feedback. Conventionally speaking, higher number of dimensions results in more direct keyword searches whereas lower number of dimensions make more inductive guesses [38]. The number of dimensions a user prefers may change throughout the course and can be monitored through user feedback. Additional metrics can be used to create a custom user experience, which is discussed in
Chapter 6: Future Work.

**Homework Help with More Context and Individualized Dimensions**

Now let’s take it a step further and add some context into our query. First, we take a look at a student, Student A, struggling with an RTL component problem (Logic Gate search query from the previous section). Now suppose this is the same student who wanted help from the previous search needs help later on when working on an Adder/Subtractor (also likely to be implemented using two’s complement numbers). With this new context, we have an updated query (combining both questions) and updated results. Suppose that the student preferred the results of the LSA algorithm so far (64 dimensions).

**Search query 1 (combined questions for Student A with 64 dimension search matrix):**

“Numbers: Complete the following table by converting the following numbers: Convert Two's Complement Binary 01110101 to Decimal. Logic Gates: Create the error detection circuit for the two's complement adder / subtractor shown below.”

**Top 3 results:**

1. Ch 5.2.2 Subtraction - Digital Design and Computer Architecture ARM Edition
   
   *Match Amount: 0.795448961288*

2. Ch 4.3 - Datapath Components - ADDERS - Digital Design with RTL Design, VHDL, and Verilog
   
   *Match Amount: 0.746620032387*

3. Ch 4.6 - Datapath Components - SUBTRACTORS AND SIGNED NUMBERS - Detecting Overflow - Digital Design with RTL Design, VHDL, and Verilog
   
   *Match Amount: 0.742917197201*

With the new context, the query now has an updated centroid vector, which aligns closer to Ch 5.2.2, which reviews two’s complement subtraction rather than providing a result going over optimizing an adder to be faster in Ch 6.4 for the Digital Design book, which was a valid result.
without any additional context. The induction done by LSA here is very promising considering no engineering-specific contextual knowledge was added to create these results. Further optimization can be fine-tuned by both students and instructors and will be discussed in the following section.

In another case, we may have another student, Student B, who may have a similar issue with the homework, but preferred different results, such as those outlined in the previous section, resulting in a 350 dimension reduced matrix. This student, using the same query, gets different results:

**Search query 2 (combined questions for Student B with 350 dimension search matrix):**

“Numbers: Complete the following table by converting the following numbers: Convert Two's Complement Binary 01110101 to Decimal. Logic Gates: Create the error detection circuit for the two's complement adder / subtractor shown below.”

**Top 3 results:**

1. Ch 4.3 - Datapath Components - ADDERS - Adder - Carry-Ripple Style - Digital Design with RTL Design, VHDL, and Verilog
   *Match Amount: 0.711949464959*
2. Ch 4.6 - Datapath Components - SUBTRACTORS AND SIGNED NUMBERS - Representing Negative Numbers: Two's Complement Representation - Digital Design with RTL Design, VHDL, and Verilog
   *Match Amount: 0.700760190701*
3. Ch 6.4 - Optimizations and Tradeoffs - DATAPATH COMPONENT TRADEOFFS - Faster Adders - Digital Design with RTL Design, VHDL, and Verilog
   *Match Amount: 0.67164185721*

When adding in context and expecting certain results, user feedback becomes very important in order to adjust the LSA dimensions appropriately per user. Searching with the same queries through the data structure with different dimensions results in different results based on user
feedback. As the user increases their participation and feedback, the results presented by the design tool for that user should adapt accordingly.

For this experiment, these results are presented to show that it is possible to create more meaningful results with relatively low overhead that may save both student and instructor time in finding answers to their questions.

*Speed Comparison of Homework Help with Context from an Instructor/TA vs the Design Tool*

This detail of homework help presented in the previous section is not typically conducted preemptively in a classroom environment with hundreds of students simply due to time restrictions and feasibility. This process can potentially take an instructor or TA several minutes per student per query to arrive at a suggestion or recommendation once past homeworks are brought into context.

With the help of the design tool, this information can be presented to students preemptively, or to the instructor/TA before meeting with a student to maximize the small amount of time available for in-person meetings. The algorithm itself only takes approximately .03-.1 seconds to process queries similar to those presented in the previous section.

*Quality Comparison of Homework Help with Context from an Instructor/TA vs Design Tool*

In relation to quality, the recommendations provided by the design tool here were initially normalized through choosing the proper dimensions to be equivalent to recommendations left for students by the graders on their homework, similar to the homework help section. The power of this tool comes in freeing up time that was previously spent manually searching through a
student’s homework history to best determine with which sections the student needs help. The available time can now be better utilized to help students with more difficult concepts.

Enhancing interaction between Instructor/TA and Student

In addition to pre-emptive automated recommendations, the design tool can also serve as a virtual assistant for the instructor or TA when responding to student inquiries. Although finding relevant references for students doesn’t take typically take a significant amount of time for each instance, as class room sizes grow, every minute saved adds up and matters. The design tool can be utilized to process student emails and message board posts, just like they were shown to process homework questions in previous sections. The results can be provided to the student automatically, or included in the electronic communication from the instructor or TA.

Enhancing Email and Forum Responses with Automated Recommendations

The design tool can also be used to process student inquiries from email and provide potential resources for the student to view. These next queries are examples of student email questions:

Student query 1 (email inquiry):

“I am still having optimizing the full adder into NAND, NOR, and NOT gates from homework 10. Do you have time after class on Monday to work out the problem with me? Unfortunately, I am unable to make your office hours due to class.”

Top 3 results:

1. Ch 6.4 - Optimizations and Tradeoffs - DATAPATH COMPONENT TRADEOFFS - Faster Adders - Digital Design with RTL Design, VHDL, and Verilog
   Match Amount: 0.808190732824
2. Ch 4.3 - Datapath Components - ADDERS - Digital Design with RTL Design, VHDL, and Verilog
   Match Amount: 0.677069919044

3. Technology Mapping (5m - 10m) - Digital Design 101 Online Lecture Concept Video
   Match Amount: 0.675524846715

For this situation, a manual reply is required. However, having reference results available for the instructor, which can be done automatically by the design tool, will save the instructor time from needing to look up appropriate references for the student to review before coming to an in-person appointment. For this particular case, any of the 3 results would work for references since they all cover converting gates. These can be attached automatically at the end of the email, or copy & pasted by the responder manually.

**Student query 2 (posted on course message board):**

“Can someone explain and post the timing diagram of Register file timing question of HW12?”

**Top 3 results:**

1. Ch 4.10 - Datapath Components - REGISTER FILES - Digital Design with RTL Design, VHDL, and Verilog
   Match Amount: 0.921716867257

2. Ch 5.5.5 Register Files - Digital Design and Computer Architecture ARM Edition
   Match Amount: 0.787264730051

3. Ch 3.2 - STORING ONE BIT-FLIP-FLOPS - Basic Register - Storing Multiple Bits - Digital Design with RTL Design, VHDL, and Verilog
   Match Amount: 0.782060948493

Again, a manual reply was required here, but including the relevant course book references manually took some time, which could have been utilized to answer more emails. The design tool provides a quick and relevant reference that can be used by the instructor/TA, or even provided automatically when the user chooses to post a question on the message board. If the references answered the student’s question, the question could be skipped completely, or posted
with reference as a solution to allow other students who had similar questions to review the material without additional intervention.
Chapter 6: Future Work

The Active Learning Personal Advisor has been shown to be promising at providing recommendations for both students and instructors, allowing for more efficient use of time. The next logical steps for the design tool are through further automation and customization. The most ubiquitous method for improving the design tool is through integration with the University Course Portal to provide a fully integrated and fluid experience for both students and instructors.

Integrating into a University Course Portal

Students at the University of California, Irvine access their grades and many course materials through the Electronic Educational Environment (EEE) [47]. Currently, the design tool receives grades and data from the message board through manual input. Obviously, integrating the design tool into EEE would allow for more automated processing of grades and recommendations, directly through the University Portal vs through a separate web site. Instructors and TA’s would only have to enter grades into one site/page and can receive student reports directly in the course portal.

The digital and web-based nature of the Active Learning Personal Advisor naturally fits into any typical university course portal. I plan to work in conjunction with the Center for Engaged Instruction [48] as well as the Office of Information Technology [49] at UC Irvine to implement expanded automated education system prototypes for more engineering courses. As more courses are added to the automated system, more relevant and useful results and reports can be generated through searching through larger datasets.
Expanding Automated Grading

Student performance profiling is currently automated through the self-check quizzes consisting of multiple-choice/fill-in-the-blank automated question grading. More accurate profiling is conducted once graders, TA’s, and instructors submit grades for homework and exams, which typically have questions with wider ranges of difficulty. Expanding the variety of questions available in the self-check quizzes that allow for more complicated questions allows for a quicker user feedback and recommendation loop. For the digital design courses, automatically graded questions currently consist of fill-in-the-blank, multiple choice, and true-or-false questions. A larger variety of questions can be included through allowing circuit connection completion and circuit design related interfaces. A graphical interface allowing the user to add, remove, and edit components would be required. This type of interface can be used as a foundation for other engineering courses as well.

For the Digital Logic Design course, creating a tool to allow for circuit building and verification would allow for automated grading of circuits. This will drastically cut down on grading time for TA’s and instructors, as well as allow students to have instantaneous feedback on their designs. These more advanced tools will allow for higher levels of critical thinking from students while maintaining ease of grading, which will maintain scalability as enrollment inevitably increases in the major and school as a whole.

Early Intervention through Linear Progression Modeling

Some pre-emptive intervention is possible through the Active Learning Personal Advisor. When students answer a series of questions wrong, recommendations can be provided quickly. Also,
when a student has been performing below expectations, the design tool can be set to notify the instructor automatically. However, potential signs that a student will perform worse without early intervention can be potentially predicted through linear progression modeling. If successful, the design tool would be able to recognize patterns based on available study habits and patterns of students through the integrated university portal based on a variety of metrics available in the design tool data structure. Linear progression modeling can compile data on when students (current and past) access their homework, when they turn it in, when they view online slides, videos, how often they take self-check quizzes, how soon they access referenced material after a recommendation email is sent, etc., and predict if the student needs to change their habits or intervention may be required. This type of modeling becomes even more effective in conjunction with the concept of cross-course searching and long-term profiling, which are highlighted in the next section.

Integrating an early intervention model can greatly aid both instructors and academic counselors. The automated education system can perform routine quarterly, weekly, or even nightly checks of student progress. Once a red flag situation occurs with a student profile, an email can be dispatched to the proper educator or counselor with appropriate information from the data structure to give the educator a quick snapshot overview of the affected student. This information will help streamline any necessary in-person discussion of the academic progress of current students, improving student interaction and retention with minimal overhead increases.
Improving Overall Search Results through Crowd-Sourcing Techniques

Currently, the user feedback system is primarily aimed toward improving the experience for that particular user. However, there is continuing research with respect to the idea of gaining wisdom from crowds [50], or for this tool’s case, better search results. The idea is that if a large crowd is asked to answer a question, the average or most popular answer has a high probability of being correct; this has been shown to work very well for easy multiple-choice questions [51]. By utilizing this technique through aggregating results from user feedback, the overall weighting of keywords and documents can be adjusted for entire courses, resulting in better search results for more students.

Cross-Course Searching and Long-Term Profiling

Once integrated into the University Portal, it would be possible to allow the design tool to search through pre-requisite or related courses the student has taken. This will allow for much deeper recommendations for students and performance profiling can be conducted across a student’s entire academic career. Recommendations from the design tool with the ability to access assignments and references available to the student from pre-requisite courses will be especially helpful for students who may need to review those materials. Cross-course referencing can be added through referring to the course catalogs for universities or directly from the instructors and course developers.

With long-term profiling, other tools, such as linear progression modeling are much more effective and can be used to self-adjust since the design tool can compare actual student progression through several courses to its predictions of outcomes. A larger histogram is
available for the design tool to utilize to analyze student performance, giving the design tool a
more comprehensive view of which recommendations and results were most effective.

With long-term profiling, LSA can potentially even be used to make recommendations
for elective courses in which the student may be interested. Academic counselors and course
planners can utilize the aggregated data for student placement in future courses based on
prospective recommendations.

**Increasing Context Awareness of LSA**

LSA, by default, has no contextual knowledge of the data it searches through. For this
application of LSA, it has not created any problems since the dataset is controlled. However,
with plans to expand the use of LSA, adding context awareness would be prudent. One such way
is to convert from a keyword/non-grammatical data structure to an n-gram model, which stores
words in sequences. Additionally, the issues of synonyms and polysemy recognition can be
addressed by explicitly training the design tool to recognize synonyms and interpreting specific
words a certain way.

A novel example of adding synonyms for a digital design course would be to include
words like selector, multiplexor, and mux as synonyms, since they are. These words are often
used interchangeably in books and online content. The existing automated education system
treats these words as separate words, which does not affect most basic searches; however, future
searches, especially once more homework and self-check quiz questions are added, may be
affected by a lack of context awareness through using LSA.
Including Internet References into the Data Structure Automatically

Currently, the data provided to the data structure is entered manually and provided directly by the instructors or course developers. However, depending on the course, there may be additional useful references. Arbitrarily and randomly adding sources from Internet searches, although possible, may not be ideal. Instead, the instructor, course developer, or in some cases the students themselves, may add a site name, journal, or discussion thread they find relevant to the course. With the web site URL, the design tool can parse the digital data automatically and expand its data structure incrementally.

For example, for the digital design courses offered, many students have found that certain YouTube channels had helpful supplementary videos that aided in their understanding of the class material. These videos can be transcribed and indexed by the automated education system, which will include them in searches and results for future offerings. Adding these sources would greatly increase the amount of data available for searching, which will also help students find additional and relevant resources in their research.
Chapter 7: Summary of Contributions

The Active Learning Personal Advisor contributions to large-scale engineering education can be summarized as follows:

1. Categorize and profile students based on performance level
   a. Allows opportunity for future recommended studies and assignments for students automatically as content becomes available
   b. Allows instructors and TAs to quickly assess individual student performance prior to or at the beginning of in-person meetings
   c. Aggregate automatic student performance profiles help instructors identify overall class strengths and weaknesses and help TAs identify overall discussion section strengths and weaknesses, helping guide topics covered in lecture and discussion

2. Automatically provide timely recommendations to students to facilitate self-motivation
   a. Enhanced self-check quiz feedback
   b. More detailed homework and topic review comments
   c. Aid instructors in creating more detailed replies in response to student queries via email and other online communication

3. Adapt search results over time for individual students through a user feedback system
   a. Different students will receive different results based on their own learning preferences
   b. Recommendations are student-centered and individualized through customization

Automated Categorizing and Performance Profiling

The Active Learning Personal Advisor categorizes and profiles students by their performance levels with techniques in mind from other disciplines to maximize not just performance but also motivation and self-satisfaction; existing tools for managing MOOC’s follow traditional methodologies and provide the same experience for everyone, hindering motivation, self-satisfaction, and inevitably performance for many students.
Initial assessments can be calculated through available self-check quizzes, which are written in a way to allow for simple automated grading. Feedback and recommendations can be supplied to users nearly instantaneously, maintaining and encouraging active learning. Further assessments can be included as graders, TA’s, and instructors upload assignment and exam grades, allowing the design tool to continue to build the performance profile of student. Once the automated education system is integrated into a larger university course portal, the overhead for entering manual data into the automated system is removed, saving even more time in long term implementations of the Active Learning Personal Advisor.

These automatically generated profiles are more useful than current course management systems, which only offer a very broad overview of student performance. The automated education system can provide detailed suggestions and keywords with which each student is struggling. From there, an instructor can quickly assess the student’s needs and make further recommendations at in-person meetings.

Just as individuals in any given course have differing levels of aptitude and performance, students as a group vary from course offering to offering. Aggregate class performance profiles can also be generated through the automated education system. Similar to the individual reports, keywords of strengths and weaknesses for an entire lecture or discussion can be provided. As an example from the digital design courses covered in this dissertation, many students from a previous offering were struggling with two’s complement addition, as indicated from homework graded by the TAs for the course. However, since the homework consisted of several different topics and were graded by multiple graders and TAs, this information was not immediately communicated to the instructor by the graders or TAs. When this information was entered into the automated education system, a performance profile is created. This profile includes
information containing the most missed questions, keywords of topics related to those questions, and references for further studying for students can be passed on from the instructor. More information can be included by the course developer. This will help the instructor and TA determine what concepts and problems need to be addressed and in what order.

**Timely Recommendations**

Students prefer detailed help when possible. However, with increasing enrollment, details, such as recommending specific chapter subsections, are not always practical to provide. At best, a TA may be able to recommend a subchapter for all homework questions during a particular week. An advantage of an automated education system here is that it can recommend a specific subsection related to a specific self-check quiz or homework question almost instantaneously, as seen in Chapter 5: Experiments and Results. Recommendations can be made based on self-check questions and any other graded material automatically.

**Customizing Search Results over Time for Individual Students**

Because students have varying skill levels, they may need different recommendations, even when missing similar questions. The automated education system allows users to provide feedback on search results, similar to popular online search engines and social media sites adjusting targeted advertising for users. The Active Learning Personal Advisor adjusts the amount of induction it makes during recommendations by changing the dimensions of searching through LSA. A binary search is conducted to performance basic rearrangement of results. As the user interacts with the automated education systems, search results will become more unique to the user.
Furthermore, once the automated education system is integrated into a university course portal, long-term customization is possible. For example, if a student performs exceptionally well during the introductory digital design course, their search results and recommendations will be different than students who were struggling with the same course in future offerings since the student performance assessment information is carried on from one course to others in which they are prerequisites. Since there will be multiple courses and much more feedback per student over the course of their academic career, search results can be more individualized per user. Additional customization through keyword and document weighting is possible as more data is available to adjust in the data structure.

This information can also be useful for instructors at the beginning of the quarter. The automated education system can provide a generalized aggregate report of overall student performance assessments, highlighting strengths and weaknesses based on their performance in prerequisite classes. As an example, assume that students are enrolled in a digital design lab course that is a follow up of the prerequisite digital design course taught by another instructor. In a typical situation, the lab course instructor must spend some time manually assessing student strengths and weaknesses.

However, with the automated education system, if most students did not perform well on creating larger selectors from smaller selectors in the prerequisite digital design course, this information including keywords and references to homework, self-check quizzes, or exam questions can be included in the initial aggregate report to the instructor. This will indicate to the instructor that they may want to spend extra time reviewing building larger selectors from smaller ones. Conversely, if most students performed exceptionally well in a certain topic, like computing the minimal sum-of-products through k-maps indicated by keywords and references
from the automated education system, the instructor would know that they can spend less time on this topic in the follow-up course.

**Summary**

Automating and providing support for the lower-order needs of students frees up precious time, typically adding up to potential savings of hours for students allows both students and instructors to utilize the limited amount of in-person time they have available to be more productive. Student performance profiles and recommendations are also shared with the TA’s and instructors in form of reports easily accessible from the design tool data structure, allowing instructors to more quickly pin-point student issues and needs. The recommendations can be fine-tuned by both students and instructors through user feedback methods rating the recommendations and reports.

The Active Learning Personal Advisor accommodates larger scale instruction while minimizing overhead and time commitment from both students and instructors. The data structure provides a meaningful dataset for the design tool, which uses the data in algorithms that generate relevant reports containing suggestions and reviews of the student’s work based on each individual’s progress. This automated system is integral in making a hybrid methodology for large scale courses with minimal instructor intervention for lower level needs possible while focusing on satisfying the metrics proposed. As contemporary education moves forward with larger enrollments and tighter budgets, automated learning design tools will move from being novel luxuries to integral learning models for success.
Appendix

*Study Habits/Resources used Survey for students in a Digital Design course*

*(Fall 2015 – 110 of 123 students responded):*

Please rate how each of the following materials has been a part of how well they helped you learn about the current course material. There are no right or wrong answers on this one, we just want to see what works for which students (disagree = not helpful, agree = helpful, no opinion = didn’t use this material).

1. Lectures

| 2/110  | 2%  | No Opinion   |
| 1/110  | 1%  | Strongly Disagree |
| 1/110  | 1%  | Disagree     |
| 63/110 | 57% | Agree        |
| 43/110 | 39% | Strongly Agree |
| 110/110 | 100% | # of responses to this question |
| 0/110  | 0%  | No answer selected |

2. Discussions

| 14/110 | 13%  | No Opinion   |
| 0/110  | 0%   | Strongly Disagree |
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<table>
<thead>
<tr>
<th># of responses to this question</th>
<th>%</th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>110/110</td>
<td>100%</td>
<td></td>
<td></td>
</tr>
<tr>
<td>0/110</td>
<td>0%</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

3. Homework

<table>
<thead>
<tr>
<th># of responses to this question</th>
<th>%</th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>110/110</td>
<td>100%</td>
<td></td>
<td></td>
</tr>
<tr>
<td>0/110</td>
<td>0%</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

4. Lecture Videos

<table>
<thead>
<tr>
<th># of responses to this question</th>
<th>%</th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>110/110</td>
<td>100%</td>
<td></td>
<td></td>
</tr>
<tr>
<td>0/110</td>
<td>0%</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
5. Sample Problem Videos

<table>
<thead>
<tr>
<th># of Responses</th>
<th>Percentage</th>
<th>Response</th>
</tr>
</thead>
<tbody>
<tr>
<td>12/110</td>
<td>11%</td>
<td>No Opinion</td>
</tr>
<tr>
<td>2/110</td>
<td>2%</td>
<td>Strongly Disagree</td>
</tr>
<tr>
<td>11/110</td>
<td>10%</td>
<td>Disagree</td>
</tr>
<tr>
<td>55/110</td>
<td>50%</td>
<td>Agree</td>
</tr>
<tr>
<td>30/110</td>
<td>27%</td>
<td>Strongly Agree</td>
</tr>
<tr>
<td>110/110</td>
<td>100%</td>
<td># of responses to this question</td>
</tr>
<tr>
<td>0/110</td>
<td>0%</td>
<td>No answer selected</td>
</tr>
</tbody>
</table>

6. Self-check quizzes

<table>
<thead>
<tr>
<th># of Responses</th>
<th>Percentage</th>
<th>Response</th>
</tr>
</thead>
<tbody>
<tr>
<td>23/110</td>
<td>21%</td>
<td>No Opinion</td>
</tr>
<tr>
<td>5/110</td>
<td>5%</td>
<td>Strongly Disagree</td>
</tr>
<tr>
<td>10/110</td>
<td>9%</td>
<td>Disagree</td>
</tr>
<tr>
<td>54/110</td>
<td>49%</td>
<td>Agree</td>
</tr>
<tr>
<td># of responses to this question</td>
<td># of responses</td>
<td>Percentage</td>
</tr>
<tr>
<td>--------------------------------</td>
<td>---------------</td>
<td>------------</td>
</tr>
<tr>
<td>18/110</td>
<td>16%</td>
<td>Strongly Agree</td>
</tr>
<tr>
<td>110/110</td>
<td>100%</td>
<td># of responses to this question</td>
</tr>
<tr>
<td>0/110</td>
<td>0%</td>
<td>No answer selected</td>
</tr>
</tbody>
</table>

7. Coursebook chapters

<table>
<thead>
<tr>
<th># of responses to this question</th>
<th># of responses</th>
<th>Percentage</th>
<th>Response</th>
</tr>
</thead>
<tbody>
<tr>
<td>65/110</td>
<td>59%</td>
<td>No Opinion</td>
<td></td>
</tr>
<tr>
<td>2/110</td>
<td>2%</td>
<td>Strongly Disagree</td>
<td></td>
</tr>
<tr>
<td>14/110</td>
<td>13%</td>
<td>Disagree</td>
<td></td>
</tr>
<tr>
<td>24/110</td>
<td>22%</td>
<td>Agree</td>
<td></td>
</tr>
<tr>
<td>5/110</td>
<td>5%</td>
<td>Strongly Agree</td>
<td></td>
</tr>
<tr>
<td>110/110</td>
<td>100%</td>
<td># of responses to this question</td>
<td></td>
</tr>
<tr>
<td>0/110</td>
<td>0%</td>
<td>No answer selected</td>
<td></td>
</tr>
</tbody>
</table>

8. Coursebook questions

<table>
<thead>
<tr>
<th># of responses to this question</th>
<th># of responses</th>
<th>Percentage</th>
<th>Response</th>
</tr>
</thead>
<tbody>
<tr>
<td>73/110</td>
<td>66%</td>
<td>No Opinion</td>
<td></td>
</tr>
<tr>
<td>4/110</td>
<td>4%</td>
<td>Strongly Disagree</td>
<td></td>
</tr>
<tr>
<td>9/110</td>
<td>8%</td>
<td>Disagree</td>
<td></td>
</tr>
<tr>
<td>19/110</td>
<td>17%</td>
<td>Agree</td>
<td></td>
</tr>
<tr>
<td>5/110</td>
<td>5%</td>
<td>Strongly Agree</td>
<td></td>
</tr>
</tbody>
</table>
Online Communications Responsiveness/Helpfulness Survey for students in a Digital Design Course (Fall 2015 – 111 of 123 students responded):

Please rate how each of the following materials has been a part of how well they helped you learn about the current course material. There are no right or wrong answers on this one, we just want to see what works for which students (disagree = not helpful, agree = helpful, no opinion = didn’t use this material/resource).

1. Email communication w/ the TA or instructor via email regarding course material in terms of response time.

<table>
<thead>
<tr>
<th>Response</th>
<th>Percentage</th>
<th>Rating</th>
</tr>
</thead>
<tbody>
<tr>
<td>46/111</td>
<td>41%</td>
<td>No Opinion</td>
</tr>
<tr>
<td>0/111</td>
<td>0%</td>
<td>Strongly Disagree</td>
</tr>
<tr>
<td>0/111</td>
<td>0%</td>
<td>Disagree</td>
</tr>
<tr>
<td>28/111</td>
<td>25%</td>
<td>Agree</td>
</tr>
<tr>
<td>37/111</td>
<td>33%</td>
<td>Strongly Agree</td>
</tr>
<tr>
<td>111/111</td>
<td>100%</td>
<td># of responses to this question</td>
</tr>
<tr>
<td>0/111</td>
<td>0%</td>
<td>No answer selected</td>
</tr>
</tbody>
</table>

2. Email communication w/ the TA or instructor via email regarding course material in terms of helpfulness/guidance.
3. Homework comments in terms of helpfulness/guidance.

<table>
<thead>
<tr>
<th>#</th>
<th>Percentage</th>
<th>Response</th>
</tr>
</thead>
<tbody>
<tr>
<td>50</td>
<td>45%</td>
<td>No Opinion</td>
</tr>
<tr>
<td>0</td>
<td>0%</td>
<td>Strongly Disagree</td>
</tr>
<tr>
<td>1</td>
<td>1%</td>
<td>Disagree</td>
</tr>
<tr>
<td>31</td>
<td>28%</td>
<td>Agree</td>
</tr>
<tr>
<td>29</td>
<td>26%</td>
<td>Strongly Agree</td>
</tr>
<tr>
<td>111</td>
<td>100%</td>
<td># of responses to this question</td>
</tr>
<tr>
<td>0</td>
<td>0%</td>
<td>No answer selected</td>
</tr>
</tbody>
</table>


<table>
<thead>
<tr>
<th>#</th>
<th>Percentage</th>
<th>Response</th>
</tr>
</thead>
<tbody>
<tr>
<td>32</td>
<td>29%</td>
<td>No Opinion</td>
</tr>
<tr>
<td>0</td>
<td>0%</td>
<td>Strongly Disagree</td>
</tr>
<tr>
<td>1</td>
<td>1%</td>
<td>Disagree</td>
</tr>
<tr>
<td>No. Responses</td>
<td>Percentage</td>
<td>Response</td>
</tr>
<tr>
<td>---------------</td>
<td>------------</td>
<td>----------</td>
</tr>
<tr>
<td>41/110</td>
<td>37%</td>
<td>Agree</td>
</tr>
<tr>
<td>36/110</td>
<td>33%</td>
<td>Strongly Agree</td>
</tr>
<tr>
<td>110/111</td>
<td>99%</td>
<td># of responses to this question</td>
</tr>
<tr>
<td>1/111</td>
<td>1%</td>
<td>No answer selected</td>
</tr>
</tbody>
</table>

5. Message Board interaction in terms of helpfulness/guidance.

<table>
<thead>
<tr>
<th>No. Responses</th>
<th>Percentage</th>
<th>Response</th>
</tr>
</thead>
<tbody>
<tr>
<td>24/111</td>
<td>22%</td>
<td>No Opinion</td>
</tr>
<tr>
<td>0/111</td>
<td>0%</td>
<td>Strongly Disagree</td>
</tr>
<tr>
<td>2/111</td>
<td>2%</td>
<td>Disagree</td>
</tr>
<tr>
<td>46/111</td>
<td>41%</td>
<td>Agree</td>
</tr>
<tr>
<td>39/111</td>
<td>35%</td>
<td>Strongly Agree</td>
</tr>
<tr>
<td>111/111</td>
<td>100%</td>
<td># of responses to this question</td>
</tr>
<tr>
<td>0/111</td>
<td>0%</td>
<td>No answer selected</td>
</tr>
</tbody>
</table>
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