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Abstract. A large experiment like ATLAS at LHC (CERN), with over three thousand members and a shift crew of 15 people running the experiment 24/7, needs an easy and reliable tool to gather all the information concerning the experiment development, installation, deployment and exploitation over its lifetime.

With the increasing number of users and the accumulation of stored information since the experiment start-up, the electronic logbook actually in use, ATLOG, started to show its limitations in terms of speed and usability. Its monolithic architecture makes the maintenance and implementation of new functionality a hard-to-almost-impossible process.

A new tool ELisA has been developed to replace the existing ATLOG. It is based on modern web technologies: the Spring framework using a Model-View-Controller architecture was chosen, thus helping building flexible and easy to maintain applications. The new tool implements all features of the old electronic logbook with increased performance and better graphics: it uses the same database back-end for portability reasons. In addition, several new requirements have been accommodated which could not be implemented in ATLOG.

This paper describes the architecture, implementation and performance of ELisA, with particular emphasis on the choices that allowed having a scalable and very fast system and on the aspects that could be re-used in different contexts to build a similar application.

1. Introduction

The ATLAS collaboration is composed of about 3000 scientific users from 38 countries who, together, run one of the largest high-energy physics experiments in the world.

An electronic logbook is used to record and share messages about ATLAS data taking activities by system operators, experts and automated services. Its general purpose is to make it easy for people to put information online in a chronological fashion, in the form of short, time-stamped text messages ("entries") with HTML mark-up for presentation, and optional file attachments (images, documents, etc).

The logbook was designed in its first version with a web front-end for message visualization and an Oracle back-end for archiving messages. Nevertheless, the original implementation (ATLOG based on ELOG [1]) showed limitations in scalability, performance and functionality (like update an entry) some due to the adopted web technologies.

ELisA, the new logbook implementation, is a modern web application that implements the Model-View-Controller (MVC) pattern and is based on the Spring [2] Web MVC framework. It provides an
easy access to this information for other people through a Web interface, to browse entries, search, download files, and optionally add, update or reply on entries. Since the log messages are of interest for the whole ATLAS collaboration, the logbook tool has to meet strict requirements: high-availability and scalability, fast and effective messages manipulations (browsing, editing and visualization). In addition it privileges client-side processing for message visualization and uses the Ajax [3] technique to asynchronously retrieve data on client request. ELisA provides a web-based API for message manipulation.

2. Technology choices

The Spring MVC pattern introduces a well-defined structure in the ELisA architecture. The result is a flexible and loosely coupled web application achieved by separating the business logic, presentation logic and navigation logic. Models are responsible for encapsulating the application data. The Views render the response to the user with the help of the model object. Controllers (standard Spring beans) are responsible for receiving the request from the user and calling the back-end services.

Figure 1 shows the flow of request processing in the Spring MVC Framework. When a request is sent to the Spring MVC Framework the following sequence of events happens:

- The DispatcherServlet receives the request.
- The DispatcherServlet invokes the Controller associated with the request.
- The Controller processes the request by calling the appropriate service methods and returns a Model object to the DispatcherServlet. Model objects, mapped to the logbook entries, are retrieved from the Oracle database via the Spring Data and Hibernate tools.
- The DispatcherServlet passes the Model object to the View to render the result.
- The View with the help of the model data renders the result back to the user.

Client requests can come either from the web front-end or from a dedicated API (see section 4).

![Flow of request processing in Spring Web MVC](image)

**Figure 1.** The flow of request processing in Spring Web MVC.

To improve the responsiveness level of ELisA we choose to use Ajax, a technique for creating interactive web applications. Ajax makes it possible to create web pages that are responsive by exchanging small amounts of data with the server behind the scenes in an asynchronous way, so that the entire web page does not have to be reloaded each time the user makes a change. This is meant to increase the web page's interactivity, speed, and usability. JavaScript Object Notation (JSON) is used as an alternative format for data interchange, instead of XML.
One drawback of using Ajax is that any user whose browser does not support JavaScript or XMLHttpRequest, or simply has this functionality disabled, will not be able to properly use pages that depend on it. In this case a particular alert message will warn the user about this issue.

These approaches add responsiveness to the user experience, reduce the load on the server and decouple the implementation from the back-end database. Moreover, using standard technologies and frameworks reduces the in-house developed code-base and thus facilitates software maintenance and evolution.

3. The web interface
The ELisA web front-end is designed to provide an effective and responsive user interface to browse and edit logbook messages. Based on JavaServer Pages (JSP) technology [4], the front-end makes heavy use of JavaScript and a jQuery plug-in called DataTables [5] for client-side processing, data formatting and visualization.

Users are provided with functionalities to view and browse messages, insert new entries and reply or update existing ones (new functionality compared to the previous implementation of the logbook).

Users can configure the layout of the page by changing the page length size, the visibility of the columns in the entries table or the columns sorting criteria. Cookies are used in order to store page state after each change in drawing. If the user reloads the page, the table should remain as it was in terms of page length, filtering, pagination and sorting.

Users can perform fast searches on the data available on the client-side using on-the-fly filter functionality to select the data on one or more columns or searching across all columns using a dedicated user input field. An advanced search panel is provided to fill in a custom query form: searches based on the multiple properties of the message or time interval are possible. If several criteria are provided only entries that meet all criteria will be selected.

Figure 2 and figure 3 show two ELisA web interface screen shots that illustrate some of the functionality described in this section.

![Figure 2. ELisA web interface: main page.](image-url)

An asynchronous communication with the ELisA back-end is implemented using Ajax: basic entry properties are pre-loaded on the client-side and the detailed entry content (textual content and optional attachments) is retrieved on user request only. This allows for a fast and effective user experience, which is one of the main reasons of the ELisA project success.
4. The web API

An HTTP-based REST API is provided for client applications, such as automated scripts to access and modify logbook messages. Following the REST architectural principles [6], a client makes a HTTP request using the standard verbs (GET/PUT/POST/DELETE) to a structured URL. Operations such as creating a new entry, editing existing ones or getting a list of entries with specified criteria are supported in this way.

Figure 4. Different possible representations of requested resources.

The client obtains (or sends) a representation of the requested resource in one of several possible formats, such as JSON, XML or HTML, as shown in figure 4. This standard and lightweight approach is fully integrated with ELisA’s MVC design and decouples the server implementation from the client technologies.

5. Deployment

The ELisA back-end server, hosted by the Apache Tomcat container, is deployed on two dedicated server machines, one used for production and the other reserved for fail-over, both installed on the Atlas Control Network.

In order to use ELisA a user needs to be authenticated first. This procedure is based on CERN Shibboleth Single-Sign-On for usage on the General Public Network and on plain LDAP for usage inside the restricted experiment network.
6. Performance
Figure 5 shows the comparison of the front-end loading time for the old logbook implementation (ATLOG) and for ELisA, meaning the time to retrieve a number of entries and to render them on the main page of the logbook (for ELisA main page see figure 2).

![Comparison ATLOG and ELisA](image)

**Figure 5.** Load time comparison between ELisA and ATLOG.

The improvement of ELisA compared with the old ATLOG implementation is clearly visible in the plot. The new implementation scales well with the number of messages retrieved, and it adds a minor time overhead on top of the Oracle query-response time. The database schema has been preserved for backward compatibility, but it will be subject to revision and optimization in the future to further improve the data retrieval performance.

7. Conclusions
ELisA has been used by ATLAS in production since the beginning of data taking in 2012 and has been positively received by many users. Client-side processing allows for a faster and more effective user experience. The adoption of an MVC-driven architecture has allowed focusing code development on specific features of the logbook, while profiting from the reliability of established third-party technologies such as the Spring framework.

The implementation of a REST API provides access to the logbook features to clients and services beyond the provided web front-end.
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